**Advance Java**
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**package com.wipro.service;**

**/\*\***

**\* Runnable is a Functional Interface, an interface with only one abstract method**

**\*/**

**public class MyRunnable implements Runnable{**

**@Override**

**public void run() {**

**System.*out*.println(Thread.*currentThread*());**

**System.*out*.println("Working on a job..");**

**try {**

**Thread.*sleep*(1000);**

**} catch (InterruptedException e) {**

**e.printStackTrace();**

**}**

**System.*out*.println("Job done");**

**}**

**}**

**package com.wipro.app;**

**import com.wipro.service.MyRunnable;**

**/\*\***

**\* It common to have instance of implementation class pointed by its**

**\* interface type.**

**\* Similarly it is common to have instance of a sub-class pointed by its super class.**

**\***

**\* The above procedure is required to achieve polymorphic behaviour.**

**\***

**\*/**

**public class MyRunnableDemo {**

**public static void main(String[] args) {**

**System.*out*.println(Thread.*currentThread*());**

**// Create a Runnable object**

**Runnable runnable = new MyRunnable();**

**//Attach Runnable object to Thread object**

**// Thread thread1 = new Thread(runnable);**

**Thread thread1 = new Thread(runnable,"worker-1");**

**thread1.start();//implicitly invokes run() method**

**try {**

**/\***

**\* thread1 says to main thread to join me. i.e. main thread**

**\* goes to non-runnable state until worker thread has completed its task**

**\* and then will come back to runnable state**

**\*/**

**thread1.join();**

**} catch (InterruptedException e) {**

**e.printStackTrace();**

**}**

**Thread thread2 = new Thread(runnable, "worker-2");**

**thread2.start();**

**try {**

**thread2.join();**

**} catch (InterruptedException e) {**

**e.printStackTrace();**

**}**

**System.*out*.println("End of main() method");**

**}**

**}**

**—--------------------------------------------------------------------------------------------------**

**package com.wipro.service;**

**public class MyThread extends Thread{**

**public MyThread() {**

**super();**

**}**

**public MyThread(String name) {**

**super(name); // invoking 1-arg constructor of Thread class**

**}**

**@Override**

**public void run() {**

**super.run();**

**System.*out*.println(Thread.*currentThread*());**

**System.*out*.println("processing..");**

**try {**

**Thread.*sleep*(1000);**

**} catch (InterruptedException e) {**

**// TODO Auto-generated catch block**

**e.printStackTrace();**

**}**

**System.*out*.println("End of worker thread");**

**}**

**}**

**package com.wipro.app;**

**import com.wipro.service.MyThread;**

**public class MyThreadDemo {**

**public static void main(String[] args) {**

**System.*out*.println(Thread.*currentThread*());**

**Thread thread1 = new MyThread("worker-1");**

**thread1.start();//implicitly invokes run() method**

**try {**

**thread1.join();**

**} catch (InterruptedException e) {**

**// TODO Auto-generated catch block**

**e.printStackTrace();**

**}**

**System.*out*.println("End of main thread");**

**}**

**}**

**—-------------------------------------------------------------------------------------------**

**Race Condition**

When two or more threads are competing to gain access to the same shared data is called **race condition**.

Race conditions may lead to data inconsistencies because while one thread is reading other thread is writing to shared data.

The section of the code that leads to race conditions is called the **critical section**.

**How to avoid race conditions?**

By proper synchronization of the code, we can avoid race conditions.

There are two ways:

1. **Synchronized method**: When a method is synchronized, only one thread can enter into the method at a time.

public **synchronized** returnType methodName(){

}

1. **Synchronized block**: Instead of restricting the threads from entering into the method, block only the critical section so that only one thread at a time can enter into the block.

public returnType methodName(){

—----------------;

**synchronized(shared data){**

**—----------------;**

**}**

*—-------------------;*

}

**package** com.wipro.service;

/\*\*

\* StringBuffer methods are synchronized by default hence the StringBuffer objects

\* are thread-safe.

\*

\* StringBuilder methods are not synchronized hence not thread-safe.

\*

\* Note: Both are mutable objects

\*/

**public** **class** SharedObject **implements** Runnable{

**private** **static** StringBuilder *sharedData*= **new** StringBuilder("Welcome");

@Override

**public** **void** run() {

**int** length = *sharedData*.length();

**for**(**int** i=0;i<length;i++) {

System.***out***.println(Thread.*currentThread*().getName() + "-"+ *sharedData*.append("x"));

}

}

}

**package** com.wipro.app;

**import** com.wipro.service.SharedObject;

**public** **class** SyncDemo {

**public** **static** **void** main(String[] args) {

Runnable runnable = **new** SharedObject();

Thread thread1 = **new** Thread(runnable,"worker-1");

Thread thread2 = **new** Thread(runnable,"worker-2");

thread1.start();

thread2.start();

}

}

**package com.wipro.service;**

**/\*\***

**\* StringBuffer methods are synchronized by default hence the StringBuffer objects**

**\* are thread-safe.**

**\***

**\* StringBuilder methods are not synchronized hence not thread-safe.**

**\***

**\* Note: Both are mutable objects**

**\*/**

**public class SharedObject implements Runnable{**

**private static StringBuilder *sharedData*= new StringBuilder("Welcome");**

**// @Override**

**// public synchronized void run() {**

**//**

**// int length = sharedData.length();**

**// for(int i=0;i<length;i++) {**

**// System.out.println(Thread.currentThread().getName() + "-"+ sharedData.append("x"));**

**// }**

**//**

**// }**

**@Override**

**public void run() {**

**int length = *sharedData*.length();**

**synchronized(*sharedData*) {**

**for(int i=0;i<length;i++) {**

**System.*out*.println(Thread.*currentThread*().getName() + "-"+ *sharedData*.append("x"));**

**}**

**}**

**}**

**}**

**Anonymous Inner Class**

**A class defined inside a method is called an inner class. An inner class which has no name is called anonymous inner class.**

**public class Demo{**

**public static void main(String [] args){**

**//inner class**

**class A{**

**—-----p**

**}**

**}**

**}**

**Syntax of anonymous inner class:**

**(new SuperClassName() {**

**public void method(){**

**}**

**}).method();**

**—-------------------------------------------------------**

**package com.wipro.model;**

**//POJO : Plain Old Java Object**

**public class Person implements Comparable<Person>{**

**private Long adharCard;**

**private String name;**

**private Long mobile;**

**public Person() {**

**}**

**public Person(Long adharCard, String name, Long mobile) {**

**super();**

**this.adharCard = adharCard;**

**this.name = name;**

**this.mobile = mobile;**

**}**

**public Long getAdharCard() {**

**return adharCard;**

**}**

**public void setAdharCard(Long adharCard) {**

**this.adharCard = adharCard;**

**}**

**public String getName() {**

**return name;**

**}**

**public void setName(String name) {**

**this.name = name;**

**}**

**public Long getMobile() {**

**return mobile;**

**}**

**public void setMobile(Long mobile) {**

**this.mobile = mobile;**

**}**

**@Override**

**public String toString() {**

**return "Person [adharCard=" + adharCard + ", name=" + name + ", mobile=" + mobile + "]";**

**}**

**//p1.compareTo(p2)**

**@Override**

**public int compareTo(Person o) {**

**return this.getAdharCard().compareTo(o.getAdharCard());**

**}**

**}**

**—--------------------------------------------------------------**

**package com.wipro.app;**

**import java.util.Arrays;**

**import com.wipro.model.Person;**

**/\***

**\* The current values in the instance variables of an object is called object state.**

**\*/**

**public class Demo {**

**public static void main(String[] args) {**

**//Anonymous inner class**

**(new Object(){**

**public void greeting() {**

**System.*out*.println("Welcome to anonymous inner class");**

**}**

**}).greeting();**

**//com.wipro.model.Person@63961c42**

**//63961c42 is hexa-decimal representation of the object's hashCode**

**Person person = new Person(123456783465L,"Smith",9876879879L);**

**/\* To display object state rather than reference, we need to**

**\* override toString() method which returns String representation**

**\* of the object**

**\*/**

**System.*out*.println(person);**

**System.*out*.println(person.hashCode()); //1670782018**

**Person [] persons= new Person[] {**

**new Person(423456783465L,"Smith",9876879879L),**

**new Person(523456783495L,"Clarke",7876879855L),**

**new Person(323456783405L,"Jones",8876879870L)**

**};**

**System.*out*.println("After sorting...");**

**Arrays.*sort*(persons);**

**System.*out*.println(Arrays.*toString*(persons));**

**}**

**}**

**Note:**

**When objects of user-defined type have to be compared based on key attribute, then the class has to implement Comparable interface and override compareTo() method.**

**When objects of user-defined type have to be compared based on non-key attribute, then create a new class that implements Comparator interface and override compare() method or instead of creating a new class, go for anonymous inner class(which can later be replaced with Lamda expressions)**

**—---------------------------------------------------------------**

**package com.wipro.app;**

**import java.util.Arrays;**

**import java.util.Comparator;**

**import com.wipro.model.Person;**

**/\***

**\* The current values in the instance variables of an object is called object state.**

**\*/**

**public class Demo {**

**public static void main(String[] args) {**

**//Anonymous inner class**

**(new Object(){**

**public void greeting() {**

**System.*out*.println("Welcome to anonymous inner class");**

**}**

**}).greeting();**

**//com.wipro.model.Person@63961c42**

**//63961c42 is hexa-decimal representation of the object's hashCode**

**Person person = new Person(123456783465L,"Smith",9876879879L);**

**/\* To display object state rather than reference, we need to**

**\* override toString() method which returns String representation**

**\* of the object**

**\*/**

**System.*out*.println(person);**

**System.*out*.println(person.hashCode()); //1670782018**

**Person [] persons= new Person[] {**

**new Person(423456783465L,"Smith",9876879879L),**

**new Person(523456783495L,"Clarke",7876879855L),**

**new Person(323456783405L,"Jones",8876879870L)**

**};**

**System.*out*.println("After sorting based on adhar cards...");**

**Arrays.*sort*(persons);**

**System.*out*.println(Arrays.*toString*(persons));**

**System.*out*.println("After sorting based on person names...");**

**/\***

**\* the second argument is an anonymous inner class that**

**\* implements Comparator interface**

**\*/**

**Arrays.*sort*(persons, new Comparator<Person>() {**

**@Override**

**public int compare(Person o1, Person o2) {**

**return o1.getName().compareTo(o2.getName());**

**}**

**});**

**System.*out*.println(Arrays.*toString*(persons));**

**}**

**}**

**Concurrency**

The set of interfaces and classes related to concurrency belong to a package called **java.util.concurrent**

Using the classes of this package, thread-management is handed over to JVM instead of the developers taking care of it.

The top-level interfaces of concurrency are:

1. Executor
2. ExecutorService
3. ScheduledExecutorService

ScheduledExecutorService -> ExecutorService -> Executor

**package com.wipro.app;**

**import java.util.concurrent.Executor;**

**import java.util.concurrent.Executors;**

**public class ExecutorDemo {**

**public static void main(String[] args) {**

**Executor executor = Executors.*newSingleThreadExecutor*();**

**/\***

**\* pass Runnable object**

**\***

**\* Thread[pool-1-thread-1,5,main]**

**\*/**

**executor.execute(new Runnable() {**

**@Override**

**public void run() {**

**System.*out*.println(Thread.*currentThread*());**

**}**

**});**

**}**

**}**

**—----------------------------------------------------------------------------------------------------------**

**package com.wipro.service;**

**public class Summing implements Runnable{**

**private Long counter=0L;**

**public Summing() {**

**}**

**public Summing(Long counter) {**

**this.counter=counter;**

**}**

**@Override**

**public void run() {**

**Long sum=0L;**

**for(long i=1;i<=counter;i++) {**

**sum = sum + i;**

**}**

**System.*out*.println(sum);**

**}**

**@Override**

**public String toString() {**

**return "Summing [counter=" + counter + "]";**

**}**

**}**

**package com.wipro.app;**

**import java.util.concurrent.ExecutorService;**

**import java.util.concurrent.Executors;**

**import java.util.concurrent.TimeUnit;**

**import com.wipro.service.Summing;**

**public class SummingDemo {**

**public static void main(String[] args) {**

**ExecutorService service = Executors.*newFixedThreadPool*(10);**

**for(int i = 1;i<= 500;i++) {**

**Runnable runnable = new Summing(100000L+i);**

**service.execute(runnable);**

**}**

**service.shutdown();**

**try {**

**service.awaitTermination(5, TimeUnit.*MINUTES*);**

**} catch (InterruptedException e) {**

**e.printStackTrace();**

**}**

**}**

**}**

**—-------------------------------------------**

**package com.wipro.app;**

**import java.util.Iterator;**

**import java.util.List;**

**import java.util.concurrent.ExecutorService;**

**import java.util.concurrent.Executors;**

**import java.util.concurrent.TimeUnit;**

**import com.wipro.service.Summing;**

**public class SummingDemo {**

**public static void main(String[] args) {**

**ExecutorService service = Executors.*newFixedThreadPool*(10);**

**for(int i = 1;i<= 500;i++) {**

**Runnable runnable = new Summing(100000L+i);**

**service.execute(runnable);**

**}**

**// service.shutdown();**

**List<Runnable> list = service.shutdownNow();**

**Iterator<Runnable> iterator = list.iterator();**

**while(iterator.hasNext()) {**

**System.*out*.println(iterator.next());**

**}**

**try {**

**service.awaitTermination(5, TimeUnit.*MINUTES*);**

**} catch (InterruptedException e) {**

**e.printStackTrace();**

**}**

**}**

**}**

**—---------------------------------------------------------------------------------**

**Callable<T> interface**

**public interface Callable<T>{**

**T call() throws Exception;**

**}**

**package com.wipro.service;**

**import java.util.Random;**

**import java.util.concurrent.Callable;**

**public class Task implements Callable<Integer>{**

**@Override**

**public Integer call() throws Exception {**

**Thread.*sleep*(100);**

**return new Random().nextInt();**

**}**

**}**

**package com.wipro.app;**

**import java.util.Random;**

**import java.util.concurrent.Callable;**

**import java.util.concurrent.ExecutionException;**

**import java.util.concurrent.ExecutorService;**

**import java.util.concurrent.Executors;**

**import java.util.concurrent.Future;**

**import com.wipro.service.Task;**

**/\***

**\* The instance of the class that implements Callable interface is called**

**\* Callable object**

**\*/**

**public class FutureDemo {**

**public static void main(String[] args) throws InterruptedException {**

**ExecutorService service = Executors.*newFixedThreadPool*(10);**

**Future<Integer> future = service.submit(new Task());**

**while(!future.isDone()) {**

**// Thread.sleep(10);**

**System.*out*.println("Processing...");**

**}**

**Integer result;**

**try {**

**result = future.get();**

**System.*out*.println(result);**

**} catch (InterruptedException e) {**

**e.printStackTrace();**

**} catch (ExecutionException e) {**

**e.printStackTrace();**

**}**

**//Anonymous inner class**

**Future<Integer> futureNew = service.submit(new Callable<Integer>() {**

**@Override**

**public Integer call() throws Exception {**

**return new Random().nextInt();**

**}**

**});**

**while(!futureNew.isDone()) {**

**System.*out*.println("Working on it...");**

**}**

**try {**

**Integer resultNew = futureNew.get();**

**System.*out*.println(resultNew);**

**} catch (InterruptedException | ExecutionException e) {**

**e.printStackTrace();**

**}**

**}**

**}**

**—--------------------------------------------------------------------------------**

**Implement a task called, factorial of a given number using**

1. **Runnable interface**
2. **Callable interface**

**Using Concurrency classes and interfaces**

**Note: Do not create separate implementation classes instead use anonymous inner classes.**

**package com.wipro.app;**

**import java.util.concurrent.Callable;**

**import java.util.concurrent.ExecutionException;**

**import java.util.concurrent.ExecutorService;**

**import java.util.concurrent.Executors;**

**import java.util.concurrent.Future;**

**public class FactorialDemo {**

**public static void main(String[] args) throws InterruptedException, ExecutionException {**

**ExecutorService service = Executors.*newSingleThreadExecutor*();**

**//service.execute()**

**service.submit(new Runnable() {**

**@Override**

**public void run() {**

**long fact=1;**

**int n=5;**

**while(n>0) {**

**fact \*= n;**

**n--;**

**}**

**System.*out*.println(fact);**

**}**

**});**

**Future<Long> future = service.submit(new Callable<Long>() {**

**@Override**

**public Long call() throws Exception {**

**long fact=1;**

**int n=5;**

**while(n>0) {**

**fact \*= n;**

**n--;**

**}**

**return fact;**

**}**

**});**

**while(!future.isDone()) {**

**Thread.*sleep*(1);**

**}**

**System.*out*.println(future.get());**

**service.shutdown();**

**}**

**}**

**—------------------------------------------------------------------**

**A modifiable object is called mutable object and unmodifiable object is called an immutable object.**

**Ex. String objects are immutable objects whereas StringBuffer and StringBuilder objects mutable.**

**Immutable objects are always thread-safe. Since they read-only objects, no thread can make any change to it, hence immutable objects are thread-safe.**

**Even though StringBuffer objects are mutable they are thread-safe because the StringBuffer methods such as insert(),delete(),append() are**

**Synchronized.**

**When building user-defined classes, if possible build them as immutable classes or define the methods as synchronized.**

**This way user-defined objects are always thread-safe.**

**—----------------------------------------------------------------------------------------**

**Java Generics**

Generics enable *types* (classes and interfaces) to be parameters when defining classes, interfaces and methods.

Ex. Comparable<Person>, Comparable<Integer>

Types can be built-in types ex. Integer, String etc or can be user-defined ex. Person, Account, Supplier etc.

Type parameters provide a way for you to re-use the same code with different inputs.

**Ex. Comparable<T>**

**public interface COMPARABLE<T>{**

**int compareTo(T o) ;**

**}**

**Comparable<Person>, Comparable<Integer>, Comparable<Box> etc.**

**Advantages:**

Code that uses generics has many benefits over non-generic code:

* **Stronger type checks at compile time.**  
   A Java compiler applies strong type checking to generic code and issues errors if the code violates type safety. Fixing compile-time errors is easier than fixing runtime errors, which can be difficult to find.

**Elimination of casts.** The following code snippet without generics requires casting:  
 *//Non-generic*

List list = new ArrayList();

list.add("hello");

list.add(10);

String s = **(String)** list.get(0);

Int x = **(Integer)**list.get(1);

When re-written to use generics, the code does not require casting:  
 //Generic

List<String> list = new ArrayList<String>();

list.add("hello");

list.add(10); //compiler error

String s = list.get(0); // no cast

# **Generic Types**

A *generic type* is a generic class or interface that is parameterized over types.

Ex.

Comparable<T>, Box<T>, Pair<K,V>

**//Non-generic**

public class BoxInt{

private Integer length;

private Integer width;

private Integer height;

}

BoxInt myBox= new BoxInt();

In the definition, The dimensions of the Box are restricted to only Integer type.

If I want the Box to have dimensions in real type?

public class BoxDouble{

private Double length;

private Double width;

private Double height;

}

BoxDouble myBox = new BoxDouble();

Now I want dimensions to be in Long,

**Solution: Go for Generics**

**//Generic class**

public class Box<T>{

private T length;

private T width;

private T height;

}

Box<Integer> myBox1 = new Box<>();

Box<Double> myBox2 = new Box<>();

Box<Long> myBox3 = new Box<>();

—-----------------------------------------------------------

**package** com.wipro.service;

**public** **class** Box<T> {

**private** T length;

**private** T width;

**private** T height;

**public** Box() {

}

**public** Box(T length, T width, T height) {

**super**();

**this**.length = length;

**this**.width = width;

**this**.height = height;

}

**public** T getLength() {

**return** length;

}

**public** **void** setLength(T length) {

**this**.length = length;

}

**public** T getWidth() {

**return** width;

}

**public** **void** setWidth(T width) {

**this**.width = width;

}

**public** T getHeight() {

**return** height;

}

**public** **void** setHeight(T height) {

**this**.height = height;

}

@Override

**public** String toString() {

**return** "Box [length=" + length + ", width=" + width + ", height=" + height + "]";

}

}

**package** com.wipro.app;

**import** com.wipro.service.Box;

**public** **class** BoxDemo {

**public** **static** **void** main(String[] args) {

Box<Integer> box1= **new** Box<>(5,5,5);

Box<Double> box2= **new** Box<>(7.2,5.6,9.0);

System.***out***.println("Volume of box1 = "+ box1.getLength()\*box1.getWidth()\*box1.getHeight() );

System.***out***.println("Volume of box2 = "+ box2.getLength()\*box2.getWidth()\*box2.getHeight());

}

}

—-----------------------------------------------------

//generic interface

**package** com.wipro.service;

/\*

\* Generic Interface

\*/

**public** **interface** Pair<K,V> {

K getKey();

V getValue();

}

**package** com.wipro.service;

/\*\*

\* Generic class

\*/

**public** **class** OrderedPair<K,V> **implements** Pair<K,V> {

**private** K key;

**private** V value;

**public** OrderedPair() {

}

**public** OrderedPair(K key, V value) {

**super**();

**this**.key = key;

**this**.value = value;

}

@Override

**public** K getKey() {

**return** **this**.key;

}

@Override

**public** V getValue() {

**return** **this**.value;

}

@Override

**public** String toString() {

**return** "OrderedPair [key=" + key + ", value=" + value + "]";

}

}

**package** com.wipro.app;

**import** com.wipro.service.OrderedPair;

**public** **class** OrderedPairDemo {

**public** **static** **void** main(String[] args) {

OrderedPair<Integer,Integer> orderedPair1 = **new** OrderedPair<>(4,4);

OrderedPair<Integer, Long> orderedPair2 = **new** OrderedPair<>(4,4L);

OrderedPair<Double, Double> orderedPair3 = **new** OrderedPair<>(4.0,4.0);

System.***out***.println(orderedPair1);

System.***out***.println(orderedPair2);

System.***out***.println(orderedPair3);

}

}

—-----------------------------------------------------------------------------------

## **Type Parameter Naming Conventions**

By convention, type parameter names are single, uppercase letters. Without this convention, it would be difficult to tell the difference between a type variable and an ordinary class or interface name.

The most commonly used type parameter names are:

* E - Element (used extensively by the Java Collections Framework)
* K - Key
* N - Number
* T - Type
* V - Value
* S,U,V etc. - 2nd, 3rd, 4th types

# **Generic Methods**

*Generic methods* are methods that introduce their own type parameters. This is similar to declaring a generic type, but the type parameter's scope is limited to the method where it is declared.

Static and non-static generic methods are allowed, as well as generic class constructors.

The syntax for a generic method includes a list of type parameters, inside angle brackets, which appears before the method's return type.

For static generic methods, the type parameter section must appear before the method's return type.

**package** com.wipro.service;

/\*\*

\* Generic Method

\* syntax:

\* public static <T> returnType methodName(T t1, T t2)

\*

\* Ex.

\* public static <K,V> boolean compare(OrderedPair<K,V> p1, OrderedPair<K,V> p2)

\*/

**public** **class** Utility {

**public** **static** <K,V> **boolean** compare(OrderedPair<K,V> p1, OrderedPair<K,V> p2) {

**return** p1.getKey().equals(p2.getKey()) && p1.getValue().equals(p2.getValue());

}

}

**package** com.wipro.app;

**import** com.wipro.service.OrderedPair;

**import** com.wipro.service.Utility;

**public** **class** UtilityTest {

**public** **static** **void** main(String[] args) {

OrderedPair<Integer,String> p1 = **new** OrderedPair<>(1,"Apple");

OrderedPair<Integer,String> p2 = **new** OrderedPair<>(2,"Banana");

OrderedPair<Integer,String> p3 = **new** OrderedPair<>(1,"Apple");

System.***out***.println(Utility.*compare*(p1, p2));

System.***out***.println(Utility.*compare*(p2, p3));

System.***out***.println(Utility.*compare*(p1, p3));

}

}

—-----------------------------------------------------------

# **Bounded Type Parameters**

There may be times when you want to restrict the types that can be used as type arguments in a parameterized type.

**Bounded type parameters restrict the types that can be used as type arguments.**

For example, a method that operates on numbers might only want to accept instances of Number or its subclasses. This is what *bounded type parameters* are for.

There are two types of bounds in Java Generics:

* **Upper Bound**: Specifies that the type parameter must be a subtype of a specific type.
* **Lower Bound**: Specifies that the type parameter must be a supertype of a specific type.

## **Upper Bounded Type Parameters**

Upper bounded type parameters restrict the type parameter to be a specific type or its subclasses. The extends keyword is used to define an upper bound.

**<T extends TypeName>**

Ex.

public static **<T extends Number>** void printDoubleValue(T value) {

System.out.println(value.doubleValue());

}

**<T extends Number>**

Object

String **Number**  Person

**Byte Short Integer Long Float Double**

Note: Here T can be Number or its subtypes i.e Byte, Short,Integer,Long,Float,Double but T cannot be String, Person , Object

**package** com.wipro.app;

**public** **class** UpperBoundedExample {

// Generic method with upper bounded type parameter

**public** **static** <T **extends** Number> **void** printDoubleValue(T value) {

System.***out***.println(value.doubleValue());

}

// Generic method with upper bounded type parameter

//T can be only String since there is no sub type for String

**public** **static** <T **extends** String> **void** printStringValue(T value) {

System.***out***.println(value);

}

**public** **static** **void** main(String[] args) {

*printDoubleValue*(10); // Integer

*printDoubleValue*(3.14); // Double

*printDoubleValue*(5.67f); // Float

*printDoubleValue*(5L); // Long

/\*

\* The method printDoubleValue(T) in the

\* type UpperBoundedExample is not applicable for the arguments (String)

\*/

// printDoubleValue("Hello");

*printStringValue*("Hello");

/\*

\* StringBuffer is not a sub class of String

\*/

// printStringValue(new StringBuffer("Hello"));

}

}

## **Lower Bounded Type Parameters**

Lower bounded type parameters restrict the type parameter to be a specific type or its supertypes. The super keyword is used to define a lower bound.

<T super TypeName>

Ex.

<T super Integer>

T can be Integer, Number or Object

Can T be Long or Double ? NO

**Wild Card(?)**

Wildcards in Method Parameters

Wildcards can also be used as method parameters. This allows us to write methods that can work with collections of different types.

Example:

public void printList(List<?> list) {

for (Object elem : list)

System.out.println(elem + " ");

System.out.println();

}

Ex.

**package** com.wipro.app;

**import** java.util.ArrayList;

**import** java.util.List;

**public** **class** GenericListDemo {

**public** **static** **void** main(String[] args) {

List<Integer> myList1= **new** ArrayList<>();

myList1.add(10); myList1.add(20); myList1.add(30);

*printList*(myList1);

List<String> myList2= **new** ArrayList<>();

myList2.add("Java");myList2.add("Java EE");

myList2.add("Javascript");

*printList*(myList2);

}

//Wild Card ? is unbounded , no restriction

**public** **static** **void** printList(List<?> list) {

**for** (Object elem : list)

System.***out***.println(elem + " ");

System.***out***.println();

}

}

**package com.wipro.app;**

**import java.util.ArrayList;**

**import java.util.List;**

**public class ExtendsSuperDemo {**

**public static void main(String[] args) {**

**List<Integer> list1= new ArrayList<>();**

**List<Number> list2= new ArrayList<>();**

**List<Long> list3= new ArrayList<>();**

**List<String> list4= new ArrayList<>();**

**List<Object> list5= new ArrayList<>();**

***printValues*(list1);**

***printValues*(list2);**

***printValues*(list3);**

***printNonNumericValues*(list4);**

***printNonNumericValues*(list5);**

**}**

**//super is lower-bound, String and above**

**private static void printNonNumericValues(List<? super String> list) {**

**for(int i=0;i<list.size();i++) {**

**System.*out*.println(list.get(i));**

**}**

**}**

**//extends is upper-bound, Number and below**

**private static void printValues(List<? extends Number> list) {**

**for(int i=0;i<list.size();i++) {**

**System.*out*.println(list.get(i));**

**}**

**}**

**}**

**—-------------------------------------------**

**Date API**

**Legacy Classes:** < jdk 1.8

Date, Calendar, GregorianCalendar, SimpleDateFormat

**Date API introduced in JDK 8**

LocalDate, LocalTime, LocalDateTime,

DateTimeFormatter, Period

| **Letter** | **Date or Time Component** | **Presentation** | **Examples** |
| --- | --- | --- | --- |
| G | Era designator | [Text](https://docs.oracle.com/javase/8/docs/api/java/text/SimpleDateFormat.html#text) | AD |
| y | Year | [Year](https://docs.oracle.com/javase/8/docs/api/java/text/SimpleDateFormat.html#year) | 1996; 96 |
| Y | Week year | [Year](https://docs.oracle.com/javase/8/docs/api/java/text/SimpleDateFormat.html#year) | 2009; 09 |
| M | Month in year (context sensitive) | [Month](https://docs.oracle.com/javase/8/docs/api/java/text/SimpleDateFormat.html#month) | July; Jul; 07 |
| L | Month in year (standalone form) | [Month](https://docs.oracle.com/javase/8/docs/api/java/text/SimpleDateFormat.html#month) | July; Jul; 07 |
| w | Week in year | [Number](https://docs.oracle.com/javase/8/docs/api/java/text/SimpleDateFormat.html#number) | 27 |
| W | Week in month | [Number](https://docs.oracle.com/javase/8/docs/api/java/text/SimpleDateFormat.html#number) | 2 |
| D | Day in year | [Number](https://docs.oracle.com/javase/8/docs/api/java/text/SimpleDateFormat.html#number) | 189 |
| d | Day in month | [Number](https://docs.oracle.com/javase/8/docs/api/java/text/SimpleDateFormat.html#number) | 10 |
| F | Day of week in month | [Number](https://docs.oracle.com/javase/8/docs/api/java/text/SimpleDateFormat.html#number) | 2 |
| E | Day name in week | [Text](https://docs.oracle.com/javase/8/docs/api/java/text/SimpleDateFormat.html#text) | Tuesday; Tue |
| u | Day number of week (1 = Monday, ..., 7 = Sunday) | [Number](https://docs.oracle.com/javase/8/docs/api/java/text/SimpleDateFormat.html#number) | 1 |
| a | Am/pm marker | [Text](https://docs.oracle.com/javase/8/docs/api/java/text/SimpleDateFormat.html#text) | PM |
| H | Hour in day (0-23) | [Number](https://docs.oracle.com/javase/8/docs/api/java/text/SimpleDateFormat.html#number) | 0 |
| k | Hour in day (1-24) | [Number](https://docs.oracle.com/javase/8/docs/api/java/text/SimpleDateFormat.html#number) | 24 |
| K | Hour in am/pm (0-11) | [Number](https://docs.oracle.com/javase/8/docs/api/java/text/SimpleDateFormat.html#number) | 0 |
| h | Hour in am/pm (1-12) | [Number](https://docs.oracle.com/javase/8/docs/api/java/text/SimpleDateFormat.html#number) | 12 |
| m | Minute in hour | [Number](https://docs.oracle.com/javase/8/docs/api/java/text/SimpleDateFormat.html#number) | 30 |
| s | Second in minute | [Number](https://docs.oracle.com/javase/8/docs/api/java/text/SimpleDateFormat.html#number) | 55 |
| S | Millisecond | [Number](https://docs.oracle.com/javase/8/docs/api/java/text/SimpleDateFormat.html#number) | 978 |
| z | Time zone | [General time zone](https://docs.oracle.com/javase/8/docs/api/java/text/SimpleDateFormat.html#timezone) | Pacific Standard Time; PST; GMT-08:00 |
| Z | Time zone | [RFC 822 time zone](https://docs.oracle.com/javase/8/docs/api/java/text/SimpleDateFormat.html#rfc822timezone) | -0800 |
| X | Time zone | [ISO 8601 time zone](https://docs.oracle.com/javase/8/docs/api/java/text/SimpleDateFormat.html#iso8601timezone) | -08; -0800; -08:00 |

—--------------------------------------------------------------------------------------------

**package** com.wipro.app;

**import** java.text.DateFormat;

**import** java.text.ParseException;

**import** java.text.SimpleDateFormat;

**import** java.util.Calendar;

**import** java.util.Date;

**import** java.util.GregorianCalendar;

**import** java.util.Scanner;

/\*

\* Leagacy Date API classes are placed in java.util package

\* Java EPOCH:

\* This is the base time line in Java i.e all date and time related

\* calculations are based on this timeline.

\* 01-01-1970 00:00:00 GMT

\*

\* So 1st January 1970 mid-night 12 AM is Java epoch

\*

\* Calendar is an abstract class and GregorianCalendar is the concrete

\* sub class of Calendar

\*/

**public** **class** DateDemo {

**private** **static** Scanner *scanner* = **new** Scanner(System.***in***);

**public** **static** **void** main(String[] args) {

Date today = **new** Date();

//Thu Jul 11 14:50:11 IST 2024

System.***out***.println(today);

//pass time in milliseconds(1000 ms = 1s)

Date someDate = **new** Date(6789876789989L);

//01-01-1970 00:00:00 + 6789876789989L

//Mon Feb 28 18:23:09 IST 2185

System.***out***.println(someDate);

**try** {

//convert String -> Date

System.***out***.println("Enter birthdate(dd-mm-yyyy): ");

String dateAsString = *scanner*.nextLine();

DateFormat dateFormat = **new** SimpleDateFormat("dd-MM-yyyyy");

Date birthdate = dateFormat.parse(dateAsString);

System.***out***.println(birthdate);

} **catch** (ParseException e) {

e.printStackTrace();

}

Calendar hiredate = **new** GregorianCalendar(2022,10,15);

System.***out***.println(hiredate.get(Calendar.***DATE***));

}

}

—----------------------------------------------------------------

**package** com.wipro.app;

**import** java.time.LocalDate;

**import** java.time.LocalDateTime;

**import** java.time.LocalTime;

**import** java.time.Period;

**import** java.time.format.DateTimeFormatter;

**import** java.util.Scanner;

/\*\*

\* LocalDate, LocalTime, LocalDateTime

\* DateTimeFormatter, Period

\*

\* The above classes are part of java.time package

\*/

**public** **class** NewDateAPI {

**private** **static** Scanner *scanner* = **new** Scanner(System.***in***);

**public** **static** **void** main(String[] args) {

LocalDate today = LocalDate.*now*();

//2024-07-11

System.***out***.println(today);

LocalTime currentTime = LocalTime.*now*();

//15:15:30.500429340

System.***out***.println(currentTime);

LocalDateTime dateAndTime = LocalDateTime.*now*();

//2024-07-11T15:16:34.447399053

System.***out***.println(dateAndTime);

LocalDate hiredate = LocalDate.*of*(2022, 10, 25);

System.***out***.println(hiredate);

LocalDateTime birthdate =

LocalDateTime.*of*(2022,1,1, 10,15,30);

System.***out***.println(birthdate);

//String -> LocalDate

System.***out***.println("Enter marriage date:(yyyy-mm-dd): ");

String marriageDateAsString = *scanner*.nextLine();

LocalDate marriageDate = LocalDate.*parse*(marriageDateAsString);

System.***out***.println(marriageDate);

System.***out***.println("Enter exam date: (dd/mm/yyyy)");

String examAsString = *scanner*.nextLine();

DateTimeFormatter formatter =

DateTimeFormatter.*ofPattern*("dd/MM/yyyy");

LocalDate examDate = LocalDate.*parse*(examAsString,formatter);

System.***out***.println(examDate);

Period period = marriageDate.until(today);

System.***out***.println(period.getYears()+" years,"+ period.getMonths()+" months, "+period.getDays()+" days");

**if**(marriageDate.isAfter(today)) {

System.***out***.println("Marriage date is in near future");

}**else** {

System.***out***.println("Already married");

}

}

}

—--------------------------------------------------------

**Shipment class** : com.wipro.model package

shipmentId, shipmentDate, shipmentTo, orderId,orderDate, deliveredDate, status

**Validator class** : com.wipro.service package

public Boolean isValidShipment(Shipment shipment):

false if shipmentDate is before orderDate or shipmentDate is after deliveredDate else return true

Valid dates:

Ex. shipmentDate: 2024-07-11

orderDate: 2024-07-10

deliveredDate: 2024-07-11 or after

**Tester class**: com.wipro.app package

Test the above classes

—----------------------------------------------------------------

**package** com.wipro.model;

**public** **enum** StatusTyp {

***DELIVERED***, ***INTRANSIT***, ***DAMAGED***,***LOST***

}

**package** com.wipro.model;

**import** java.time.LocalDate;

/\*\*

\* Shipment class : com.wipro.model package

shipmentId, shipmentDate, shipmentTo, orderId,orderDate,

deliveredDate, status

Validator class : com.wipro.service package

public Boolean isValidShipment(Shipment shipment):

false if shipmentDate is before orderDate or shipmentDate is after deliveredDate else return true

Valid dates:

Ex. shipmentDate: 2024-07-11

orderDate: 2024-07-10

deliveredDate: 2024-07-11 or after

Tester class: com.wipro.app package

Test the above classes

\*/

**public** **class** Shipment {

**private** Long shipmentId;

**private** LocalDate shipmentDate;

**private** String shipmentTo;

**private** Long orderId;

**private** LocalDate orderDate;

**private** LocalDate deliveredDate;

**private** StatusTyp status;

**public** Shipment() {

}

**public** Shipment(Long shipmentId, LocalDate shipmentDate, String shipmentTo, Long orderId, LocalDate orderDate,

LocalDate deliveredDate, StatusTyp status) {

**super**();

**this**.shipmentId = shipmentId;

**this**.shipmentDate = shipmentDate;

**this**.shipmentTo = shipmentTo;

**this**.orderId = orderId;

**this**.orderDate = orderDate;

**this**.deliveredDate = deliveredDate;

**this**.status = status;

}

**public** Long getShipmentId() {

**return** shipmentId;

}

**public** **void** setShipmentId(Long shipmentId) {

**this**.shipmentId = shipmentId;

}

**public** LocalDate getShipmentDate() {

**return** shipmentDate;

}

**public** **void** setShipmentDate(LocalDate shipmentDate) {

**this**.shipmentDate = shipmentDate;

}

**public** String getShipmentTo() {

**return** shipmentTo;

}

**public** **void** setShipmentTo(String shipmentTo) {

**this**.shipmentTo = shipmentTo;

}

**public** Long getOrderId() {

**return** orderId;

}

**public** **void** setOrderId(Long orderId) {

**this**.orderId = orderId;

}

**public** LocalDate getOrderDate() {

**return** orderDate;

}

**public** **void** setOrderDate(LocalDate orderDate) {

**this**.orderDate = orderDate;

}

**public** LocalDate getDeliveredDate() {

**return** deliveredDate;

}

**public** **void** setDeliveredDate(LocalDate deliveredDate) {

**this**.deliveredDate = deliveredDate;

}

**public** StatusTyp getStatus() {

**return** status;

}

**public** **void** setStatus(StatusTyp status) {

**this**.status = status;

}

@Override

**public** String toString() {

**return** "Shipment [shipmentId=" + shipmentId + ", shipmentDate=" + shipmentDate + ", shipmentTo=" + shipmentTo

+ ", orderId=" + orderId + ", orderDate=" + orderDate + ", deliveredDate=" + deliveredDate + ", status="

+ status + "]";

}

}

**package** com.wipro.service;

**import** com.wipro.model.Shipment;

/\*

\* false if shipmentDate is before orderDate or

\* shipmentDate is after deliveredDate else return true

\*/

**public** **class** Validator {

**public** Boolean isValidShipment(Shipment shipment) {

**if**(shipment.getShipmentDate().isBefore(shipment.getOrderDate()) ||

shipment.getShipmentDate().isAfter(shipment.getDeliveredDate())

) {

**return** **false**;

}

**return** **true**;

}

}

**package** com.wipro.app;

**import** java.time.LocalDate;

**import** com.wipro.model.Shipment;

**import** com.wipro.model.StatusTyp;

**import** com.wipro.service.Validator;

**public** **class** ShipmentTester {

**public** **static** **void** main(String[] args) {

Shipment shipment1 = **new** Shipment(123456L,

LocalDate.*of*(2024, 07, 11),

"Smith",

56768L,LocalDate.*of*(2024, 07, 10),

LocalDate.*of*(2024, 07, 11),

StatusTyp.***DELIVERED***

);

Validator validator = **new** Validator();

**if**(validator.isValidShipment(shipment1)) {

System.***out***.println(shipment1);

}**else** {

System.***out***.println("Invalid Shipment Details");

}

}

}

—------------------------------------------------------

**Lambda Expression**

Lambda expression represents an **instance of functional interface**

A lambda expression is an anonymous block of code that

encapsulates an expression or a block of statements and returns a result

*Syntax of Lambda expression:*

**(argument list) -> { implementation }**

The arrow operator -> is used to separate list of parameters and

body of lambda expression.

**package** com.wipro.service;

@FunctionalInterface

**public** **interface** MaxFinder {

**public** **abstract** **int** maxmimum(**int** num1, **int** num2);

}

**package** com.wipro.app;

**import** com.wipro.service.MaxFinder;

/\*\*

\* Lambda expression represents an instance of functional interface

\*

\* InterfaceType objectName = (arguments) -> {implementation }

\*

\*

\*/

**public** **class** LambdaDemo {

**public** **static** **void** main(String[] args) {

MaxFinder maxFinder = (**int** n1, **int** n2) -> {

**if**(n1>n2) {

**return** n1;

}**else** {

**return** n2;

}

};

System.***out***.println(maxFinder.maxmimum(1029,1029));

MaxFinder maxFinderNew = (n1,n2) -> (n1>n2)?n1:n2;

System.***out***.println(maxFinderNew.maxmimum(10,15));

}

}

—-------------------------------------

Create functional interface, **ISumOfSquare** that returns sum of squares of all the digits from 1 to given number and test the method using Lambda expression.

**public abstract long sumOfSquares(int num)**

Create functional interfaces for the following methods and implement using Lambda expressions

**IFactorial**

1. public abstract long factorial(int num); returns factorial of given number

**IFactorial** iFact = n -> {

long fact=1;

` while(n>0){

fact \*= n–;

}

return fact;

};

System.out.println(iFact.factorial(5));

**IGreeting**

1. public abstract void greeting(String name): : prints “Good Day, <name>”

**IGreeting** iGreet = str -> “Good Day,”+str;

System.out.println(iGreet.greeting(“Smith”);

**IEven**

3. public abstract boolean isEven(int num); returns if given number is even

number else returns false

**IEven** iEven = n -> (n%2==0)?true:false;

System.out.println(iEven.isEven(5));

**IDate**

4. public abstract String getDateTime() ; returns current date and time as a

String

**IDate** iDate = ()-> LocalDateTime.*now*().toString()

System.out.println(iDate.getDateTime());

—--------------------------------------------------------------------------------------------

**package** com.wipro.service;

@FunctionalInterface

**public** **interface** ISumOfSquare {

**public** **abstract** **long** sumOfSquares(**int** num);

}

**package** com.wipro.app;

**import** com.wipro.service.ISumOfSquare;

**import** com.wipro.service.MaxFinder;

/\*\*

\* Lambda expression represents an instance of functional interface

\*

\* InterfaceType objectName = (arguments) -> {implementation }

\*

\*

\*/

**public** **class** LambdaDemo {

**public** **static** **void** main(String[] args) {

MaxFinder maxFinder = (**int** n1, **int** n2) -> {

**if**(n1>n2) {

**return** n1;

}**else** {

**return** n2;

}

};

System.***out***.println(maxFinder.maxmimum(1029,1029));

MaxFinder maxFinderNew = (n1,n2) -> (n1>n2)?n1:n2;

System.***out***.println(maxFinderNew.maxmimum(10,15));

ISumOfSquare iSum = (n) ->{

**long** sum=0;

**for**(**int** i=1;i<=n;i++) {

sum = sum + i\*i;

}

**return** sum;

};

System.***out***.println(iSum.sumOfSquares(10));

}

}

—-------------------------------------------------------------------------------

**Method Declaration combinations:**

1. **void methodName();**

Ex.

void greeting(){

System.out.println(“Hello World!”);

}

1. **returnType methodName();**

Ex.

String greeting(){

return “Hello World!”;

}

1. **void methodName(<parameter(s)>)**

Ex.

void greeting(String name){

System.out.println(“Hello, “+ name);

}

1. **returnType methodName(<parameter(s)>);**

Ex.

String greeting(String name){

return “Hello, “+ name;

}

**Built-in Functional interfaces**

Following are the main built-in Functional Interfaces

1. **Supplier**
2. **Consumer**
3. **Predicate**
4. **Function**

**Supplier<T>**

**T get()**

**Consumer<T>**

**void accept(T t)**

**BiConsumer<T,U>**

**void accept(T t, U u)**

**Predicate<T>**

**boolean test(T t)**

**BiPredicate<T,U>**

**boolean test(T t, U u)**

**Function<T,R>**

**R apply(T t)**

**BiFunction<T,U,R>**

**R apply(T t, U u)**

**—-------------------------------------------------------------------------------------------**

**Function<Integer,Long>**

*public abstract long factorial(int num); returns factorial of given number*

public abstract Long **apply**(Integer num); returns factorial of given number

**Consumer<String>**

*public abstract void greeting(String name): : prints “Good Day, <name>”*

public abstract void **accep**t(String name): : prints “Good Day, <name>”

**Predicate<Integer>**

*public abstract boolean isEven(int num); returns if given number is even*

*number else returns false*

public abstract Boolean **test**(Integer num);

**Supplier<String>**

public abstract String getDateTime() ; returns current date and time as a

String

public abstract String **get**()

—----------------------------------------------------------------------------------------

**package** com.wipro.app;

**import** java.util.function.Function;

/\*\*

\* Function<Integer,Long>

public abstract long factorial(int num); returns factorial of given number

public abstract Long apply(Integer num); returns factorial of given number

Consumer<String>

public abstract void greeting(String name): : prints “Good Day, <name>”

public abstract void accept(String name): : prints “Good Day, <name>”

Predicate<Integer>

public abstract boolean isEven(int num); returns if given number is even

number else returns false

public abstract Boolean test(Integer num);

Supplier<String>

public abstract String getDateTime() ; returns current date and time as a

String

public abstract String get()

\*/

**public** **class** BFITester {

**public** **static** **void** main(String[] args) {

/\* Implement factorial method that receives an integer value

\* and returns long value using built-in functional interface

\*

\*/

Function<Integer,Long> fun1 = n->{

**long** f=1;

**while**(n>0) {

f=f\*n--;

}

**return** f;

};

System.***out***.println("Factorial of 5 is "+ fun1.apply(5));

System.***out***.println("------------------------");

Consumer<String> con1 = s -> System.***out***.print("Good Day, "+s);

con1.accept("Smith");

System.***out***.println("\n------------------------");

Predicate<Integer> pred1 = n -> (n%2==0)?**true**:**false**;

System.***out***.println(pred1.test(5));

System.***out***.println("-------------------------");

Supplier<String> sup1 = () -> LocalDateTime.*now*().toString();

System.***out***.println(sup1.get());

}

}

—------------------------------------------------------------------------------------------------

Implement the following methods using Built-in functional interface

String method(String fname, String lname) : returns “fname name”

Double method(int lbound, int ubound) : returns of average of the

digits between lower bound and upper bound, inclusive of both

Boolean method(String userId,String password):

Returns true if userId and password are different else return false

void method(Person person): display person adharcard, name and birthdate in dd-mm-yyyy format and address.

—---------------------------------------------------------------------

**package** com.wipro.model;

**public** **enum** Gender {

***MALE***, ***FEMALE***, ***TRANSGENDER***

}

**package** com.wipro.model;

**import** java.time.LocalDate;

//POJO : Plain Old Java Object

**public** **class** Person **implements** Comparable<Person>{

**private** Long adharCard;

**private** String name;

**private** Gender gender;

**private** LocalDate birthdate;

**private** String address;

**private** Long mobile;

**public** Person() {

}

**public** Person(Long adharCard, String name, Gender gender, LocalDate birthdate, String address, Long mobile) {

**super**();

**this**.adharCard = adharCard;

**this**.name = name;

**this**.gender = gender;

**this**.birthdate = birthdate;

**this**.address = address;

**this**.mobile = mobile;

}

**public** Long getAdharCard() {

**return** adharCard;

}

**public** **void** setAdharCard(Long adharCard) {

**this**.adharCard = adharCard;

}

**public** String getName() {

**return** name;

}

**public** **void** setName(String name) {

**this**.name = name;

}

**public** Long getMobile() {

**return** mobile;

}

**public** **void** setMobile(Long mobile) {

**this**.mobile = mobile;

}

**public** Gender getGender() {

**return** gender;

}

**public** **void** setGender(Gender gender) {

**this**.gender = gender;

}

**public** LocalDate getBirthdate() {

**return** birthdate;

}

**public** **void** setBirthdate(LocalDate birthdate) {

**this**.birthdate = birthdate;

}

**public** String getAddress() {

**return** address;

}

**public** **void** setAddress(String address) {

**this**.address = address;

}

@Override

**public** String toString() {

**return** "Person [adharCard=" + adharCard + ", name=" + name + ", gender=" + gender + ", birthdate=" + birthdate

+ ", address=" + address + ", mobile=" + mobile + "]";

}

//p1.compareTo(p2)

@Override

**public** **int** compareTo(Person o) {

**return** **this**.getAdharCard().compareTo(o.getAdharCard());

}

}

—-------------------------------------------------------------------------------------

**package** com.wipro.app;

**import** java.time.LocalDate;

**import** java.util.function.BiFunction;

**import** java.util.function.BiPredicate;

**import** java.util.function.Consumer;

**import** java.util.function.Function;

**import** com.wipro.model.Gender;

**import** com.wipro.model.Person;

/\*\*

\* String method(String fname, String lname) : returns “fname name”

Double method(int lbound, int ubound) : returns of average of the

digits between lower bound and upper bound, inclusive of both

Boolean method(String userId,String password):

Returns true if userId and password are different else return false

void method(Person person): display person adharcard, name and birthdate in

dd-mm-yyyy format and address.

\*/

**public** **class** FIDemo {

**public** **static** **void** main(String[] args) {

BiFunction<String,String,String> bi = (fname,lname)-> fname+" "+lname;

System.***out***.println(bi.apply("Rohit", "Sharma"));

BiFunction<Integer,Integer,Double> bi1 = (l,u)->{

**int** sum=0;

**for**(**int** i=l;i<=u;i++) {

sum += i;

}

**return** (**double**)sum/(u-l+1);

};

System.***out***.println(bi1.apply(10, 20));

BiPredicate<String,String> bip = (userid,pwd)-> !userid.equals(pwd);

System.***out***.println(bip.test("admin", "admin"));

System.***out***.println(bip.test("admin", "admin@123"));

Consumer<Person> cons = p -> System.***out***.println(p.getAdharCard()+","+ p.getName()

+ ","+ p.getBirthdate()+","+p.getAddress());

cons.accept(**new** Person(123456789L,"Smith",Gender.***MALE***,

LocalDate.*of*(2002, 10, 12),"Hyderabad",987898879L ));

// A method that receives Person object and returns Gender

Function<Person,Gender> fn = p -> p.getGender();

System.***out***.println(fn.apply(**new** Person(123456789L,"Smith",Gender.***MALE***,

LocalDate.*of*(2002, 10, 12),"Hyderabad",987898879L )));

}

}

Pre-defined Built-in Functional interfaces

Supplier:

IntSupplier, LongSupplier, DoubleSupplier etc.

Consumer:

IntConsumer, LongConsumer, DoubleConsumer etc.

Predicate:

IntPredicate, LongPredicate, DoubleConsumer etc.

Function:

IntFunction, LongFunction, DoubleFunction etc.

UnaryOpertor and BinaryOperator are two special type of built-in functional interface Function and BiFunction.

Ex.

Function<Integer,Integer>

Or

UnaryOperator<Integer>

Ex.

BiFunction<Integer,Integer,Integer>

Or

BinaryOperator<Integer>

@FunctionalInterface

public interface BinaryOperator<T> extends BiFunction<T,T,T>{

}

// a method that returns sum of 2 integers

—----------------------------------------

**package** com.wipro.app;

**import** java.time.LocalDate;

**import** java.util.function.BiFunction;

**import** java.util.function.BiPredicate;

**import** java.util.function.BinaryOperator;

**import** java.util.function.Consumer;

**import** java.util.function.Function;

**import** java.util.function.IntFunction;

**import** java.util.function.UnaryOperator;

**import** com.wipro.model.Gender;

**import** com.wipro.model.Person;

/\*\*

\* String method(String fname, String lname) : returns “fname name”

Double method(int lbound, int ubound) : returns of average of the

digits between lower bound and upper bound, inclusive of both

Boolean method(String userId,String password):

Returns true if userId and password are different else return false

void method(Person person): display person adharcard, name and birthdate in

dd-mm-yyyy format and address.

\*/

**public** **class** FIDemo {

**public** **static** **void** main(String[] args) {

BiFunction<String,String,String> bi = (fname,lname)-> fname+" "+lname;

System.***out***.println(bi.apply("Rohit", "Sharma"));

BiFunction<Integer,Integer,Double> bi1 = (l,u)->{

**int** sum=0;

**for**(**int** i=l;i<=u;i++) {

sum += i;

}

**return** (**double**)sum/(u-l+1);

};

System.***out***.println(bi1.apply(10, 20));

BiPredicate<String,String> bip = (userid,pwd)-> !userid.equals(pwd);

System.***out***.println(bip.test("admin", "admin"));

System.***out***.println(bip.test("admin", "admin@123"));

Consumer<Person> cons = p -> System.***out***.println(p.getAdharCard()+","+ p.getName()

+ ","+ p.getBirthdate()+","+p.getAddress());

cons.accept(**new** Person(123456789L,"Smith",Gender.***MALE***,

LocalDate.*of*(2002, 10, 12),"Hyderabad",987898879L ));

// A method that receives Person object and returns Gender

Function<Person,Gender> fn = p -> p.getGender();

System.***out***.println(fn.apply(**new** Person(123456789L,"Smith",Gender.***MALE***,

LocalDate.*of*(2002, 10, 12),"Hyderabad",987898879L )));

/\* Function<T,R>

\* Function<Integer,Long> lng= { };

\*

\* IntFunction<R>

\* IntFunctio<Long> lng = {};

\*/

//returns factorial of given number

IntFunction<Long> lng = n ->{

Long fact=1L;

**while**(n>0) {

fact \*= n--;

}

**return** fact;

};

System.***out***.println("Factorial of 5: "+ lng.apply(5));

// a method that returns sum of 2 integers

BiFunction<Integer,Integer,Integer> sm = (a,b)->a+b;

System.***out***.println(sm.apply(5, 6));

BinaryOperator<Integer> bop = (x,y)->x+y;

System.***out***.println(bop.apply(5, 6));

// n=n+5

UnaryOperator<Integer> uop = n->n+5;

System.***out***.println(uop.apply(5));

}

}

—------------------------------------------

**Method Reference operator( ::)**

This is another way of invoking a method.

It is a new way to refer a method by its name instead of calling it directly

Replacing Lambda with method reference

Ex.

**Consumer<String> consumer = (String str) -> System.out.println(str);**

**OR**

**Consumer<String> consumer = System.out::println ;**

—-------------------------------------------------------------------------------------

**package** com.wipro.app;

**import** java.time.LocalDate;

**import** java.util.function.BiFunction;

**import** java.util.function.BiPredicate;

**import** java.util.function.BinaryOperator;

**import** java.util.function.Consumer;

**import** java.util.function.Function;

**import** java.util.function.IntFunction;

**import** java.util.function.UnaryOperator;

**import** com.wipro.model.Gender;

**import** com.wipro.model.Person;

/\*\*

\* String method(String fname, String lname) : returns “fname name”

Double method(int lbound, int ubound) : returns of average of the

digits between lower bound and upper bound, inclusive of both

Boolean method(String userId,String password):

Returns true if userId and password are different else return false

void method(Person person): display person adharcard, name and birthdate in

dd-mm-yyyy format and address.

\*/

**public** **class** FIDemo {

**public** **static** **void** main(String[] args) {

BiFunction<String,String,String> bi = (fname,lname)-> fname+" "+lname;

System.***out***.println(bi.apply("Rohit", "Sharma"));

BiFunction<Integer,Integer,Double> bi1 = (l,u)->{

**int** sum=0;

**for**(**int** i=l;i<=u;i++) {

sum += i;

}

**return** (**double**)sum/(u-l+1);

};

System.***out***.println(bi1.apply(10, 20));

BiPredicate<String,String> bip = (userid,pwd)-> !userid.equals(pwd);

System.***out***.println(bip.test("admin", "admin"));

System.***out***.println(bip.test("admin", "admin@123"));

Consumer<Person> cons = p -> System.***out***.println(p.getAdharCard()+","+ p.getName()

+ ","+ p.getBirthdate()+","+p.getAddress());

cons.accept(**new** Person(123456789L,"Smith",Gender.***MALE***,

LocalDate.*of*(2002, 10, 12),"Hyderabad",987898879L ));

// A method that receives Person object and returns Gender

Function<Person,Gender> fn = p -> p.getGender();

System.***out***.println(fn.apply(**new** Person(123456789L,"Smith",Gender.***MALE***,

LocalDate.*of*(2002, 10, 12),"Hyderabad",987898879L )));

/\* Function<T,R>

\* Function<Integer,Long> lng= { };

\*

\* IntFunction<R>

\* IntFunctio<Long> lng = {};

\*/

//returns factorial of given number

IntFunction<Long> lng = n ->{

Long fact=1L;

**while**(n>0) {

fact \*= n--;

}

**return** fact;

};

System.***out***.println("Factorial of 5: "+ lng.apply(5));

// a method that returns sum of 2 integers

BiFunction<Integer,Integer,Integer> sm = (a,b)->a+b;

System.***out***.println(sm.apply(5, 6));

BinaryOperator<Integer> bop = (x,y)->x+y;

System.***out***.println(bop.apply(5, 6));

// n=n+5

UnaryOperator<Integer> uop = n->n+5;

System.***out***.println(uop.apply(5));

//Method Reference

System.***out***.println("Displaying all the details of a Person..");

Consumer<Person> cons1 = p -> System.***out***.println(p);

cons1.accept(**new** Person(123456789L,"Smith",Gender.***MALE***,

LocalDate.*of*(2002, 10, 12),"Hyderabad",987898879L ));

/\*

\* replacing

\* p -> System.out.println(p);

\* with

\* System.out::println;

\*/

Consumer<Person> cons2 = System.***out***::println;

cons2.accept(**new** Person(123456789L,"Smith",Gender.***MALE***,

LocalDate.*of*(2002, 10, 12),"Hyderabad",987898879L ));

}

}

—-----------------------------------------------------------------------------------

Java Reflection

Retrospecting Java classes and objects at runtime is called reflection.

There are classes built in **java.lang.reflect** package which can used to introspect the Java classes and objects at runtime.

In the object class, we have a method called, getClass() which returns the Class object which contains details of the class. With this method, we can know details the classes at runtime.

**package** com.wipro.app;

**import** java.lang.reflect.Field;

**import** java.time.LocalDate;

**import** com.wipro.model.Gender;

**import** com.wipro.model.Person;

**public** **class** ReflectionDemo {

**public** **static** **void** main(String[] args) {

String greeting = **new** String("Welcome to java reflection");

Class myClassRef = greeting.getClass();

System.***out***.println(myClassRef.getName());

Person person = **new** Person(123456789L,"Smith",Gender.***MALE***,

LocalDate.*of*(2002, 10, 12),"Hyderabad",987898879L );

Class myClass = person.getClass();

System.***out***.println(myClass.getName());

/\*

\* myClass.getFields() returns only public fields

\*/

Field[] fields = myClass.getDeclaredFields();

**for**(Field f: fields) {

System.***out***.println(f.getName());

}

}

}

—------------------------------------------------------------------------------------------

**Collection Framework**

* Part of java.util package
* The Collection implementations dynamically grow as we add objects to it and dynamically shrink as we remove objects from them

Top-level interface:

1. Collection interface

Sub interfaces:

List, Set and Queue

1. Map
2. Implementation classes of List interface:
3. **ArrayList**
4. LinkedList
5. *Vector*
6. *Stack*

2. Implementation classes of Set interface:

1. **HashSet**
2. **LinkedHashSet**
3. **TreeSet**

3. Implementation classes of Map interface

1. **HashMap**
2. **LinkedHashMap**
3. **TreeMap**

—---------------------------------------------------------------------------------------

**Stream API**

* Stream API methods are implemented on Arrays as well as Collection implementations.

List<Integer> marksList = new ArrayList<>();

marksList.add(89); marksList.add(59); marksList.add(99);

marksList.add(65); marksList.add(89); marksList.add(90);

Methods of displaying?

*//index-based*

for(int i=0 ; i<marksList.size();i++){

System.out.println(marksList.get(i));

}

*//Iterator*

Iterator<Integer> iterator = marksList.iterator();

while(iterator.hasNext() ){

System.out.println(iterator.next());

}

Both the above methods use loops.

This type of coding is called **imperative programming** wherecoders have to build logic to implement.

**Declarative Programming**

* **Also called of functional programming**

In this approach, instead of building the logic the coders will be invoking the methods to perform the task.

In imperative programming the developers need to know **what the task is** and **how** to achieve it.

In declarative programming the developers need to know **what i**s required to process the task, i.e need to know methods that would perform the task.

Ex.

marksList.forEach((m)->System.out.println(m));

or

marksList.forEach(System.out::println);

**Stream API methods help us to move towards functional programming.**

**package** com.wipro.app;

**import** java.util.ArrayList;

**import** java.util.Iterator;

**import** java.util.List;

**public** **class** ForEachDemo {

**public** **static** **void** main(String[] args) {

List<Integer> marksList = **new** ArrayList<>();

marksList.add(89); marksList.add(59); marksList.add(99);

marksList.add(65); marksList.add(89); marksList.add(90);

System.***out***.println("Imperative Programming...");

System.***out***.println("displaying the list through index-based... ");

**for**(**int** i=0 ; i<marksList.size();i++){

System.***out***.println(marksList.get(i));

}

System.***out***.println("displaying the list using iterator... ");

Iterator<Integer> iterator = marksList.iterator();

**while**(iterator.hasNext() ){

System.***out***.println(iterator.next());

}

System.***out***.println("Declarative programming...using lambda");

marksList.forEach(m->System.***out***.println(m) ) ;

System.***out***.println("Declarative programming...using method reference");

marksList.forEach(System.***out***::println);

}

}

**Stream API operations:**

Stream API methods can be applied only on Stream objects.

How to acquire a Stream object:

1. Stream.of()
2. Arrays.stream(arrrayName)
3. All the Collection framework implementations such as ArrayList, HashSet, HashMap etc have an instance method, stream() that return Stream object.

Stream API operations are categorized into

1. Intermediate operations: can be pipelined, ie. output of one intermediate operation can be input to another intermediate operation and so on.

map(), filter(), concat(), limit(), skip(), sorted()

1. Terminal operations: final operations that close the stream

forEach(), reduce(), min(), max(), count(), collect()

Stream API classes are part of java.util.stream package

—------------------------------------------------------------------------------------------------

**package** com.wipro.app;

**import** java.util.ArrayList;

**import** java.util.Arrays;

**import** java.util.List;

**import** java.util.stream.Stream;

/\*

\* forEach() is an terminal operation

\*/

**public** **class** StreamAPITester {

**public** **static** **void** main(String[] args) {

Stream<Integer> stream1 = Stream.*of*(10,20,25,16,9,48,21,57,80);

stream1.forEach(System.***out***::println);

/\*

\* Runtime error

\* stream has already been operated upon or closed

\*/

// stream1.forEach(System.out::println);

System.***out***.println("---------------------------------");

Integer[] marks = **new** Integer[] {10,20,25,16,9,48,21,57,80};

Stream<Integer> marksStream = Arrays.*stream*(marks);

marksStream.forEach(System.***out***::println);

System.***out***.println("---------------------------------");

Arrays.*stream*(marks).forEach(System.***out***::println);

System.***out***.println("---------------------------------");

//Integer[] -> ArrayList

List<Integer> marksList = Arrays.*asList*(marks);

System.***out***.println("Displaying: marksList.forEach()...");

marksList.forEach(System.***out***::println);

// Stream<Integer> marksListStream = marksList.stream();

// marksListStream.forEach(System.out::println);

System.***out***.println("Displaying: marksList.stream().forEach()...");

marksList.stream().forEach(System.***out***::println);

}

}

—----------------------------------------------------

**Intermediate operation: map()**

This is a transformation method

**<R> Stream<R> map(java.util.function.Function<? super T, ? extends R> mapper)**

Function<T,R>

R apply(T t) : receives an object of type, T and returns an object of type, R

**package** com.wipro.app;

**import** java.util.ArrayList;

**import** java.util.Arrays;

**import** java.util.List;

**public** **class** IntermediateDemo {

**public** **static** **void** main(String[] args) {

Integer[] marks = **new** Integer[] {10,20,25,16,9,48,21,57,80};

List<Integer> marksList = Arrays.*asList*(marks);

marksList.stream().map(m->m\*m).forEach(System.***out***::println);

System.***out***.println("--------------------------");

// List<Integer> squaredList = marksList.stream()

// .map(n->n\*n)

// .collect(Collectors.toList());

List<Integer> squaredList = marksList.stream()

.map(n->n\*n)

.toList();

squaredList.forEach(System.***out***::println);

List<String> courseList= **new** ArrayList<>();

courseList.add("Java");courseList.add("java ee");

courseList.add("JavaScript");courseList.add("Spring");

//convert & collect the above course names to upper-case letter into another list and display

List<String> courseNewList = courseList.stream()

.map(s->s.toUpperCase())

.toList();

courseNewList.forEach(System.***out***::println);

}

}

**filter()**

[**Stream**](https://docs.oracle.com/javase/8/docs/api/java/util/stream/Stream.html)**<**[**T**](https://docs.oracle.com/javase/8/docs/api/java/util/stream/Stream.html)**>** [**filter**](https://docs.oracle.com/javase/8/docs/api/java/util/stream/Stream.html#filter-java.util.function.Predicate-)**(**[**Predicate**](https://docs.oracle.com/javase/8/docs/api/java/util/function/Predicate.html)**<? super** [**T**](https://docs.oracle.com/javase/8/docs/api/java/util/stream/Stream.html)**> predicate)**

**Returns a stream consisting of the elements of this stream that match the given predicate.**

**Predicate<T>**

**boolean test(T t)**

**//display the courses with java in it**

courseList.stream()

.map(s->s.toUpperCase())

.filter(s->s.contains("JAVA"))

.forEach(System.*out*::println);

**Special type of filters:**

**Distinct :filter only non-duplicate object**

**limit(n) : Limit the stream to first n elements**

**skip(n) : Skip first n elements**

**—-------------------------------------------------**

**package com.wipro.app;**

**import java.util.ArrayList;**

**import java.util.Arrays;**

**import java.util.List;**

**public class IntermediateDemo {**

**public static void main(String[] args) {**

**Integer[] marks = new Integer[] {10,20,25,16,9,48,21,57,80};**

**List<Integer> marksList = Arrays.*asList*(marks);**

**marksList.stream().map(m->m\*m).forEach(System.*out*::println);**

**System.*out*.println("--------------------------");**

**// List<Integer> squaredList = marksList.stream()**

**// .map(n->n\*n)**

**// .collect(Collectors.toList());**

**List<Integer> squaredList = marksList.stream()**

**.map(n->n\*n)**

**.toList();**

**squaredList.forEach(System.*out*::println);**

**System.*out*.println("-------------------------------------");**

**List<String> courseList= new ArrayList<>();**

**courseList.add("Java");courseList.add("java ee");**

**courseList.add("JavaScript");courseList.add("Spring");**

**courseList.add("Java");courseList.add("java ee");**

**//convert & collect the above course names to upper-case letter into another list and display**

**List<String> courseNewList = courseList.stream()**

**.map(s->s.toUpperCase())**

**.toList();**

**courseNewList.forEach(System.*out*::println);**

**System.*out*.println("----------------------------");**

**//display the courses with java in it**

**courseList.stream()**

**.map(s->s.toUpperCase())**

**.filter(s->s.contains("JAVA"))**

**.forEach(System.*out*::println);**

**System.*out*.println("Distinct courses...");**

**courseList.stream().distinct().forEach(System.*out*::println);**

**System.*out*.println("Display first 3 courses..");**

**courseList.stream().limit(3).forEach(System.*out*::println);**

**System.*out*.println("Skip first 3 courses..");**

**courseList.stream().skip(3).forEach(System.*out*::println);**

**// display the courses in an order**

**courseList.stream().sorted().forEach(System.*out*::println);**

**/\***

**\* Optional<Integer> java.util.stream.Stream.min(**

**Comparator<? super Integer> comparator**

**)**

**Comparator<Integer> : int compare(Integer, Integer)**

**The compare() has to be implemented using lambda,**

**(a,b)->a.compareTo(b)**

**\*/**

**Optional<Integer> optional = marksList.stream().min((a,b)->a.compareTo(b));**

**//get() extract the result from the Optional object**

**if(optional.isPresent()) {**

**System.*out*.println("Minimum mark: "+optional.get());**

**}else {**

**System.*out*.println("No min value");**

**}**

**int maxMark = marksList.stream().max((a,b)->a.compareTo(b)).get();**

**System.*out*.println("Maximum mark: "+ maxMark);**

**}**

**}**

**—------------------------------------**

**reduce() method**

The reduce operation on streams, which repeatedly applies an operation on each element until a result is produced

**Optional<T> reduce(java.util.function.BinaryOperator<T> accumulator))**

**BinaryOperator is same as BiFunction<T,T,T>**

**T apply(T t1, T t2)**

**In reduce() method implement T apply(T t1, T t2) using lambda**

/\*

Optional<Integer> java.util.stream.Stream.reduce(

BinaryOperator<Integer> accumulator

)

\*/

Optional<Integer> optional1 = marksList.stream()

.reduce((n1,n2)->n1+n2);

System.***out***.println("Total marks: "+ optional1.get());

—--------------------------------------------------------------------------------

**package** com.wipro.app;

**import** java.util.ArrayList;

**import** java.util.Arrays;

**import** java.util.List;

**import** java.util.Optional;

/\*

\* The Stream API methods min(), max(), reduce() methods return Optional object.

\*

\* Optional is a wrapper class which wraps the result into it. This class has methods

\* to check if the stream API method has returned result or not

\*/

**public** **class** IntermediateDemo {

**public** **static** **void** main(String[] args) {

Integer[] marks = **new** Integer[] {10,20,25,16,9,48,21,57,80};

List<Integer> marksList = Arrays.*asList*(marks);

marksList.stream().map(m->m\*m).forEach(System.***out***::println);

System.***out***.println("--------------------------");

// List<Integer> squaredList = marksList.stream()

// .map(n->n\*n)

// .collect(Collectors.toList());

List<Integer> squaredList = marksList.stream()

.map(n->n\*n)

.toList();

squaredList.forEach(System.***out***::println);

System.***out***.println("-------------------------------------");

List<String> courseList= **new** ArrayList<>();

courseList.add("Java");courseList.add("java ee");

courseList.add("JavaScript");courseList.add("Spring");

courseList.add("Java");courseList.add("java ee");

//convert & collect the above course names to upper-case letter into another list and display

List<String> courseNewList = courseList.stream()

.map(s->s.toUpperCase())

.toList();

courseNewList.forEach(System.***out***::println);

System.***out***.println("----------------------------");

//display the courses with java in it

courseList.stream()

.map(s->s.toUpperCase())

.filter(s->s.contains("JAVA"))

.forEach(System.***out***::println);

System.***out***.println("Distinct courses...");

courseList.stream().distinct().forEach(System.***out***::println);

System.***out***.println("Display first 3 courses..");

courseList.stream().limit(3).forEach(System.***out***::println);

System.***out***.println("Skip first 3 courses..");

courseList.stream().skip(3).forEach(System.***out***::println);

System.***out***.println("Sorted list of courses..");

// display the courses in an order

courseList.stream().sorted().forEach(System.***out***::println);

/\*

\* Optional<Integer> java.util.stream.Stream.min(

Comparator<? super Integer> comparator

)

Comparator<Integer> : int compare(Integer, Integer)

The compare() has to be implemented using lambda,

(a,b)->a.compareTo(b)

\*/

Optional<Integer> optional = marksList.stream().min((a,b)->a.compareTo(b));

//get() extract the result from the Optional object

**if**(optional.isPresent()) {

System.***out***.println("Minimum mark: "+optional.get());

}**else** {

System.***out***.println("No min value");

}

**int** maxMark = marksList.stream().max((a,b)->a.compareTo(b)).get();

System.***out***.println("Maximum mark: "+ maxMark);

/\*

Optional<Integer> java.util.stream.Stream.reduce(

BinaryOperator<Integer> accumulator

)

\*/

Optional<Integer> optional1 = marksList.stream()

.reduce((n1,n2)->n1+n2);

System.***out***.println("Total marks: "+ optional1.get());

List<String> namesList= **new** ArrayList<>();

namesList.add("Ravi Kumar"); namesList.add("Lavanya");

namesList.add("Bhavana"); namesList.add("Vinod");

System.***out***.println("Total number of characters in all names..");

**int** totalCharacters = namesList.stream()

.map(s->s.length())

.reduce((a,b)->a+b).get();

System.***out***.println(totalCharacters);

}

}

—--------------------------------------------------------------------------------------

**package** com.wipro.app;

**import** java.time.LocalDate;

**import** java.util.ArrayList;

**import** java.util.List;

**import** java.util.Map;

**import** com.wipro.model.Gender;

**import** com.wipro.model.Person;

**public** **class** PersonStreamTester {

**public** **static** **void** main(String[] args) {

List<Person> personList = **new** ArrayList<>();

*populatePersons*(personList);

System.***out***.println("List of persons...");

personList.forEach(System.***out***::println);

//get all person names

List<String> namesList = *getAllNames*(personList);

System.***out***.println("All person names in capital letters...");

namesList.forEach(System.***out***::println);

List<Person> femaleList = *getAllFemales*(personList);

System.***out***.println("Female list..");

femaleList.forEach(System.***out***::println);

//return list of persons in alphabetical order of names

List<Person> sortedPersonList = sortedPersons(personList);

System.***out***.println("Sorted list of persons..");

sortedPersonList.forEach(System.***out***::println);

/\*

\* City Name Count

\* Hyderabad 2

\* Chennai 1

\* Pune 1

\* Mumbai 1

\*/

Map<String,Integer> cityMap = getPersonCountByCity(personList);

//display cityMap

}

**private** **static** List<Person> getAllFemales(List<Person> personList) {

List<Person> femaleList = personList.stream()

.filter(p->p.getGender().equals(Gender.***FEMALE***))

.toList();

**return** femaleList;

}

**private** **static** List<String> getAllNames(List<Person> personList) {

List<String> namesList = personList.stream()

.map(p->p.getName())

.map(p->p.toUpperCase())

.toList();

**return** namesList;

}

**private** **static** **void** populatePersons(List<Person> personList) {

personList.add(**new** Person(123456789L,"Smith",Gender.***MALE***,

LocalDate.*of*(2000, 9, 12),"Hyderabad",987898879L ));

personList.add(**new** Person(213456585L,"Priya",Gender.***FEMALE***,

LocalDate.*of*(2002, 10, 15),"Pune",987898879L ));

personList.add(**new** Person(103456709L,"Clarke",Gender.***MALE***,

LocalDate.*of*(1995, 10, 21),"Mumbai",987898879L ));

personList.add(**new** Person(523450009L,"Bhavya",Gender.***FEMALE***,

LocalDate.*of*(1986, 11, 12),"Hyderabad",987898879L ));

personList.add(**new** Person(200345600L,"Virat",Gender.***MALE***,

LocalDate.*of*(2001, 12, 12),"Chennai",987898879L ));

}

}

**—----------------------------------------------------------------**

**package com.wipro.model;**

**public class Car {**

**private String manufacturerName;**

**private String carName;**

**private Double price;**

**public Car() {**

**}**

**public Car(String manufacturerName, String carName, Double price) {**

**super();**

**this.manufacturerName = manufacturerName;**

**this.carName = carName;**

**this.price = price;**

**}**

**public String getManufacturerName() {**

**return this.manufacturerName;**

**}**

**public void setManufacturerName(String manufacturerName) {**

**this.manufacturerName=manufacturerName;**

**}**

**public String getCarName() {**

**return carName;**

**}**

**public void setCarName(String carName) {**

**this.carName = carName;**

**}**

**public Double getPrice() {**

**return this.price;**

**}**

**public void setPrice(Double price) {**

**this.price = price;**

**}**

**@Override**

**public String toString() {**

**return "Car [manufacturerName=" + manufacturerName + ", carName=" + carName + ", price=" + price + "]";**

**}**

**}**

**package com.wipro.service;**

**import java.util.Comparator;**

**import java.util.List;**

**import com.wipro.model.Car;**

**// write the code using Stream API**

**public class CarService {**

**//returns sum of prices of all the cars in the list**

**public double getSumOfPrices(List<Car> carList) {**

**return carList.stream().mapToDouble(c->c.getPrice()).sum();**

**}**

**//returns list of all car names**

**public List<String> getCarNames(List<Car> carList) {**

**return carList.stream().map(c->c.getCarName()).toList();**

**}**

**//returns Cars within the given range**

**public List<Car> getCarsInRange(List<Car> carList, Double lower, Double upper) {**

**return carList.stream()**

**.filter( c -> (c.getPrice()>lower && c.getPrice() <upper))**

**.toList();**

**}**

**//returns car which has least price**

**public Car getLowestCar(List<Car> carList) {**

**return carList.stream().sorted(Comparator.*comparing*(c->c.getPrice())).toList().get(0);**

**}**

**//returns List of Cars in the descending order of price**

**public List<Car> getSortedCars(List<Car> carList){**

**return carList.stream().sorted((c1,c2)->c2.getPrice().compareTo(c1.getPrice())).toList();**

**}**

**}**

**Write a Tester class in com.wipro.app package to test the methods of CarService class.**

**package com.wipro.app;**

**import java.util.ArrayList;**

**import java.util.List;**

**import com.wipro.model.Car;**

**import com.wipro.service.CarService;**

**public class CarDemo {**

**private static List<Car> *carList*= new ArrayList<>();**

**static {**

***carList*.add(new Car("Maruti","Swift DeZire",750000.00));**

***carList*.add(new Car("Maruti","Ciaz",1250000.00));**

***carList*.add(new Car("Hyundai","Verna",1350000.00));**

***carList*.add(new Car("Mercedes Benz","EQB",7500000.00));**

***carList*.add(new Car("BMW","X1",5500000.00));**

**}**

**public static void main(String[] args) {**

**CarService service = new CarService();**

**System.*out*.println("Total price of all the cars in the showroom..");**

**System.*out*.println(service.getSumOfPrices(*carList*));**

**System.*out*.println("List Car Names..");**

**service.getCarNames(*carList*).forEach(System.*out*::println);**

**System.*out*.println("Cars in the given range..");**

**service.getCarsInRange(*carList*, 800000.00, 1500000.00).forEach(System.*out*::println);**

**System.*out*.println("Car with least price..");**

**System.*out*.println(service.getLowestCar(*carList*));**

**System.*out*.println("List of cars in descending order..");**

**service.getSortedCars(*carList*).forEach(System.*out*::println);**

**}**

**}**

**—-----------------------------------------------------------------------**

package com.wipro.app;

import java.time.LocalDate;

import java.util.ArrayList;

import java.util.Comparator;

import java.util.HashMap;

import java.util.Iterator;

import java.util.List;

import java.util.Map;

import com.wipro.model.Gender;

import com.wipro.model.Person;

public class PersonStreamTester {

public static void main(String[] args) {

List<Person> personList = new ArrayList<>();

populatePersons(personList);

System.out.println("List of persons...");

personList.forEach(System.out::println);

//get all person names

List<String> namesList = getAllNames(personList);

System.out.println("All person names in capital letters...");

namesList.forEach(System.out::println);

List<Person> femaleList = getAllFemales(personList);

System.out.println("Female list..");

femaleList.forEach(System.out::println);

//return list of persons in alphabetical order of names

List<Person> sortedPersonList = sortedPersons(personList);

System.out.println("Sorted list of persons..");

sortedPersonList.forEach(System.out::println);

/\*

\* City Name Count

\* Hyderabad 2

\* Chennai 1

\* Pune 1

\* Mumbai 1

\*/

Map<String,Integer> cityMap = getPersonCountByCity(personList);

System.out.println("City Number Of Persons");

for(Map.Entry<String,Integer> m: cityMap.entrySet()) {

System.out.println(m.getKey()+":"+m.getValue());

}

}

private static List<Person> sortedPersons(List<Person> personList) {

// return personList.stream().sorted((p1,p2)-> p1.getName().compareTo(p2.getName())).toList();

return personList.stream().sorted(Comparator.comparing(p->p.getName())).toList();

}

/\*key=Hyderabad

\* Hyderabad 3

\* Key = Pune

\* Pune 1

\* Key=Mumbai

\* Mumbai 1

\* key=Chennai

\* Chennai 1

\*/

private static Map<String, Integer> getPersonCountByCity(List<Person> personList) {

Map<String,Integer> temp = new HashMap<>();

Iterator<Person> iterator = personList.iterator();

while(iterator.hasNext()) {

String key = iterator.next().getAddress();

temp.put(key, temp.getOrDefault(key, 0)+1);

}

return temp;

}

private static List<Person> getAllFemales(List<Person> personList) {

List<Person> femaleList = personList.stream()

.filter(p->p.getGender().equals(Gender.FEMALE))

.toList();

return femaleList;

}

private static List<String> getAllNames(List<Person> personList) {

List<String> namesList = personList.stream()

.map(p->p.getName())

.map(p->p.toUpperCase())

.toList();

return namesList;

}

private static void populatePersons(List<Person> personList) {

personList.add(new Person(123456789L,"Smith",Gender.MALE,

LocalDate.of(2000, 9, 12),"Hyderabad",987898879L ));

personList.add(new Person(213456585L,"Priya",Gender.FEMALE,

LocalDate.of(2002, 10, 15),"Pune",987898879L ));

personList.add(new Person(103456709L,"Clarke",Gender.MALE,

LocalDate.of(1995, 10, 21),"Mumbai",987898879L ));

personList.add(new Person(523450009L,"Bhavya",Gender.FEMALE,

LocalDate.of(1986, 11, 12),"Hyderabad",987898879L ));

personList.add(new Person(200345600L,"Virat",Gender.MALE,

LocalDate.of(2001, 12, 12),"Chennai",987898879L ));

personList.add(new Person(150345600L,"Rishab",Gender.MALE,

LocalDate.of(1999, 10, 20),"Hyderabad",787898800L ));

}

}

**—-----------------------------------------------------------------------------**

**SOLID Principles & Design Patterns**

**SOLID** principles:

**S**ingle State of Responsibility

**O**pen for extension, Closed for Modification

**L**iskov Substitution

**I**nterface Segregation

**D**ependency Inversion

1. Single state of responsibility

A well designed class should contains methods that related to the properties of the class. I.e the behavior of an entity should reflect the nature of the entity and should not any behavior that is beyond its nature.

For. A class Employee behaviour should only be about the employee. For example, a method that returns total pay of an employee, which dept employee works. Etc but should not methods that are indirectly related for ex. Details of the department in which he/she is working.

**A well designed POJO class follows single-state of responsibility.**

POJO : Plain Old Java Object class

**A POJO class should have foll. Features:**

1. Data members have to be private
2. There should be zero-arg constructor(default constructor)
3. Overloaded constructor methods are optional.
4. Every data member should have a pair of getter/setter methods which have to be public.
5. Methods that return String representation of an object i.e overriding toString() method is optional.
6. Override equals() & hashCode() methods which is optional.

**Open for extension, closed for modification.**

Once a class is **defined, tested and compiled**, It should not be altered because there might many applications which are relying on the compiled class.

What if we want to upgrade the class to add new features or behaviour?

**Create a subclass** of the existing class so that the original class is not disturbed.

This is called an extension.

**Liskov Substitution**

The subclass or child class should complement its superclass i.e parent class but not substitute the parent class.

Square extends Rectangle

ColoredRectangle extends Rectangle

ColoredRectangle is not substituting the behaviour of Rectangle whereas Square is substituting the behaviour of Rectangle.

This is not recommended.

Solution:

**Shape**

**Rectangle Square Circle**

**Interface Segregation**

public interface **I**

m1();

m2();

m3();

}

public abstract class A implements I {

@Override

public void m1(){

}

}

Note: We cannot instantiate class A. What if I want to instantiate class A?

public class B implements I {

}

public class C implements I {

}

**GO for Interface Segregation**

Instead of defining an interface with more than one abstract method,

Define only functional interface so that classes will decide which interfaces to implement.

@FunctionlInterface

public interface **I1**

m1();

}

@FunctionlInterface

public interface **I2**

m2();

}

@FunctionlInterface

public interface @FunctionlInterface

public interface **I**

m3();

}

public class A implements I1{

//override only m1() method

}

public class B implements I2{

//override only m2() method

}

public class B implements I3{

//override only m3() method

}

public class D implements I1, I2{

//override m1() and m2() method

}

**Dependency Inversion**

**Object composition is has-a relationship**

Dependent classes and Dependency classes

Generally A class is composition of other classes.

Ex. Car has an Engine, has Tyre(s), has Navigation etc.

Here Car is called dependent class and the classes, Engine, Tyre etc are called as dependency classes.

**How to inject dependencies into dependent object?**

1. **constructor injection: inject dependencies into dependent object through constructor method.**
2. **setter injection: inject dependencies into dependent object through setter methods.**

**Ex.**

***//dependency classes***

**public class Engine{}**

**public class Tyre{}**

***//dependent class***

**public class Car{**

**private Engine engine;**

**Tyre [] tyres;**

**}**

**App**

**—-------------------------------------------------**

***//dependency objects***

**Engine marutiEngine = new Engine();**

**Tyre[] tyres= new Tyre[4];**

**// Injecting the above dependency into dependent class,**

**//constructor injection**

**Car myCar = new Car(marutiEngine, tyres);**

**//setter injection**

**Car myCarNew = new Car();**

**myCarNew.setEngine(marutiEngine);**

**myCarNew.setTryres(tyres);**

**—----------------------------------------------------------------------------------------------------------------**

**Java Design Patterns**

A design pattern is a well-described solution to a common software problem.

Some of the benefits of using design patterns are:

1. Design patterns are already defined and provide an *industry-standard approach* to solving a recurring problem, so it saves time if we sensibly use the design pattern. There are many Java design patterns that we can use in our Java-based projects.
2. Using design patterns promotes *reusability* that leads to more *robust* and highly maintainable code. It helps in reducing the total cost of ownership (TCO) of the software product.
3. Since design patterns are already defined, it makes our code easy to understand and debug. It leads to faster development and new members of the team understand it easily.

Java design patterns are divided into three categories -

1. **Creational,**
2. **Structural, and**
3. **Behavioral design patterns.**
4. **Creational pattern**

**Java design pattern for creating the objects.**

**A. Singleton Design Pattern**

**B. Factory Design Pattern**

**B. Builder design Pattern**

1. **Singleton Design pattern**

This pattern describes how to create a single instance of a class.

By default, a class can have any number of instances. Singleton design pattern is implementation of a class that enable to create only one instance.

**package** com.wipro.model;

**public** **class** Singleton {

**private** **static** Singleton *singleton*=**null**;

**private** Singleton() {

}

**public** **static** Singleton getInstance() {

**if**(*singleton*==**null**) {

*singleton* = **new** Singleton();

}

**return** *singleton*;

}

}

**package** com.wipro.app;

**import** com.wipro.model.Singleton;

**public** **class** SingletonDemo {

**public** **static** **void** main(String[] args) {

Singleton singleton= Singleton.*getInstance*();

System.***out***.println(singleton);

Singleton singletonNew = Singleton.*getInstance*();

System.***out***.println(singletonNew);

}

}

1. **Factory Design Pattern**

The factory design pattern is used when we have a superclass with multiple subclasses and based on input, we need to return one of the subclasses.

This pattern takes out the responsibility of the instantiation of a Class from the client program to the factory class.

**package** com.wipro.model;

**public** **enum** CarTyp {

***SEDAN***, ***SUV***, ***SMALL***

}

—---------------------------------------------------------------------------------------------------------------

**package** com.wipro.model;

**public** **class** Car {

**private** CarTyp carTyp;

**private** String manufacturer;

**private** String model;

**private** Double price;

**public** Car() {

}

**public** Car(String manufacturer, String model, Double price) {

**super**();

**this**.manufacturer = manufacturer;

**this**.model = model;

**this**.price = price;

}

**public** CarTyp getCarTyp() {

**return** carTyp;

}

**public** **void** setCarTyp(CarTyp carTyp) {

**this**.carTyp = carTyp;

}

**public** String getManufacturer() {

**return** manufacturer;

}

**public** **void** setManufacturer(String manufacturer) {

**this**.manufacturer = manufacturer;

}

**public** String getModel() {

**return** model;

}

**public** **void** setModel(String model) {

**this**.model = model;

}

**public** Double getPrice() {

**return** price;

}

**public** **void** setPrice(Double price) {

**this**.price = price;

}

}

—---------------------------------------------------------------------------------------------------------------

**package** com.wipro.model;

**public** **class** SmallCar **extends** Car{

**public** SmallCar() {

}

**public** SmallCar(String manufacturer, String model, Double price) {

**super**(manufacturer, model, price);

}

}

—-------------------------------------------------------------------------------------

**package** com.wipro.model;

**public** **class** SedanCar **extends** Car{

**public** SedanCar() {

}

**public** SedanCar(String manufacturer, String model, Double price) {

**super**(manufacturer, model, price);

}

}

—-------------------------------------------------------------------------------------------------

**package** com.wipro.model;

**public** **class** SuvCar **extends** Car{

**public** SuvCar() {

}

**public** SuvCar(String manufacturer, String model, Double price) {

**super**(manufacturer, model, price);

}

}

—----------------------------------------------------------------------------------------------------------------------

**package** com.wipro.model;

/\*

\* Factory creating different types of Cars

\*/

**public** **class** CarFactory {

**public** **static** Car createCar(CarTyp carTyp, String manufacturer,

String model, Double price) {

**switch**(carTyp) {

**case** CarTyp.***SMALL***:

**return** **new** SmallCar(manufacturer,model,price);

**case** CarTyp.***SEDAN***:

**return** **new** SedanCar(manufacturer,model,price);

**case** CarTyp.***SUV***:

**return** **new** SuvCar(manufacturer,model,price);

}

**return** **null**;

}

}

—-------------------------------------------------------------------------------------------------

**package** com.wipro.app;

**import** com.wipro.model.Car;

**import** com.wipro.model.CarFactory;

**import** com.wipro.model.CarTyp;

**public** **class** CarFactoryDemo {

**public** **static** **void** main(String[] args) {

// String carType = "sedan";

String carType = "suv";

CarTyp carTyp;

**if**(carType.equalsIgnoreCase("SEDAN")) {

carTyp = CarTyp.***SEDAN***;

}**else** **if**(carType.equalsIgnoreCase("small")) {

carTyp = CarTyp.***SMALL***;

}**else** {

carTyp = CarTyp.***SUV***;

}

// Car myCar = CarFactory.createCar(carTyp, "Skoda", "Rapid", 1565000.00);

Car myCar = CarFactory.*createCar*(carTyp, "BMW", "X1", 5650000.00);

System.***out***.println(myCar.getManufacturer()+","+myCar.getModel()+","+myCar.getPrice());

};

}

—--------------------------------------------------------------------------------------------------------------------

1. **Builder Design Pattern**

**This is a creational design pattern that enables us to construct complex objects step by step.**

**This pattern useful when a class has many data members since creating through constructor will be too long.**

**White designing Builder pattern, we need to go for nested static class.**

**package** com.wipro.model;

**public** **class** Employee {

**private** Integer empid;

**private** String name;

**private** String departmentName;

**public** Employee(EmployeeBuilder builder) {

empid = builder.empid;

name = builder.name;

departmentName= builder.departmentName;

}

**public** **static** **class** EmployeeBuilder{

**private** Integer empid;

**private** String name;

**private** String departmentName;

**public** EmployeeBuilder(Integer empid) {

**this**.empid= empid;

}

**public** EmployeeBuilder getName(String name) {

**this**.name = name;

**return** **this**;

}

**public** EmployeeBuilder getDepartmentName(String departmentName) {

**this**.departmentName=departmentName;

**return** **this**;

}

**public** Employee build() {

**return** **new** Employee(**this**);

}

}

**public** Integer getEmpid() {

**return** empid;

}

**public** **void** setEmpid(Integer empid) {

**this**.empid = empid;

}

**public** String getName() {

**return** name;

}

**public** **void** setName(String name) {

**this**.name = name;

}

**public** String getDepartmentName() {

**return** departmentName;

}

**public** **void** setDepartmentName(String departmentName) {

**this**.departmentName = departmentName;

}

}

**—-------------------------------------------------------------------------------------------------**

package com.wipro.app;

import com.wipro.model.Employee;

public class EmployeeBuilderDemo {

public static void main(String[] args) {

Employee employee =

new Employee.EmployeeBuilder(1001)

.getName("Smith")

.getDepartmentName("Accounts")

.build();

System.*out*.println(employee.getName());

}

}

**—------------------------------------------------------------------------------------------------**

**Structural Design Patterns**

Structural patterns are concerned with how classes and objects are composed to form larger structures..

**Important structural design patterns are**

• **Adapter**

• Bridge

• Composite

• Decorator:

A Decorator pattern can be used to attach additional responsibilities to an object

either statically or dynamically.

Ex. BufferedInputStream, DataInputStream

• Facade

• Flyweight

• Proxy

Provide a surrogate or placeholder for another object to control access to it.

The definition itself is very clear and proxy design pattern is used when we want to provide controlled access of a functionality.

Proxy means ‘in place of’, representing’ or ‘in place of’ or ‘on behalf of’ are literal meanings of proxy and that directly explains Proxy Design Pattern.

**Adapter pattern**

An Adapter pattern acts as a connector between two incompatible interfaces that otherwise cannot be connected directly.

An Adapter wraps an existing class with a new interface so that it becomes compatible with theclient’s interface.

<https://refactoring.guru/design-patterns/adapter/java/example>

**package** com.wipro.model;

**public** **interface** Movable {

//returns speed in MPH

**double** getSpeed();

}

**package** com.wipro.model;

**public** **class** BugattiVeyron **implements** Movable {

@Override

**public** **double** getSpeed() {

**return** 268;

}

}

**package** com.wipro.model;

**public** **interface** MovableAdapter {

// returns speed in KM/H

**double** getSpeed();

}

**package** com.wipro.model;

**public** **class** MovableAdapterImpl **implements** MovableAdapter {

**private** Movable luxuryCars;

**public** MovableAdapterImpl() {

}

**public** MovableAdapterImpl(Movable luxuryCars) {

**this**.luxuryCars = luxuryCars;

}

@Override

**public** **double** getSpeed() {

**return** luxuryCars.getSpeed() \* 1.6;

}

}

**package** com.wipro.app;

**import** com.wipro.model.BugattiVeyron;

**import** com.wipro.model.Movable;

**import** com.wipro.model.MovableAdapter;

**import** com.wipro.model.MovableAdapterImpl;

**public** **class** AdapterDemo {

**public** **static** **void** main(String[] args) {

Movable bugatti = **new** BugattiVeyron();

System.***out***.println("Speed of Bugatti in MPH is "+ bugatti.getSpeed());

MovableAdapter movableAdapter = **new** MovableAdapterImpl(bugatti);

System.***out***.println("Speed in KMPH: "+ movableAdapter.getSpeed());

}

}

—-----------------------------------------------------------------------------------------

**Behavioural Design Pattern**

Behavioural patterns are concerned with algorithms and the **assignment of responsibilities between objects.**

Behavioural patterns describe not just patterns of objects or classes but also the patterns of communication between them.

**Important behavioural patterns are**

**• Chain of responsibility :**

This design pattern is applied in Java EE Filters

The request coming from the client(browser) is received by one filter which performs some task and hands over to another filter which again performs some other tasks and hands over to next filter and this process continues until the request object reaches the Servlet.

• **Iterator**

The Iterator interface of Collection frameworks takes the responsibility of iterating through Collection implementations such as ArrayList.

ArrayList object returns Iterator object which in turn traverses through the ArrayList.

The responsibility of holding of objects is taken care by ArrayList and the responsibility of traversing through the ArrayList is taken care by Iterator.

List<Integer> marksList = new ArrayList<>();

marksList.add(90);

Iterator<Integer> iterator = marksList.iterator();

while(iterator.hasNext()){

}

• Mediator

• Memento

**• Observer**

In Java EE, we have Listeners whose job is to listen the events that take place such as adding, removing, modifying attribute of Request object, Session object, Application Context objects.

—-----------------------------------------------------------------------------------

**Java IO**

**package com.wipro.app;**

**import java.util.Map;**

**import java.util.Properties;**

**import java.util.Scanner;**

**/\***

**\* Properties is a subclass of Hashtable where data is stored in form of**

**\* key:value pairs. These are legacy classes retrofitted into Map interface.**

**\* System.in, System.out & System.err are predefined streams**

**\*/**

**public class SystemPropertiesDemo {**

**public static void main(String[] args) {**

**Properties properties = System.*getProperties*();**

**for(Map.Entry<Object,Object> m : properties.entrySet()) {**

**System.*out*.println(m.getKey()+":"+m.getValue());**

**}**

**System.*out*.println("---------------------------");**

**String value = System.*getProperty*("java.vm.version");**

**System.*out*.println("Java Version: "+ value);**

**Scanner scanner = new Scanner(System.*in*);**

**System.*out*.println("Enter your name: ");**

**String name = scanner.nextLine();**

**System.*out*.println(name);**

**System.*err*.println(name);**

**}**

**}**

**—-----------------------------------------------------------------------------**

**package com.wipro.app;**

**import java.io.BufferedOutputStream;**

**import java.io.BufferedReader;**

**import java.io.FileOutputStream;**

**import java.io.IOException;**

**import java.io.InputStreamReader;**

**/\*\***

**\* System.in is the KBD which is connected to InputStreamObject which in turn is**

**\* connected to BufferedReader**

**\***

**\* KBD -> InputStreamReader->BufferedReader -> program**

**\*/**

**public class StudentNamesFile {**

**public static void main(String[] args) {**

**try(**

**BufferedReader br = new BufferedReader(new InputStreamReader(System.*in*));**

**/\*If FileOutputStream has no second argument then it is opened in write mode.**

**\* If second argument is set to true, then file is opened in append mode**

**\***

**\*/**

**BufferedOutputStream bos = new BufferedOutputStream(**

**new FileOutputStream("/home/rps/Documents/data/names.txt",true));**

**){**

**System.*out*.println("Enter names of the students(cntrl-z to stop): ");**

**int ch;**

**while( (ch = br.read()) != -1) {**

**bos.write(ch);**

**}**

**br.close();**

**System.*out*.println("File created..");**

**}catch(IOException e) {**

**e.printStackTrace();**

**}**

**}**

**}**

**—-------------------------------------------------------**

**package com.wipro.app;**

**import java.io.BufferedInputStream;**

**import java.io.BufferedOutputStream;**

**import java.io.BufferedReader;**

**import java.io.FileInputStream;**

**import java.io.FileOutputStream;**

**import java.io.IOException;**

**import java.io.InputStreamReader;**

**/\*\***

**\* System.in is the KBD which is connected to InputStreamObject which in turn is**

**\* connected to BufferedReader**

**\***

**\* KBD -> InputStreamReader->BufferedReader -> program**

**\*/**

**public class StudentNamesFile {**

**public static void main(String[] args) {**

**try(**

**BufferedReader br = new BufferedReader(new InputStreamReader(System.*in*));**

**/\*If FileOutputStream has no second argument then it is opened in write mode.**

**\* If second argument is set to true, then file is opened in append mode**

**\***

**\*/**

**BufferedOutputStream bos = new BufferedOutputStream(**

**new FileOutputStream("/home/rps/Documents/data/names.txt",true));**

**){**

**System.*out*.println("Enter names of the students(cntrl-d to stop): ");**

**int ch;**

**while( (ch = br.read()) != -1) {**

**bos.write(ch);**

**}**

**br.close();**

**System.*out*.println("File created..");**

**}catch(IOException e) {**

**e.printStackTrace();**

**}**

**try(**

**BufferedInputStream bif =**

**new BufferedInputStream(new FileInputStream("/home/rps/Documents/data/names.txt"))**

**){**

**int ch;**

**while( (ch = bif.read()) != -1) {**

**System.*out*.print((char)ch);**

**}**

**bif.close();**

**System.*out*.println("End of file");**

**}catch(IOException e) {**

**e.printStackTrace();**

**}**

**}**

**}**

**—--------------------------------------------------------------------------**

**package com.wipro.app;**

**import java.io.BufferedInputStream;**

**import java.io.BufferedOutputStream;**

**import java.io.BufferedReader;**

**import java.io.File;**

**import java.io.FileInputStream;**

**import java.io.FileOutputStream;**

**import java.io.IOException;**

**import java.io.InputStreamReader;**

**/\*\***

**\* System.in is the KBD which is connected to InputStreamObject which in turn is**

**\* connected to BufferedReader**

**\***

**\* KBD -> InputStreamReader->BufferedReader -> program**

**\*/**

**public class StudentNamesFile {**

**public static void main(String[] args) {**

**File file = new File("/home/rps/Documents/data/names.txt");**

**try(**

**BufferedReader br = new BufferedReader(new InputStreamReader(System.*in*));**

**/\*If FileOutputStream has no second argument then it is opened in write mode.**

**\* If second argument is set to true, then file is opened in append mode**

**\***

**\*/**

**BufferedOutputStream bos = new BufferedOutputStream(**

**new FileOutputStream(file,true));**

**){**

**System.*out*.println("Enter names of the students(cntrl-d to stop): ");**

**int ch;**

**while( (ch = br.read()) != -1) {**

**bos.write(ch);**

**}**

**br.close();**

**System.*out*.println("File created..");**

**}catch(IOException e) {**

**e.printStackTrace();**

**}**

**if(file.exists() && file.canRead()) {**

**try(**

**BufferedInputStream bif =**

**new BufferedInputStream(new FileInputStream(file))**

**){**

**int ch;**

**while( (ch = bif.read()) != -1) {**

**System.*out*.print((char)ch);**

**}**

**bif.close();**

**System.*out*.println("End of file");**

**}catch(IOException e) {**

**e.printStackTrace();**

**}**

**}else {**

**System.*out*.println("Unable to open the file");**

**}**

**}**

**}**

**—--------------------------------------------------------------**

**package com.wipro.app;**

**import java.io.BufferedInputStream;**

**import java.io.BufferedOutputStream;**

**import java.io.BufferedReader;**

**import java.io.File;**

**import java.io.FileInputStream;**

**import java.io.FileOutputStream;**

**import java.io.IOException;**

**import java.io.InputStreamReader;**

**/\*\***

**\* System.in is the KBD which is connected to InputStreamObject which in turn is**

**\* connected to BufferedReader**

**\***

**\* KBD -> InputStreamReader->BufferedReader -> program**

**\*/**

**public class StudentNamesFile {**

**public static void main(String[] args) {**

**File file = new File("/home/rps/Documents/data/names.txt");**

**try(**

**BufferedReader br = new BufferedReader(new InputStreamReader(System.*in*));**

**/\*If FileOutputStream has no second argument then it is opened in write mode.**

**\* If second argument is set to true, then file is opened in append mode**

**\***

**\*/**

**BufferedOutputStream bos = new BufferedOutputStream(**

**new FileOutputStream(file,true));**

**){**

**System.*out*.println("Enter names of the students(cntrl-d to stop): ");**

**int ch;**

**while( (ch = br.read()) != -1) {**

**bos.write(ch);**

**}**

**br.close();**

**System.*out*.println("File created..");**

**}catch(IOException e) {**

**e.printStackTrace();**

**}**

**if(file.exists() && file.canRead()) {**

**try(**

**// BufferedInputStream bif =**

**// new BufferedInputStream(new FileInputStream(file))**

**FileInputStream fis = new FileInputStream(file)**

**){**

**int ch;**

**// while( (ch = bif.read()) != -1) {**

**// System.out.print((char)ch);**

**// }**

**// bif.close();**

**while( (ch = fis.read()) != -1) {**

**System.*out*.print((char)ch);**

**}**

**fis.close();**

**System.*out*.println("End of file");**

**}catch(IOException e) {**

**e.printStackTrace();**

**}**

**}else {**

**System.*out*.println("Unable to open the file");**

**}**

**}**

**}**

**—------------------------------------------------------------------**

**package com.wipro.app;**

**import java.io.BufferedInputStream;**

**import java.io.BufferedOutputStream;**

**import java.io.BufferedReader;**

**import java.io.DataInputStream;**

**import java.io.DataOutputStream;**

**import java.io.File;**

**import java.io.FileInputStream;**

**import java.io.FileOutputStream;**

**import java.io.IOException;**

**import java.io.InputStreamReader;**

**/\***

**\* To read/write primitive-type data values from/to files, use DataInputStream**

**\* and DataOutputStream classes respectively**

**\*/**

**public class DataInputOutputStreamDemo {**

**public static void main(String[] args) {**

**File file = new File("/home/rps/Documents/data/student-details.txt");**

**try(**

**/\***

**\* reading data from KBD through BufferedReader object and then**

**\* writing the data into file through DataOutputStream object**

**\*/**

**DataOutputStream dos =**

**new DataOutputStream(new BufferedOutputStream( new FileOutputStream(file)));**

**BufferedReader br = new BufferedReader(new InputStreamReader(System.*in*));**

**){**

**System.*out*.println("Enter student name: ");**

**String name= br.readLine();**

**System.*out*.println("Eneter age in years: ");**

**int age = Integer.*parseInt*(br.readLine());**

**System.*out*.println("Enter mobile number: ");**

**long mobile = Long.*parseLong*(br.readLine());**

**dos.writeUTF(name);**

**dos.write(age);**

**dos.writeLong(mobile);**

**System.*out*.println("File created");**

**}catch(IOException e) {**

**e.printStackTrace();**

**}**

**if(file.exists() && file.canRead()) {**

**try(**

**DataInputStream dis = new DataInputStream**

**(new BufferedInputStream**

**(new FileInputStream(file)))**

**){**

**String name = dis.readUTF();**

**int age = dis.read();**

**long mobile = dis.readLong();**

**System.*out*.println(name+","+age+","+mobile);**

**System.*out*.println("End of file");**

**}catch(IOException e) {**

**e.printStackTrace();**

**}**

**}else {**

**System.*out*.println("Unable to open the file");**

**}**

**}**

**}**

**—-----------------------------------------------------------------**

**Character Streams**

Top level classes:

Reader and Writer classes

The Java platform stores character values using Unicode conventions. Character stream I/O automatically translates this internal format to and from the local character set.

**When to use Character Stream over Byte Stream?**

In Java, characters are stored using Unicode conventions. **Character stream is useful when we want to process text files**. These text files can be processed character by character. Character size is typically 16 bits.

**When to use Byte Stream over Character Stream?**

Byte oriented reads byte by byte. **A byte stream is suitable for processing raw data like binary files such as audio/video/pictures.**

**Reader class:**

**BufferedReader, FIleReader, InputStreamReader**

**Writer class:**

**BufferedWriter, FileWriter, PrintWriter, OutputStreamWriter**

**package com.wipro.app;**

**import java.io.BufferedReader;**

**import java.io.BufferedWriter;**

**import java.io.File;**

**import java.io.FileReader;**

**import java.io.FileWriter;**

**import java.io.IOException;**

**import java.io.InputStreamReader;**

**import java.io.PrintWriter;**

**public class FileReaderWriterDemo {**

**public static void main(String[] args) {**

**File file = new File("/home/rps/Documents/data/story.txt");**

**try(**

**BufferedReader br = new BufferedReader(new InputStreamReader(System.*in*));**

**PrintWriter pw = new PrintWriter(**

**new BufferedWriter(**

**new FileWriter(file,true)));**

**){**

**System.*out*.println("Enter text (cntrl-d to stop): \n");**

**int ch;**

**while(( ch =br.read()) != -1) {**

**pw.print((char)ch);**

**}**

**System.*out*.println("File created");**

**}catch(IOException e) {**

**e.printStackTrace();**

**}**

**if(file.exists() && file.canRead()) {**

**try(**

**BufferedReader br = new BufferedReader(**

**new FileReader(file)**

**);**

**){**

**int ch;**

**while( (ch = br.read()) != -1) {**

**System.*out*.print((char)ch);**

**}**

**}catch(IOException e) {**

**e.printStackTrace();**

**}**

**}else {**

**System.*out*.println("Unable to open the file");**

**}**

**}**

**}**

Write a program to copy the contents of story.txt file into javanotes.txt file.

Hint: Open **story.txt** in read mode using FileReader class and **javanotes.txt** in write mode using FileWriter class.

**package** com.wipro.app;

**import** java.io.BufferedReader;

**import** java.io.BufferedWriter;

**import** java.io.File;

**import** java.io.FileReader;

**import** java.io.FileWriter;

**import** java.io.IOException;

**public** **class** CopyFileDemo {

**public** **static** **void** main(String[] args) {

File sourceFile= **new** File("/home/rps/Documents/data/story.txt");

File destFile=**null**;

**if**(sourceFile.exists() && sourceFile.canRead()) {

destFile = **new** File("/home/rps/Documents/data/javanotes.txt");

**try**(

BufferedReader br = **new** BufferedReader(**new** FileReader(sourceFile));

BufferedWriter bw = **new** BufferedWriter(**new** FileWriter(destFile));

){

**int** ch;

**while**( (ch= br.read() ) != -1 ) {

bw.write((**char**)ch);

}

System.***out***.println("File copied..");

}**catch**(IOException e) {

e.printStackTrace();

}

}**else** {

System.***out***.println("Unable to open the source file");

}

System.***out***.println("Contents of destination file: ");

**try**(

BufferedReader br = **new** BufferedReader(**new** FileReader(destFile))

){

**int** ch;

**while**( (ch=br.read()) != -1) {

System.***out***.print((**char**)ch);

}

}**catch**(IOException e) {

e.printStackTrace();

}

}

}

—-------------------------------------------------------------------------------------------

**Object Serialization**

The process of storing objects of a class that implements Serializable interface into permanent storage device is called Object Serialization

Serializable objects can be converted into stream of bytes

This stream of bytes can be written into a file, which is done by **ObjectOutputStream** class methods.

These bytes can be read back to re-create the objects, which is done by **ObjectInputStream** class methods. This process is called as Deserialization.

Only those objects that implement **java.io.Serializable** can be persisted into a file.

Note: **Serializable** is a marker interface i.e an interface without any abstract methods.

If a class implements Serializable interface, it is an indication to JVM to prepare serialising objects into file.

**serialVersionUid** is a unique long value generated by JVM at runtime which will be stored in the file along with the objects. This id is generated only to a class that implements Serializable interface.

**File** is managed by OS where data is stored as a sequence of bytes. These files are also called as flat files. Manipulation of files is slower.

**Table** is database object managed by RDBMS platforms such as Oracle, MySQL, PostgreSQL etc.

RDBM provides a layer of abstraction between the programs and the OS file system which provides logical objects such as Tables, Views, Indexes etc.

We always connect to the abstract layer by applying SQL commands such as Create, Alter, Drop, Insert, Delete, Update, Select etc.

It is convenient and efficient to handle data when it is stored in RDBMS data stores.

To handle data which is in RDBMS data store, Java provides as API with which you can access the RDBMS which is called **JDBC API.**

**package com.wipro.model;**

**public class Employee implements Serializable{**

**private Integer empid;**

**private String name;**

**private String job;**

**private Double salary;**

**private String deptName;**

**public Employee() {**

**}**

**public Employee(Integer empid, String name, String job, Double salary, String deptName) {**

**super();**

**this.empid = empid;**

**this.name = name;**

**this.job = job;**

**this.salary = salary;**

**this.deptName = deptName;**

**}**

**public Integer getEmpid() {**

**return empid;**

**}**

**public void setEmpid(Integer empid) {**

**this.empid = empid;**

**}**

**public String getName() {**

**return name;**

**}**

**public void setName(String name) {**

**this.name = name;**

**}**

**public String getJob() {**

**return job;**

**}**

**public void setJob(String job) {**

**this.job = job;**

**}**

**public Double getSalary() {**

**return salary;**

**}**

**public void setSalary(Double salary) {**

**this.salary = salary;**

**}**

**public String getDeptName() {**

**return deptName;**

**}**

**public void setDeptName(String deptName) {**

**this.deptName = deptName;**

**}**

**@Override**

**public String toString() {**

**return "Employee [empid=" + empid + ", name=" + name + ", job=" + job + ", salary=" + salary + ", deptName="**

**+ deptName + "]";**

**}**

**}**

**package** com.wipro.app;

**import** java.io.BufferedReader;

**import** java.io.File;

**import** java.io.FileOutputStream;

**import** java.io.IOException;

**import** java.io.InputStreamReader;

**import** java.io.ObjectOutputStream;

**import** com.wipro.model.Employee;

**public** **class** EmployeeWriter {

**private** **static** BufferedReader *bufferedReader* =

**new** BufferedReader(**new** InputStreamReader(System.***in***));

**public** **static** **void** main(String[] args) {

File file = **new** File("/home/rps/Documents/data/employee.ser");

**try**(

ObjectOutputStream oos = **new** ObjectOutputStream(

**new** FileOutputStream(file));

){

**while**(**true**) {

Employee employee = **new** Employee();

*acceptEmployee*(employee);

oos.writeObject(employee);

System.***out***.println("To stop, press x: ");

**if**(*bufferedReader*.readLine().equalsIgnoreCase("x")) **break**;

}

System.***out***.println("Employees saved to file");

}**catch**(IOException e) {

e.printStackTrace();

}

}

**private** **static** **void** acceptEmployee(Employee employee) {

**try** {

System.***out***.println("Enter employee Id: ");

employee.setEmpid(Integer.*parseInt*(*bufferedReader*.readLine()));

System.***out***.println("Enter employee name: ");

employee.setName(*bufferedReader*.readLine());

System.***out***.println("Enter employee job: ");

employee.setJob(*bufferedReader*.readLine());

System.***out***.println("Enter salary: ");

employee.setSalary(Double.*parseDouble*(*bufferedReader*.readLine()));

System.***out***.println("Enter department name: ");

employee.setDeptName(*bufferedReader*.readLine());

}**catch**(IOException e) {

e.printStackTrace();

}

}

}

**package** com.wipro.app;

**import** java.io.EOFException;

**import** java.io.File;

**import** java.io.FileInputStream;

**import** java.io.IOException;

**import** java.io.ObjectInputStream;

**import** com.wipro.model.Employee;

/\*

\* display contents of file, employee.ser

\*/

**public** **class** EmployeeReader {

**public** **static** **void** main(String[] args) {

File file = **new** File("/home/rps/Documents/data/employee.ser");

**if**(file.exists() && file.canRead()) {

**try**(

ObjectInputStream ois = **new** ObjectInputStream(**new** FileInputStream(file));

){

Employee employee;

**while**( ( employee = (Employee) ois.readObject() )!= **null**) {

System.***out***.println(employee);

}

}**catch**(EOFException e) {

System.***out***.println("End of file");

}**catch**(IOException e) {

e.printStackTrace();

}**catch**(ClassNotFoundException e) {

e.printStackTrace();

}

}

}

}

—---------------------------------------------------------------------

**package** com.wipro.model;

**import** java.io.Serializable;

**import** java.time.LocalDate;

/\*

\* transient fields will not be serialized

\*/

**public** **class** Employee **implements** Serializable{

**private** **static** **final** **long** ***serialVersionUID*** = 1L;

**private** Integer empid;

**private** String name;

**private** String job;

**transient** **private** Double salary;

**private** String deptName;

**public** Employee() {

}

**public** Employee(Integer empid, String name, String job, Double salary, String deptName) {

**super**();

**this**.empid = empid;

**this**.name = name;

**this**.job = job;

**this**.salary = salary;

**this**.deptName = deptName;

}

**public** Integer getEmpid() {

**return** empid;

}

**public** **void** setEmpid(Integer empid) {

**this**.empid = empid;

}

**public** String getName() {

**return** name;

}

**public** **void** setName(String name) {

**this**.name = name;

}

**public** String getJob() {

**return** job;

}

**public** **void** setJob(String job) {

**this**.job = job;

}

**public** Double getSalary() {

**return** salary;

}

**public** **void** setSalary(Double salary) {

**this**.salary = salary;

}

**public** String getDeptName() {

**return** deptName;

}

**public** **void** setDeptName(String deptName) {

**this**.deptName = deptName;

}

@Override

**public** String toString() {

**return** "Employee [empid=" + empid + ", name=" + name + ", job=" + job + ", salary=" + salary + ", deptName="

+ deptName + "]";

}

}

—----------------------------------------------------------------------------------------------------

**Java NIO**

**NIO stands for Non-Blocking IO**

**The key features were:**

**•Channels and Selectors:** A channel is an abstraction on lower-level file system features, e.g. memory-mapped files.

**•Buffers:** Buffering for all primitive classes

**•Charset:** Charset (java.nio.charset), encoders, and decoders to map bytes and Unicode symbols

**Path**

A Path object is a hierarchical representation of the path on a system to the file or directory.

The java.nio.file.Path interface is the primary entry point for working with the NIO 2 API

Path path = Paths.get(“pathaname”);

—-------------------------------------------------------------------------------------------------

**package** com.wipro.app;

**import** java.io.BufferedWriter;

**import** java.io.IOException;

**import** java.nio.charset.Charset;

**import** java.nio.file.Files;

**import** java.nio.file.Path;

**import** java.nio.file.Paths;

**public** **class** PathDemo {

**public** **static** **void** main(String[] args) {

Path path = Paths.*get*("/home/rps/Documents/data/shakespere.txt");

**try**(

BufferedWriter writer =

Files.*newBufferedWriter*(path, Charset.*forName*("UTF-8"))

){

System.***out***.println(path.getFileName());//shakespere.txt

writer.write("To be, or not to be. That is the question.");

}**catch**(IOException e){

e.printStackTrace();

}

}

}

—--------------------------------------------------------------------------------------------

**package** com.wipro.app;

**import** java.io.IOException;

**import** java.io.OutputStream;

**import** java.nio.file.Files;

**import** java.nio.file.Path;

**import** java.nio.file.Paths;

/\*

\* copy contents of existing file into a new file

\*/

**public** **class** NIOCopyDemo {

**public** **static** **void** main(String[] args) {

Path sourcePath = Paths.*get*("/home/rps/Documents/data/shakespere.txt");

Path destPath = Paths.*get*("/home/rps/Documents/data/shakespere-new.txt");

**try**(

OutputStream os = Files.*newOutputStream*(destPath)

){

Files.*copy*(sourcePath, os);

System.***out***.println("File copied..");

}**catch**(IOException e) {

e.printStackTrace();

}

}

}

—-----------------------------------------------------------------------------------------------------

Java Non-blocking Input Output (NIO) consist of the following core components:

• **Channels**

**• Buffers**

**• Selectors**

• **Pipe** and **FileLock** are utility classes that are used in conjunction with the above three core components.

The class methods of java.io package are **blocking IO** where the class methods of java.nio package are **non-blocking IO.**

Blocking IO is synchronous programming whereas blocking IO comes under asynchronous programming.

In blocking IO, when a method is called to access data, say remote data, the program waits for the outcome of the method. I.e next statement will not get executed until the method that made a remote call returns the results.

In non-blocking IO, when an asynchronous method makes a call to fetch data from remote place, it will promise to return the result at some point of time meanwhile allowing execution of the next statement.

Java NIO Channels are similar to streams with a few differences:

•You can both read and write to a Channels. Streams are typically one-way (read or write).

•Channels can be read and written asynchronously.

•Channels always read to, or write from, a Buffer

![](data:image/png;base64,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)

**Channel Implementations**

Here are the most important Channel implementations in Java NIO:

•FileChannel

•DatagramChannel

•SocketChannel

•ServerSocketChannel

The FileChannel reads data from and to files.

The DatagramChannel can read and write data over the network via UDP.

The SocketChannel can read and write data over the network via TCP.

The ServerSocketChannel allows you to listen for incoming TCP connections, like a web server does. For each incoming connection a SocketChannel is created.

**Buffer**

A buffer is essentially a block of memory into which you can write data, which you can then later read again.

This memory block is wrapped in a NIO Buffer object, which provides a set of methods that makes it easier to work with the memory block.

**Basic Buffer Usag**e

Using a Buffer to read and write data typically follows this little 4-step process:

1.Write data into the Buffer

2.Call buffer.flip()

3.Read data out of the Buffer

4.Call buffer.clear() or buffer.compact()

**A Buffer has three properties you need to be familiar with, in order to understand how a Buffer works.**

**These are:**

**•capacity**

**•position**

**•limit**
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[**https://jenkov.com/tutorials/java-nio/buffers.html**](https://jenkov.com/tutorials/java-nio/buffers.html)

## **Writing Data to a Buffer**

You can write data into a Buffer in two ways:

1. Write data from a Channel into a Buffer
2. Write data into the Buffer yourself, via the buffer's put() methods.

Here is an example showing how a Channel can write data into a Buffer:

int bytesRead = inChannel.read(buf); //read into buffer.

Here is an example that writes data into a Buffer via the put() method:

buf.put(127);

There are many other versions of the put() method, allowing you to write data into the Buffer in many different ways. For instance, writing at specific positions, or writing an array of bytes into the buffer. See the JavaDoc for the concrete buffer implementation for more details.

## **flip()**

The flip() method switches a Buffer from **writing mode to reading mode**. Calling flip() sets the position back to 0, and sets the limit to where position just was.

In other words, position now marks the reading position, and limit marks how many bytes, chars etc. were written into the buffer - the limit of how many bytes, chars etc. that can be read.

## **Reading Data from a Buffer**

There are two ways you can read data from a Buffer.

1. Read data from the buffer into a channel.
2. Read data from the buffer yourself, using one of the get() methods.

Here is an example of how you can read data from a buffer into a channel:

//read from buffer into channel.

int bytesWritten = inChannel.write(buf);

Here is an example that reads data from a Buffer using the get() method:

byte aByte = buf.get();

**—-------------------------------------------------------------------------**

**package com.wipro.app;**

**import java.io.IOException;**

**import java.io.RandomAccessFile;**

**import java.nio.ByteBuffer;**

**import java.nio.channels.FileChannel;**

**public class NioChannelBufferDemo {**

**public static void main(String[] args) {**

**try {**

**RandomAccessFile aFile = new RandomAccessFile("/home/rps/Documents/data/javanotes.txt", "rw");**

**FileChannel inChannel = aFile.getChannel();**

**ByteBuffer buffer = ByteBuffer.*allocate*(48);**

**//channel writing data into buffer**

**// channel -> buffer**

**int bytesRead = inChannel.read(buffer);**

**System.*out*.println(bytesRead);**

**while (bytesRead != -1) {**

**// System.out.println("Read " + bytesRead);**

**/\***

**\* Channel has written 48 bytes of data into buffer using read() method,**

**\* now the buffer has to be flipped from write mode to read so that**

**\* we can read data from the buffer buffer.get() method.**

**\***

**\* flip() only to flip the buffer from write mode to read mode**

**\*/**

**buffer.flip();**

**while( buffer.hasRemaining() ){**

**System.*out*.print((char) buffer.get());**

**}**

**//buffer -> channel**

**// int bytesWritten = inChannel.write(buffer);**

**buffer.clear();**

**//channel writing data into buffer, channel -> buffer**

**bytesRead = inChannel.read(buffer);**

**}**

**aFile.close();**

**}catch(IOException e) {**

**e.printStackTrace();**

**}**

**}**

**}**

**—------------------------------------------------------**

**SELECTORS**

A selector provides a mechanism for monitoring one or more NIO channels and recognizing when one or more become available for data transfer.

This way, **a single thread can be used for managing multiple channels**, and thus multiple network connections.

## **2. Why Use a Selector?**

With a selector, we can use one thread instead of several to manage multiple channels. **Context-switching between threads is expensive for the operating system**, and additionally, **each thread takes up memory.**

Therefore, the fewer threads we use, the better. However, it’s important to remember that **modern operating systems and CPU’s keep getting better at multitasking**, so the overheads of multi-threading keep diminishing over time.

**Note also that selectors not only help you read data; they can also listen for incoming network connections and write data across slow channels.**
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1. **Creating a Selector**

**Selector selector = Selector.open();**

In order for a selector to monitor any channels, we must register these channels with the selector. We do this by invoking the *register* method of the selectable channel.

But before a channel is registered with a selector, it must be in non-blocking mode:

After that, we can register multiple channels with a selector object. When I/O activity happens on any of the channels, the selector notifies us. This is how we can read from a large number of data sources on a single thread.

1. **Registering Channels with the Selector**

*// channel has to be in non-blocking mode*

**channel.configureBlocking(false);**

**SelectionKey key = channel.register(selector, SelectionKey.OP\_READ);**

The first parameter is the *Selector* object we created earlier, the second parameter defines an interest set**,** meaning what events we are interested in listening for in the monitored channel, via the selector.

There are four different events we can listen for, each is represented by a constant in the *SelectionKey* class:

* *Connect* **–** when a client attempts to connect to the server. Represented by *SelectionKey.OP\_CONNECT*
* *Accept* **–** when the server accepts a connection from a client. Represented by *SelectionKey.OP\_ACCEPT*
* *Read* **–** when the server is ready to read from the channel. Represented by *SelectionKey.OP\_READ*
* *Write* **–** when the server is ready to write to the channel. Represented by *SelectionKey.OP\_WRITE*

The returned object *SelectionKey* represents the selectable channel’s registration with the selector.

**Interest set**

An interest set defines the set of events that we want the selector to watch out for on this channel. It is an integer value; we can get this information in the following way.

First, we have the interest set returned by the *SelectionKey*‘s *interestOps* method. Then we have the event constant in *SelectionKey* we looked at earlier.

When we AND these two values, we get a boolean value that tells us whether the event is being watched for or not:

**int interestSet = selectionKey.interestOps();**

**boolean isInterestedInAccept = interestSet & SelectionKey.OP\_ACCEPT;**

**boolean isInterestedInConnect = interestSet & SelectionKey.OP\_CONNECT;**

**boolean isInterestedInRead = interestSet & SelectionKey.OP\_READ;**

**boolean isInterestedInWrite = interestSet & SelectionKey.OP\_WRITE;**

### **The Ready Set**

The ready set defines the set of events that the channel is ready for. It is an integer value. We can use the following methods

**selectionKey.isAcceptable();**

**selectionKey.isConnectable();**

**selectionKey.isReadable();**

**selectionKey.isWriteable();**

### 

### **The Channel**

Accessing the channel being watched from the *SelectionKey* object is very simple. We just call the *channel* method:

**Channel channel = key.channel();**

### **The Selector**

Just like getting a channel, it’s very easy to obtain the *Selector* object from the *SelectionKey* object:

**Selector selector = key.selector();**

### **Attaching Objects**

We can attach an object to a *SelectionKey.* Sometimes we may want to give a channel a custom ID or attach any kind of Java object we may want to keep track of.

Here is how you attach and get objects from a *SelectionKey*:

**key.attach(Object);**

**Object object = key.attachment();**

Alternatively, we can choose to attach an object during channel registration. We add it as a third parameter to channel’s *register* method, like so:

**SelectionKey key = channel.register(**

**selector, SelectionKey.OP\_ACCEPT, object);**

## **Channel Key Selection**

So far, we have looked at how to create a selector, register channels to it and inspect the properties of the *SelectionKey* object which represents a channel’s registration to a selector.

This is only half of the process, now we have to perform a continuous process of selecting the ready set which we looked at earlier. We do selection using selector’s *select* method, like so:

**int channels = selector.select();**

This method blocks until at least one channel is ready for an operation. The integer returned represents the number of keys whose channels are ready for an operation.

Next, we usually retrieve the set of selected keys for processing:

**Set<SelectionKey> selectedKeys = selector.selectedKeys();**

The set we have obtained is of *SelectionKey* objects, each key represents a registered channel which is ready for an operation.

After this, we usually iterate over this set and for each key, we obtain the channel and perform any of the operations that appear in our interest set on it.

During the lifetime of a channel, it may be selected several times as its key appears in the ready set for different events.

This is why we must have a continuous loop to capture and process channel events as and when they occur.

we’re going to build a complete client-server example.

For ease of testing out our code, we’ll build an echo server and an echo client. In this kind of setup, the client connects to the server and starts sending messages to it. The server echoes back messages sent by each client.

When the server encounters a specific message, such as *end*, it interprets it as the end of the communication and closes the connection with the client.

### **The Server**

Here is our code for *EchoServer.java*:

public class EchoServer {

private static final String POISON\_PILL = "POISON\_PILL";

public static void main(String[] args) throws IOException {

Selector selector = Selector.open();

ServerSocketChannel serverSocket = ServerSocketChannel.open();

serverSocket.bind(new InetSocketAddress("localhost", 5454));

serverSocket.configureBlocking(false);

serverSocket.register(selector, SelectionKey.OP\_ACCEPT);

ByteBuffer buffer = ByteBuffer.allocate(256);

while (true) {

selector.select();

Set<SelectionKey> selectedKeys = selector.selectedKeys();

Iterator<SelectionKey> iter = selectedKeys.iterator();

while (iter.hasNext()) {

SelectionKey key = iter.next();

if (key.isAcceptable()) {

register(selector, serverSocket);

}

if (key.isReadable()) {

answerWithEcho(buffer, key);

}

iter.remove();

}

}

}

private static void answerWithEcho(ByteBuffer buffer, SelectionKey key)

throws IOException {

SocketChannel client = (SocketChannel) key.channel();

int r = client.read(buffer);

if (r == -1 || new String(buffer.array()).trim().equals(POISON\_PILL)) {

client.close();

System.out.println("Not accepting client messages anymore");

}

else {

buffer.flip();

client.write(buffer);

buffer.clear();

}

}

private static void register(Selector selector, ServerSocketChannel serverSocket)

throws IOException {

SocketChannel client = serverSocket.accept();

client.configureBlocking(false);

client.register(selector, SelectionKey.OP\_READ);

}

public static Process start() throws IOException, InterruptedException {

String javaHome = System.getProperty("java.home");

String javaBin = javaHome + File.separator + "bin" + File.separator + "java";

String classpath = System.getProperty("java.class.path");

String className = EchoServer.class.getCanonicalName();

ProcessBuilder builder = new ProcessBuilder(javaBin, "-cp", classpath, className);

return builder.start();

}

}

This is what is happening; we create a *Selector* object by calling the static *open* method. We then create a channel also by calling its static *open* method, specifically a *ServerSocketChannel* instance.

This is because ***ServerSocketChannel* is selectable and good for a stream-oriented listening socket**.

We then bind it to a port of our choice. Remember we said earlier that before registering a selectable channel to a selector, we must first set it to non-blocking mode. So next we do this and then register the channel to the selector.

We don’t need the *SelectionKey* instance of this channel at this stage, so we will not remember it.

Java NIO uses a buffer-oriented model other than a stream-oriented model. So socket communication usually takes place by writing to and reading from a buffer.

We, therefore, create a new *ByteBuffer* which the server will be writing to and reading from. We initialize it to 256 bytes, it’s just an arbitrary value, depending on how much data we plan to transfer to and fro.

Finally, we perform the selection process. We select the ready channels, retrieve their selection keys, iterate over the keys, and perform the operations for which each channel is ready.

We do this in an infinite loop since servers usually need to keep running whether there is an activity or not.

The only operation a *ServerSocketChannel* can handle is an *ACCEPT* operation. When we accept the connection from a client, we obtain a *SocketChannel* object on which we can do read and writes. We set it to non-blocking mode and register it for a READ operation to the selector.

During one of the subsequent selections, this new channel will become read-ready. We retrieve it and read it contents into the buffer. True to it’s as an echo server, we must write this content back to the client.

**When we desire to write to a buffer from which we have been reading, we must call the *flip()* method**.

We finally set the buffer to write mode by calling the *flip* method and simply write to it.

The *start()* method is defined so that the echo server can be started as a separate process during unit testing.

### **The Client**

Here is our code for *EchoClient.java*:

public class EchoClient {

private static SocketChannel client;

private static ByteBuffer buffer;

private static EchoClient instance;

public static EchoClient start() {

if (instance == null)

instance = new EchoClient();

return instance;

}

public static void stop() throws IOException {

client.close();

buffer = null;

}

private EchoClient() {

try {

client = SocketChannel.open(new InetSocketAddress("localhost", 5454));

buffer = ByteBuffer.allocate(256);

} catch (IOException e) {

e.printStackTrace();

}

}

public String sendMessage(String msg) {

buffer = ByteBuffer.wrap(msg.getBytes());

String response = null;

try {

client.write(buffer);

buffer.clear();

client.read(buffer);

response = new String(buffer.array()).trim();

System.out.println("response=" + response);

buffer.clear();

} catch (IOException e) {

e.printStackTrace();

}

return response;

}

}

The client is simpler than the server.

We use a singleton pattern to instantiate it inside the *start* static method. We call the private constructor from this method.

In the private constructor, we open a connection on the same port on which the server channel was bound and still on the same host.

We then create a buffer to which we can write and from which we can read.

Finally, we have a *sendMessage* method which reads wraps any string we pass to it into a byte buffer which is transmitted over the channel to the server.

We then read from the client channel to get the message sent by the server. We return this as the echo of our message.

**MAVEN Build Tool**

**Maven is one of the popular build tools. ANT, Gradle are two other popular build tools.**

Building a software project typically consists of such tasks as downloading dependencies, putting additional jars on a classpath, compiling source code into binary code, running tests, packaging compiled code into deployable artifacts such as JAR, WAR, and ZIP files, and deploying these artifacts to an application server or repository.

[Apache Maven](https://maven.apache.org/) automates these tasks, minimizing the risk of humans making errors while building the software manually and separating the work of compiling and packaging our code from that of code construction.

## **Why Use Maven?**

The key features of Maven are:

* **simple project setup that follows best practices:** Maven tries to avoid as much configuration as possible, by supplying project templates (named *archetypes*)
* **dependency management:** it includes automatic updating, downloading and validating the compatibility, as well as reporting the dependency closures (known also as transitive dependencies)
* **isolation between project dependencies and plugins:** with Maven, project dependencies are retrieved from the *dependency repositories* while any plugin’s dependencies are retrieved from the *plugin repositories,* resulting in fewer conflicts when plugins start to download additional dependencies
* **central repository system:** project dependencies can be loaded from the local file system or public repositories, such as [**Maven Central**](https://search.maven.org/)

## **Project Object Model**

The configuration of a Maven project is done via a *Project Object Model (POM)*, represented by a *pom.xml* file. The *POM* describes the project, manages dependencies, and configures plugins for building the software.

<project>

<modelVersion>4.0.0</modelVersion>

<groupId>com.baeldung</groupId>

<artifactId>baeldung</artifactId>

<packaging>jar</packaging>

<version>1.0-SNAPSHOT</version>

<name>com.baeldung</name>

<url>http://maven.apache.org</url>

<dependencies>

<dependency>

<groupId>org.junit.jupiter</groupId>

<artifactId>junit-jupiter-api</artifactId>

<version>5.8.2</version>

<scope>test</scope>

</dependency>

</dependencies>

<build>

<plugins>

<plugin>

//...

</plugin>

</plugins>

</build>

</project>

### **Project Identifiers**

Maven uses a set of identifiers, also called coordinates, to uniquely identify a project and specify how the project artifact should be packaged:

* *groupId* – a unique base name of the company or group that created the project
* *artifactId* – a unique name of the project
* *version* – a version of the project
* *packaging* – a packaging method (e.g. *WAR*/*JAR*/*ZIP*)

The first three of these (*groupId:artifactId:version*) combine to form the unique identifier and are the mechanism by which you specify which versions of external libraries (e.g. JARs) your project will use.

### **Dependencies**

These are external libraries that a project uses are called dependencies. The dependency management feature in Maven ensures the automatic download of those libraries from a central repository,

Ex.

<**dependency**>

<**groupId**>org.springframework</**groupId**>

<**artifactId**>spring-core</**artifactId**>

<**version**>5.3.16</**version**>

</**dependency**>

A repository in Maven is used to hold build artifacts and dependencies of varying types. The default local repository is located in the .m2/repository folder under the home directory of the user.

If an artifact or a plugin is available in the local repository, Maven uses it. Otherwise, it is downloaded from a central repository and stored in the local repository. The default central repository is

[**https://mvnrepository.com/**](https://mvnrepository.com/)

**Note: Dependencies are jar files which are required to execute/run the project. They are part of final build.**

### **Properties**

Custom properties can help to make your *pom.xml* file easier to read and maintain.

**<properties>**

**<spring.version>5.3.16</spring.version>**

**</properties>**

**<dependencies>**

**<dependency>**

**<groupId>org.springframework</groupId>**

**<artifactId>spring-core</artifactId>**

**<version>${spring.version}</version>**

**</dependency>**

**<dependency>**

**<groupId>org.springframework</groupId>**

**<artifactId>spring-context</artifactId>**

**<version>${spring.version}</version>**

**</dependency>**

**</dependencies>**

### **Build**

The *build* section is also a very important section of the Maven *POM.* It provides information about the default Maven *goal*, the directory for the compiled project, and the final name of the application. The default *build* section looks like this:

**<build>**

**<defaultGoal>install</defaultGoal>**

**<directory>${basedir}/target</directory>**

**<finalName>${artifactId}-${version}</finalName>**

**<filters>**

**<filter>filters/filter1.properties</filter>**

**</filters>**

**//...**

**</build>**

### **Using *Profiles***

Another important feature of Maven is its support for *profiles.* **A *profile* is basically a set of configuration values.** By using *profiles*, you can customize the build for different environments such as **Production/Test/Development.**

<profiles>

<profile>

<id>production</id>

<build>

<plugins>

<plugin>

//...

</plugin>

</plugins>

</build>

</profile>

<profile>

<id>development</id>

<activation>

<activeByDefault>true</activeByDefault>

</activation>

<build>

<plugins>

<plugin>

//...

</plugin>

</plugins>

</build>

</profile>

</profiles>

## **Maven Build Lifecycle**

Every Maven build follows a specified *lifecycle*. You can execute several build *lifecycle* *goals*, including the ones to *compile* the project’s code, create a *package,* and *install* the archive file in the local Maven dependency repository.

### ***Lifecycle Phases***

The following list shows the most important Maven *lifecycle* phases:

* *validate* – checks the correctness of the project
* *compile* – compiles the provided source code into binary artifacts
* *test* – executes unit tests
* *package* – packages compiled code into an archive file
* *integration-test* – executes additional tests, which require the packaging
* *verify* – checks if the package is valid
* *install* – installs the package file into the local Maven repository
* *deploy* – deploys the package file to a remote server or repository

When we execute the following command

**mvn test**

The previous lifecycle phases will get executed:

**validate, compile and test**

If we execute **maven install, validate, compile, test, package, integration-test, verify and install phases** will be executed.

#### **Maven Clean Lifecycle:**

1. The Maven clean lifecycle consists of the following phases:

* pre-clean
* clean
* Post-clean

2. By using the Clean phase (***mvn clean*), you ensure a clean and consistent build environment. It removes previously generated artifacts, reducing the risk of conflicts or outdated files.**

**Note: To clean and build the maven project, execute the following command:**

**mvn clean install or mvn clean package**

### ***Plugins* and *Goals***

A Maven *plugin* is a collection of one or more *goals*. Goals are executed in phases, which helps to determine the order in which the *goals* are executed.

### **Understanding Maven Goals and Plugins**

In Maven, goals and plugins play a crucial role in executing specific tasks and extending the functionality of the build process.

#### Maven Goals:

* Goals are specific tasks that Maven can perform during the build lifecycle.
* Each phase of the lifecycle is associated with one or more goals.
* Maven provides default goals for each phase, but you can also define custom goals.
* Goals can be executed from the command line using the *mvn* command followed by the goal name.
* Examples of common Maven goals include compile, test, package, and install.

#### Maven Plugins:

* Plugins are the building blocks of Maven’s functionality.
* They provide implementations for various goals and can be used to extend the build process.
* Maven has a vast ecosystem of plugins that cover a wide range of tasks and integrations.
* Plugins can be configured in the project’s POM file, specifying the desired version and any custom configurations.
* Maven resolves and downloads plugins from remote repositories when needed.
* Examples of popular Maven plugins include the Maven Compiler Plugin, Surefire Plugin for testing, and the Maven Assembly Plugin for creating custom distributions.
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**Maven Installation:**

**sudo apt install maven**

**mvn -version**

**Maven Cheat Sheet**
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<https://maven.apache.org/guides/getting-started/maven-in-five-minutes.html>

**Creating Java project using Maven build at CLI**

## **Creating a Project**

You need somewhere for your project to reside. Create a directory somewhere and start a shell in that directory. On your command line, execute the following Maven goal:

mvn archetype:generate -DgroupId=com.mycompany.app -DartifactId=my-app -DarchetypeArtifactId=maven-archetype-quickstart -DarchetypeVersion=1.4 -DinteractiveMode=false

**Ex.**

**mvn archetype:generate -DgroupId=com.wipro -DartifactId=my-app -DarchetypeArtifactId=maven-archetype-quickstart -DarchetypeVersion=1.4 -DinteractiveMode=false**

### **Build the Project**

**mvn package**

**Test the Project**

**You may test the newly compiled and packaged JAR with the following command:**

**java -cp target/my-app-1.0-SNAPSHOT.jar com.wipro.App**

**Which will print the quintessential:**

**Hello World!**

**Note:**

## **Java 9 or later**

**By default your version of Maven might use an old version of the maven-compiler-plugin that is not compatible with Java 9 or later versions. To target Java 9 or later, you should at least use version 3.6.0 of the maven-compiler-plugin and set the maven.compiler.release property to the Java release you are targetting (e.g. 9, 10, 11, 12, etc.).**

**In the following example, we have configured our Maven project to use version 3.8.1 of maven-compiler-plugin and target Java 11:**

1. **<properties>**
2. **<maven.compiler.release>11</maven.compiler.release>**
3. **</properties>**
5. **<build>**
6. **<pluginManagement>**
7. **<plugins>**
8. **<plugin>**
9. **<groupId>org.apache.maven.plugins</groupId>**
10. **<artifactId>maven-compiler-plugin</artifactId>**
11. **<version>3.8.1</version>**
12. **</plugin>**
13. **</plugins>**
14. **</pluginManagement>**
15. **</build>**

**To run the jar file using java -jar command, we need to specify the maven-jar-plugin the packageName.className that contains main() method.**

**<build>**

**<plugins>**

**<plugin>**

**<artifactId>maven-jar-plugin</artifactId>**

**<version>3.0.2</version>**

**<configuration>**

**<archive>**

**<manifest>**

**<mainClass>com.wipro.App</mainClass>**

**</manifest>**

**</archive>**

**</configuration>**

**</plugin>**

**</plugins>**

**</build>**

**Rebuild the project.**

Run the following command from project’s root folder

**mvn clean package**

Change directory to target folder (cd target) and execute the following command:

**rps@rps-virtual-machine:~/Documents/java\_apps/my-app/target$ java -jar my-app-1.0-SNAPSHOT.jar**

**Hello World!**

**—------------------------------------------------------------------------------------**

**To change the default jar filename,add the following in the build section of pom.xml file**

<build>

**<finalName>my-app</finalName>**

**—------------------------------**

</build>

—-----------------------------------------------------

**package** com.wipro.model;

**public** **class** HelloWorld {

**private** String greeting;

**public** HelloWorld() {

}

**public** HelloWorld(String greeting) {

**super**();

**this**.greeting = greeting;

}

**public** String getGreeting() {

**return** greeting;

}

**public** **void** setGreeting(String greeting) {

**this**.greeting = greeting;

}

@Override

**public** String toString() {

**return** "HelloWorld [greeting=" + greeting + "]";

}

}

**package com.wipro;**

**import java.time.LocalDateTime;**

**import com.wipro.model.HelloWorld;**

**public class App {**

**public static void main( String[] args ){**

**HelloWorld helloWorld = new HelloWorld("Hi, Now time is "+ LocalDateTime.*now*());**

**System.*out*.println(helloWorld.getGreeting());**

**}**

**}**

**<dependency>**

**<groupId>org.junit.jupiter</groupId>**

**<artifactId>junit-jupiter-engine</artifactId>**

**<version>5.9.1</version>**

**<scope>test</scope>**

**</dependency>**

**package com.wipro.model;**

**import static org.junit.jupiter.api.Assertions.\*;**

**import org.junit.jupiter.api.AfterEach;**

**import org.junit.jupiter.api.BeforeEach;**

**import org.junit.jupiter.api.Test;**

**class HelloWorldTest {**

**private HelloWorld helloWorld=null;**

**@BeforeEach**

**void setUp() throws Exception {**

**helloWorld = new HelloWorld("Welcome to JUnit5");**

**}**

**@AfterEach**

**void tearDown() throws Exception {**

**helloWorld=null;**

**}**

**@Test**

**void testHelloWorldString() {**

**HelloWorld testHelloWorld = new HelloWorld("Welcome");**

**assertEquals("Welcome",testHelloWorld.getGreeting());**

**}**

**@Test**

**void testGetGreetingForTrue() {**

**assertEquals("Welcome to JUnit5",helloWorld.getGreeting());**

**}**

**@Test**

**void testGetGreetingForFalse() {**

**assertEquals("Welcome",helloWorld.getGreeting());**

**}**

**@Test**

**void testSetGreetingForTrue() {**

**helloWorld.setGreeting("Good Morning");**

**assertEquals("Good Morning",helloWorld.getGreeting());**

**}**

**@Test**

**void testSetGreetingForFalse() {**

**helloWorld.setGreeting("Good Morning");**

**assertNotEquals("Good Day",helloWorld.getGreeting());**

**}**

**}**

**<profiles>**

**<profile>**

**<id>no-tests</id>**

**<properties>**

**<maven.test.skip>true</maven.test.skip>**

**</properties>**

**</profile>**

**<profile>**

**<id>dev</id>**

**<activation>**

**<activeByDefault>true</activeByDefault>**

**</activation>**

**<build>**

**<finalName>my-app-dev</finalName>**

**</build>**

**</profile>**

**<profile>**

**<id>prod</id>**

**<build>**

**<finalName>my-app-prod</finalName>**

**</build>**

**</profile>**

**<profile>**

**<id>test</id>**

**<build>**

**<finalName>my-app-test</finalName>**

**</build>**

**</profile>**

**</profiles>**

**—--------------------------------------------------------------------------------**

**<properties>**

**<project.build.sourceEncoding>UTF-8</project.build.sourceEncoding>**

**<maven.compiler.source>22</maven.compiler.source>**

**<maven.compiler.target>22</maven.compiler.target>**

**</properties>**

**<dependencies>**

**<dependency>**

**<groupId>org.junit.jupiter</groupId>**

**<artifactId>junit-jupiter-engine</artifactId>**

**<version>5.9.1</version>**

**<scope>test</scope>**

**</dependency>**

**</dependencies>**

**—--------------------------------------------------------------------------**

**Oracle JDBC Driver Maven Dependency**

**<dependency>**

**<groupId>com.oracle.database.jdbc</groupId>**

**<artifactId>ojdbc6</artifactId>**

**<version>11.2.0.4</version>**

**</dependency>**

**Note: We need to start oracle listener before running the application,**

**Go to the terminal and run the following command:**

**c**

**package com.wipro.util;**

**import java.sql.Connection;**

**import java.sql.DriverManager;**

**import java.sql.SQLException;**

**import java.util.TimeZone;**

**public class OracleConnection {**

**static{**

**try {**

**Class.*forName*("oracle.jdbc.driver.OracleDriver");**

**} catch (ClassNotFoundException e) {**

**// TODO Auto-generated catch block**

**e.printStackTrace();**

**}**

**}**

**public static Connection getConnection(){**

**try {**

**TimeZone timeZone = TimeZone.*getTimeZone*("Asia/Kolkata");**

**TimeZone.*setDefault*(timeZone);**

**Connection connection =**

**DriverManager.*getConnection*("jdbc:oracle:thin:@localhost:9501/XE","system","rps@123");**

**return connection;**

**} catch (SQLException e) {**

**// TODO Auto-generated catch block**

**e.printStackTrace();**

**return null;**

**}**

**}**

**}**

**package com.wipro.app;**

**import java.sql.Connection;**

**import com.wipro.util.OracleConnection;**

**public class App {**

**public static void main( String[] args ){**

**try {**

**Connection connection = OracleConnection.*getConnection*();**

**if(connection == null) {**

**throw new Exception("Unable to connect to the database");**

**}**

**System.*out*.println("Connected to Oracle database");**

**}catch(Exception e) {**

**e.printStackTrace();**

**}**

**}**

**}**

**Note:**

**Before running the application, in project's Build Path, set the VM arguments as:**

**-Doracle.jdbc.timezoneAsRegion=false**

**Run As -> Run Configuration, update the configuration, by placing the above argument in VM Arguments.**

**—-----------------------------------------------------------------------------------------------------------**

**package com.wipro.app;**

**import java.sql.Connection;**

**import java.sql.ResultSet;**

**import java.sql.Statement;**

**import com.wipro.util.OracleConnection;**

**public class App {**

**public static void main( String[] args ){**

**// try {**

**// Connection connection = OracleConnection.getConnection();**

**// if(connection == null) {**

**// throw new Exception("Unable to connect to the database");**

**// }**

**//**

**// System.out.println("Connected to Oracle database");**

**// }catch(Exception e) {**

**// e.printStackTrace();**

**// }**

**String sql = "select \* from emp";**

**try(**

**Connection connection = OracleConnection.*getConnection*();**

**Statement statement = connection.createStatement();**

**){**

**ResultSet resultSet = statement.executeQuery(sql);**

**while(resultSet.next()) {**

**System.*out*.println(resultSet.getInt("ID")+","+resultSet.getString("NAME")**

**+ ","+resultSet.getInt("AGE")+ ","+resultSet.getDouble("SALARY")+ ","+ resultSet.getInt("DEPTID"));**

**}**

**}catch(Exception e) {**

**e.printStackTrace();**

**}**

**}**

**}**

**—-----------------------------------------------------------------------------------------------------------**

**create table person(**

**adhar\_card number(12) primary key,**

**name varchar2(30) not null,**

**gender varchar2(10),**

**birthdate date,**

**address varchar2(100),**

**mobile number(10)**

**)**

**insert into person values(666161233315,'Priya','FEMALE','15-JUL-2000','Hyderabad',7967078999);**

**select \* from person;**

**—-------------------------------database.properties—--------------------------------------**

**ORACLE\_URL = jdbc:oracle:thin:@localhost:9501/XE**

**ORACLE\_USER = system**

**ORACLE\_PASSWORD = rps@123**

**—------------------------------OracleConnection.java—--------------------------------------**

**package com.wipro.util;**

**import java.io.FileInputStream;**

**import java.io.IOException;**

**import java.sql.Connection;**

**import java.sql.DriverManager;**

**import java.sql.SQLException;**

**import java.util.Properties;**

**import java.util.TimeZone;**

**public class OracleConnection {**

**private static Properties *properties*=null;**

**static{**

**try(**

**FileInputStream fis= new FileInputStream("");**

**){**

**Class.*forName*("oracle.jdbc.driver.OracleDriver");**

***properties*= new Properties();**

***properties*.load(fis);**

**} catch (ClassNotFoundException e) {**

**// TODO Auto-generated catch block**

**e.printStackTrace();**

**} catch(IOException e) {**

**e.printStackTrace();**

**}**

**}**

**public static Connection getConnection(){**

**try {**

**TimeZone timeZone = TimeZone.*getTimeZone*("Asia/Kolkata");**

**TimeZone.*setDefault*(timeZone);**

**Connection connection =**

**DriverManager.*getConnection*(*properties*.getProperty("ORACLE\_URL"),**

***properties*.getProperty("ORACLE\_USER"),**

***properties*.getProperty("ORACLE\_PASSWORD"));**

**return connection;**

**} catch (SQLException e) {**

**// TODO Auto-generated catch block**

**e.printStackTrace();**

**return null;**

**}**

**}**

**}**

**—------------------------------------------------GenderTyp.java—---------------------------**

**package com.wipro.model;**

**public enum GenderTyp {**

***MALE*, *FEMALE*, *TRANSGENDER***

**}**

**—-------------------------------------------------Person.java—----------------------------------**

**package com.wipro.model;**

**import java.time.LocalDate;**

**/\***

**\* A POJO class which is called as domain/DTO/VO object**

**\*/**

**public class Person {**

**private Long adharCard;**

**private String name;**

**private GenderTyp gender;**

**private LocalDate birthdate;**

**private String address;**

**private Long mobile;**

**public Person() {**

**}**

**public Person(Long adharCard, String name, GenderTyp gender, LocalDate birthdate, String address, Long mobile) {**

**super();**

**this.adharCard = adharCard;**

**this.name = name;**

**this.gender = gender;**

**this.birthdate = birthdate;**

**this.address = address;**

**this.mobile = mobile;**

**}**

**public Long getAdharCard() {**

**return adharCard;**

**}**

**public void setAdharCard(Long adharCard) {**

**this.adharCard = adharCard;**

**}**

**public String getName() {**

**return name;**

**}**

**public void setName(String name) {**

**this.name = name;**

**}**

**public GenderTyp getGender() {**

**return gender;**

**}**

**public void setGender(GenderTyp gender) {**

**this.gender = gender;**

**}**

**public LocalDate getBirthdate() {**

**return birthdate;**

**}**

**public void setBirthdate(LocalDate birthdate) {**

**this.birthdate = birthdate;**

**}**

**public String getAddress() {**

**return address;**

**}**

**public void setAddress(String address) {**

**this.address = address;**

**}**

**public Long getMobile() {**

**return mobile;**

**}**

**public void setMobile(Long mobile) {**

**this.mobile = mobile;**

**}**

**@Override**

**public String toString() {**

**return "Person [adharCard=" + adharCard + ", name=" + name + ", gender=" + gender + ", birthdate=" + birthdate**

**+ ", address=" + address + ", mobile=" + mobile + "]";**

**}**

**}**

**—------------------PersonDAO—--------------------------------------------------------------**

**package com.wipro.dao;**

**import java.sql.SQLException;**

**import java.util.List;**

**import com.wipro.model.Person;**

**//CRUD : Create, Read, Update , Delete operations**

**public interface PersonDAO {**

**public abstract String addPerson(Person person) throws SQLException;**

**public abstract String updatePerson(Person person) throws SQLException;**

**public abstract String deletePerson(Long adharCard ) throws SQLException;**

**public abstract Person getPersonById(Long adharCard ) throws SQLException;**

**public abstract List<Person> getAllPersons() throws SQLException;**

**}**

**—-----------------------PersonDaoImpl.java—-------------------------------**

**package com.wipro.dao;**

**import java.sql.SQLException;**

**import java.util.List;**

**import com.wipro.model.Person;**

**public class PersonDaoImpl implements PersonDAO{**

**@Override**

**public String addPerson(Person person) throws SQLException {**

**String sql = "insert into person values(?,?,?,?,?,?)";**

**try(**

**Connection connection = OracleConnection.*getConnection*();**

**PreparedStatement preparedStatement = connection.prepareCall(sql);**

**){**

**preparedStatement.setLong(1, person.getAdharCard());**

**preparedStatement.setString(2, person.getName());**

**preparedStatement.setString(3, person.getGender().toString());**

**//convert java.time.LocalDate to java.sql.Date**

**preparedStatement.setDate(4, java.sql.Date.*valueOf*(person.getBirthdate()));**

**preparedStatement.setString(5, person.getAddress());**

**preparedStatement.setLong(6,person.getMobile());**

**int n = preparedStatement.executeUpdate();**

**if(n==0) {**

**throw new SQLException("Unable to add person");**

**}**

**return "ADDED PERSON TO DATABASE";**

**}catch(SQLException e) {**

**throw e;**

**}**

**}**

**@Override**

**public String updatePerson(Person person) throws SQLException {**

**String sql = "update person set name=?,gender=?,birthdate=?,address=?,mobile=? where adhar\_card=?";**

**try(**

**Connection connection = OracleConnection.*getConnection*();**

**PreparedStatement preparedStatement = connection.prepareCall(sql);**

**){**

**preparedStatement.setString(1, person.getName());**

**preparedStatement.setString(2, person.getGender().toString());**

**//convert java.time.LocalDate to java.sql.Date**

**preparedStatement.setDate(3, java.sql.Date.*valueOf*(person.getBirthdate()));**

**preparedStatement.setString(4, person.getAddress());**

**preparedStatement.setLong(5, person.getMobile());**

**preparedStatement.setLong(6, person.getAdharCard());**

**int n = preparedStatement.executeUpdate();**

**if(n==0) {**

**throw new SQLException("Unable be up update the person data");**

**}**

**return "PERSON:"+adharCard+ " UPDATED TO DATABASE";**

**}catch(SQLException e) {**

**throw e;**

**}**

**}**

**@Override**

**public String deletePerson(Long adharCard) throws SQLException {**

**String sql = "delete from person where adhar\_card=?";**

**try(**

**Connection connection = OracleConnection.*getConnection*();**

**PreparedStatement preparedStatement = connection.prepareCall(sql);**

**){**

**preparedStatement.setLong(1, adharCard);**

**int n = preparedStatement.executeUpdate();**

**if(n==0) {**

**throw new SQLException("Invalid AdharCard");**

**}**

**return "PERSON:"+person.getAdharCard()+ " DELETED FROM DATABASE";**

**}catch(SQLException e) {**

**throw e;**

**}**

**}**

**@Override**

**public Person getPersonById(Long adharCard) throws SQLException {**

**String sql = "select \* from person where adhar\_card=?";**

**try(**

**Connection connection = OracleConnection.*getConnection*();**

**PreparedStatement preparedStatement = connection.prepareCall(sql);**

**){**

**preparedStatement.setLong(1, adharCard);**

**ResultSet resultSet = preparedStatement.executeQuery();**

**if(resultSet.next()) {**

**Person person = new Person();**

**populate(person,resultSet);**

**return person;**

**}else {**

**throw new SQLException("Invalid AdharCard Number")**

**}**

**}catch(SQLException e) {**

**throw e;**

**}**

**}**

**@Override**

**public List<Person> getAllPersons() throws SQLException {**

**String sql = "select \* from person";**

**try(**

**Connection connection = OracleConnection.*getConnection*();**

**Statement statement = connection.createStatement();**

**){**

**ResultSet resultSet = statement.executeQuery(sql);**

**List<Person> personList = new ArrayList<>();**

**while(resultSet.next()) {**

**Person person = new Person();**

**//copy contents of the current row of the resultSet object into person object**

**populate(person,resultSet);**

**//add person object to the list**

**personList.add(person);**

**}**

**return personList;**

**}catch(SQLException e) {**

**throw e;**

**}**

**}**

**}**

**private void populate(Person person, ResultSet resultSet) throws SQLException {**

**person.setAdharCard(resultSet.getLong("ADHAR\_CARD"));**

**person.setName(resultSet.getString("NAME"));**

**//convert String -> GenderTyp**

**person.setGender( GenderTyp.*valueOf*(resultSet.getString("GENDER")));**

**//convert java.sql.Date to java.time.LocalDate**

**person.setBirthdate(resultSet.getDate("BIRTHDATE").toLocalDate());**

**person.setAddress(resultSet.getString("ADDRESS"));**

**person.setMobile(resultSet.getLong("MOBILE"));**

**}**

**—---------------------------------------------------------------------------------------------**

**To execute any SQL statement(insert/update/delete/select), JDBC API**

**provides 3 interfaces.**

**CallableStatement -> PreparedStatement -> Statement**

**Statement:**

**Use Statement interface to execute DDL statements (create/alter/drop) and static queries.**

**A query that returns same result every time it is executed is called as static query. A query without where clause is a static query.**

**Ex.**

**select \* from person;**

**PreparedStatement:**

**Use PreparedStatement interface for DML statements(insert/update/delete) and dynamic queries.**

**A query that has where clause is a dynamic query.**

**A query that returns different results whenever it is executed is called as dynamic query.**

**CallableStatement**

**Use CallableStatement to call sub programs(procedures/functions) of the database.**

**Exception handling in layered architecture**

Exceptions have to be explicitly handled in the presentation layer.

The DAO and Service layers have to throw exceptions to the presentation layer.

The methods of DAO layer throw SQL exceptions which have to be captured in Service layer, have to be customized and then throw custom exceptions to the presentation layer.

Service layer converts SQLException to Custom Exception and throws custom exceptions to presentation layer.

—------------------com.wipro.exception.PersonException—-----------------------

**package com.wipro.exception;**

**//custom checked exception**

**public class PersonException extends Exception{**

**public PersonException() {**

**super("Person Exception Thrown");**

**}**

**public PersonException(String message) {**

**super(message);**

**}**

**public PersonException(String message, Throwable t) {**

**super(message,t);**

**}**

**}**

**—-----------------------------------------com.wipro.service.PersonService—-------------**

**package com.wipro.service;**

**import java.util.List;**

**import com.wipro.exception.PersonException;**

**import com.wipro.model.Person;**

**public interface PersonService {**

**public abstract String addPerson(Person person) throws PersonException;**

**public abstract String updatePerson(Person person) throws PersonException;**

**public abstract String deletePerson(Long adharCard ) throws PersonException;**

**public abstract Person getPersonById(Long adharCard ) throws PersonException;**

**public abstract List<Person> getAllPersons() throws PersonException;**

**}**

**—------------------------------------------------------------------------------**

**package com.wipro.service;**

**import java.sql.SQLException;**

**import java.util.List;**

**import com.wipro.dao.PersonDAO;**

**import com.wipro.dao.PersonDaoImpl;**

**import com.wipro.exception.PersonException;**

**import com.wipro.model.Person;**

**public class PersonServiceImpl implements PersonService{**

**private PersonDAO personDAO = new PersonDaoImpl();**

**@Override**

**public String addPerson(Person person) throws PersonException {**

**try {**

**return personDAO.addPerson(person);**

**}catch(SQLException e) {**

**throw new PersonException(e.getMessage(),e);**

**}**

**}**

**@Override**

**public String updatePerson(Person person) throws PersonException {**

**try {**

**String message = personDAO.updatePerson(person);**

**return message;**

**}catch(SQLException e) {**

**throw new PersonException(e.getMessage(),e);**

**}**

**}**

**@Override**

**public String deletePerson(Long adharCard) throws PersonException {**

**try {**

**String message = personDAO.deletePerson(adharCard);**

**return message;**

**}catch(SQLException e) {**

**throw new PersonException(e.getMessage(),e);**

**}**

**}**

**@Override**

**public Person getPersonById(Long adharCard) throws PersonException {**

**try {**

**Person person = personDAO.getPersonById(adharCard);**

**return person;**

**}catch(SQLException e) {**

**throw new PersonException(e.getMessage(),e);**

**}**

**}**

**@Override**

**public List<Person> getAllPersons() throws PersonException {**

**try {**

**List<Person> personList = personDAO.getAllPersons();**

**//post-processing working**

**return personList;**

**}catch(SQLException e) {**

**throw new PersonException(e.getMessage(),e);**

**}**

**}**

**}**

**—-------------------------------------------------------------------------------**

**package com.wipro.app;**

**import java.time.LocalDate;**

**import java.util.List;**

**import java.util.Scanner;**

**import com.wipro.exception.PersonException;**

**import com.wipro.model.GenderTyp;**

**import com.wipro.model.Person;**

**import com.wipro.service.PersonService;**

**import com.wipro.service.PersonServiceImpl;**

**public class App {**

**private static PersonService *personService* = new PersonServiceImpl();**

**private static Scanner *scanner* = new Scanner(System.*in*);**

**public static void main( String[] args ){**

**// try {**

**// Person person = new Person(987567487612L,"Anjali",**

**// GenderTyp.FEMALE,LocalDate.of(2001, 10, 21),"Pune",7693265789L);**

**//**

**// String message = personService.addPerson(person);**

**// System.out.println(message);**

**//**

**// }catch(PersonException e) {**

**// e.printStackTrace();**

**// }**

**try {**

**List<Person> personList = *personService*.getAllPersons();**

**personList.forEach(System.*out*::println);**

**}catch(PersonException e) {**

**e.printStackTrace();**

**}**

**// try {**

**// System.out.println("Enter adharcard: ");**

**// long adharCard = Long.parseLong(scanner.nextLine());**

**// Person person = personService.getPersonById(adharCard);**

**// System.out.println(person);**

**//**

**// }catch(PersonException e) {**

**// e.printStackTrace();**

**// }**

**// try {**

**// System.out.println("Enter adharcard of the person to delete: ");**

**// long adharCard = Long.parseLong(scanner.nextLine());**

**// String message = personService.deletePerson(adharCard);**

**// System.out.println(message);**

**//**

**// }catch(PersonException e) {**

**// e.printStackTrace();**

**// }**

**try {**

**System.*out*.println("Enter adharcard of the person to update: ");**

**long adharCard = Long.*parseLong*(*scanner*.nextLine());**

**Person person = *personService*.getPersonById(adharCard);**

**System.*out*.println("Hi, "+ person.getName()+ "Do want to change your name(yes/no)");**

**String option = *scanner*.nextLine();**

**if(option.equalsIgnoreCase("yes")) {**

**System.*out*.println("Enter your new name: ");**

**person.setName(*scanner*.nextLine());**

**}**

**System.*out*.println("Change Gender? (yes/no): ");**

**option = *scanner*.nextLine();**

**if(option.equalsIgnoreCase("yes")) {**

**System.*out*.println("Enter Gender ");**

**person.setGender( GenderTyp.*valueOf*(*scanner*.nextLine()));**

**}**

**System.*out*.println("Change Birthdate? (yes/no): ");**

**option = *scanner*.nextLine();**

**if(option.equalsIgnoreCase("yes")) {**

**System.*out*.println("Enter New Birthdate(yyyy-mm-dd) ");**

**//String -> LocalDate**

**person.setBirthdate(LocalDate.*parse*(*scanner*.nextLine()));**

**}**

**System.*out*.println("Change Address? (yes/no): ");**

**option = *scanner*.nextLine();**

**if(option.equalsIgnoreCase("yes")) {**

**System.*out*.println("Enter New Address: ");**

**//String -> LocalDate**

**person.setAddress(*scanner*.nextLine());**

**}**

**System.*out*.println("Change Mobile? (yes/no): ");**

**option = *scanner*.nextLine();**

**if(option.equalsIgnoreCase("yes")) {**

**System.*out*.println("Enter New Mobile N umber: ");**

**person.setMobile(Long.*parseLong*(*scanner*.nextLine()));**

**}**

**String message = *personService*.updatePerson(person);**

**System.*out*.println(message);**

**}catch(PersonException e) {**

**e.printStackTrace();**

**}**

**}**

**}**

**—---------------------------------------------------------------------------------------------------------------------------**

**package com.wipro.dao;**

**/\***

**\* An interface can contain public static final varaibles**

**\*/**

**public interface QueryMapper {**

**public static final String *ADD\_PERSON* = "insert into person values(?,?,?,?,?,?)";**

**public static final String *GET\_PERSON\_BY\_ID* = "select \* from person where adhar\_card=?";**

**public static final String *GET\_ALL\_PERSONS* = "select \* from person";**

**public static final String *DELETE\_PERSON* = "delete from person where adhar\_card=?";**

**public static final String *UPDATE\_PERSON* = "update person set name=?,gender=?,birthdate=?,address=?,mobile=? where adhar\_card=?";**

**}**

**—--------------------------------------------------------------------------------------------------**

**package com.wipro.dao;**

**import java.sql.Connection;**

**import java.sql.PreparedStatement;**

**import java.sql.ResultSet;**

**import java.sql.SQLException;**

**import java.sql.Statement;**

**import java.util.ArrayList;**

**import java.util.List;**

**import com.wipro.model.GenderTyp;**

**import com.wipro.model.Person;**

**import com.wipro.util.OracleConnection;**

**public class PersonDaoImpl implements PersonDAO{**

**@Override**

**public String addPerson(Person person) throws SQLException {**

**try(**

**Connection connection = OracleConnection.*getConnection*();**

**PreparedStatement preparedStatement = connection.prepareCall(QueryMapper.*ADD\_PERSON*);**

**){**

**preparedStatement.setLong(1, person.getAdharCard());**

**preparedStatement.setString(2, person.getName());**

**preparedStatement.setString(3, person.getGender().toString());**

**//convert java.time.LocalDate to java.sql.Date**

**preparedStatement.setDate(4, java.sql.Date.*valueOf*(person.getBirthdate()));**

**preparedStatement.setString(5, person.getAddress());**

**preparedStatement.setLong(6,person.getMobile());**

**int n = preparedStatement.executeUpdate();**

**if(n==0) {**

**throw new SQLException("Unable to add person");**

**}**

**return "ADDED PERSON TO DATABASE";**

**}catch(SQLException e) {**

**throw e;**

**}**

**}**

**@Override**

**public String updatePerson(Person person) throws SQLException {**

**try(**

**Connection connection = OracleConnection.*getConnection*();**

**PreparedStatement preparedStatement = connection.prepareCall(QueryMapper.*UPDATE\_PERSON*);**

**){**

**preparedStatement.setString(1, person.getName());**

**preparedStatement.setString(2, person.getGender().toString());**

**//convert java.time.LocalDate to java.sql.Date**

**preparedStatement.setDate(3, java.sql.Date.*valueOf*(person.getBirthdate()));**

**preparedStatement.setString(4, person.getAddress());**

**preparedStatement.setLong(5, person.getMobile());**

**preparedStatement.setLong(6, person.getAdharCard());**

**int n = preparedStatement.executeUpdate();**

**if(n==0) {**

**throw new SQLException("Unable be up update the person data");**

**}**

**return "PERSON:"+ person.getAdharCard()+ " IS UPDATED TO DATABASE";**

**}catch(SQLException e) {**

**throw e;**

**}**

**}**

**@Override**

**public String deletePerson(Long adharCard) throws SQLException {**

**try(**

**Connection connection = OracleConnection.*getConnection*();**

**PreparedStatement preparedStatement = connection.prepareCall(QueryMapper.*DELETE\_PERSON*);**

**){**

**preparedStatement.setLong(1, adharCard);**

**int n = preparedStatement.executeUpdate();**

**if(n==0) {**

**throw new SQLException("Invalid AdharCard");**

**}**

**return "PERSON:"+adharCard+ " DELETED FROM DATABASE";**

**}catch(SQLException e) {**

**throw e;**

**}**

**}**

**@Override**

**public Person getPersonById(Long adharCard) throws SQLException {**

**try(**

**Connection connection = OracleConnection.*getConnection*();**

**PreparedStatement preparedStatement = connection.prepareCall(QueryMapper.*GET\_PERSON\_BY\_ID*);**

**){**

**preparedStatement.setLong(1, adharCard);**

**ResultSet resultSet = preparedStatement.executeQuery();**

**if(resultSet.next()) {**

**Person person = new Person();**

**populate(person,resultSet);**

**return person;**

**}else {**

**throw new SQLException("Invalid AdharCard Number");**

**}**

**}catch(SQLException e) {**

**throw e;**

**}**

**}**

**@Override**

**public List<Person> getAllPersons() throws SQLException {**

**try(**

**Connection connection = OracleConnection.*getConnection*();**

**Statement statement = connection.createStatement();**

**){**

**ResultSet resultSet = statement.executeQuery(QueryMapper.*GET\_ALL\_PERSONS*);**

**List<Person> personList = new ArrayList<>();**

**while(resultSet.next()) {**

**Person person = new Person();**

**//copy contents of the current row of the resultSet object into person object**

**populate(person,resultSet);**

**//add person object to the list**

**personList.add(person);**

**}**

**return personList;**

**}catch(SQLException e) {**

**throw e;**

**}**

**}**

**private void populate(Person person, ResultSet resultSet) throws SQLException {**

**person.setAdharCard(resultSet.getLong("ADHAR\_CARD"));**

**person.setName(resultSet.getString("NAME"));**

**//convert String -> GenderTyp**

**person.setGender( GenderTyp.*valueOf*(resultSet.getString("GENDER")));**

**//convert java.sql.Date to java.time.LocalDate**

**person.setBirthdate(resultSet.getDate("BIRTHDATE").toLocalDate());**

**person.setAddress(resultSet.getString("ADDRESS"));**

**person.setMobile(resultSet.getLong("MOBILE"));**

**}**

**}**

**—------------------------------------------------------------------------------------------**

**JUNIT5**

**----------------------------------------------------------------------------------------------------**

**<dependency>**

**<groupId>org.junit.jupiter</groupId>**

**<artifactId>junit-jupiter-engine</artifactId>**

**<version>5.9.1</version>**

**<scope>test</scope>**

**</dependency>**

**<dependency>**

**<groupId>org.junit.jupiter</groupId>**

**<artifactId>junit-jupiter-params</artifactId>**

**<version>5.9.1</version>**

**<scope>test</scope>**

**</dependency>**

**package com.wipro.app;**

**import static org.junit.jupiter.api.Assertions.*assertEquals*;**

**import static org.junit.jupiter.api.Assertions.*assertTrue*;**

**import org.junit.jupiter.api.DisplayName;**

**import org.junit.jupiter.api.RepeatedTest;**

**import org.junit.jupiter.api.RepetitionInfo;**

**import org.junit.jupiter.api.TestInfo;**

**import org.junit.jupiter.params.ParameterizedTest;**

**import org.junit.jupiter.params.provider.ValueSource;**

**/\***

**\* Parameterized Testing & Repeated Testing**

**\* @ParamerizedTest and @RepeatedTest and sub types of Test**

**\***

**\* We cannot combine @Test with @ParamerizedTest or with @RepeatedTest**

**\*/**

**class AppTest {**

**@ParameterizedTest**

**@ValueSource(ints = {1, 3, 5, -3, 15, Integer.*MAX\_VALUE*}) // six numbers**

**void isOdd\_ShouldReturnTrueForOddNumbers(int number) {**

***assertTrue*(number%2 != 0);**

**}**

**@ParameterizedTest**

**@ValueSource(strings = {"cali","mali","infi","fruiti"})**

**void endsWith(String string) {**

***assertTrue*(string.endsWith("li"));**

**}**

**@DisplayName("Test Blanks")**

**@ParameterizedTest**

**@ValueSource(strings = {"", " "})**

**void isBlank\_ShouldReturnTrueForNullOrBlankStrings(String input) {**

***assertTrue*(input.isBlank());**

**}**

**@DisplayName("Repeated Test")**

**@RepeatedTest(value = 5)**

**void repeatedMethod(RepetitionInfo repInfo, TestInfo info ) {**

**// System.out.println(repInfo.getCurrentRepetition());**

**// System.out.println(repInfo.getTotalRepetitions());**

**System.*out*.println(info.getDisplayName());**

**int i=3;**

***assertEquals*(repInfo.getCurrentRepetition(),i);**

**}**

**}**

**Test Suite**

**To run multiple Test classes in a batch mode.**

**We need the following maven dependency:**

**<dependency>**

**<groupId>org.junit.platform</groupId>**

**<artifactId>junit-platform-suite-engine</artifactId>**

**<version>1.9.3</version>**

**<scope>test</scope>**

**</dependency>**

**—------------------------------------------------------------**

**package com.wipro.model;**

**import static org.junit.jupiter.api.Assertions.\*;**

**import java.time.LocalDate;**

**import org.junit.jupiter.api.AfterAll;**

**import org.junit.jupiter.api.AfterEach;**

**import org.junit.jupiter.api.BeforeAll;**

**import org.junit.jupiter.api.BeforeEach;**

**import org.junit.jupiter.api.Test;**

**class PersonTest {**

**private Person person=null;**

**@BeforeAll**

**static void setUpBeforeClass() throws Exception {**

**System.*out*.println("JUnit testing begins..");**

**}**

**@AfterAll**

**static void tearDownAfterClass() throws Exception {**

**System.*out*.println("End of junit testing");**

**}**

**@BeforeEach**

**void setUp() throws Exception {**

**person = new Person(987676767891L,"Smith",GenderTyp.*MALE*,LocalDate.*of*(1998, 10,10),"Hyderabad",8767543255L);**

**}**

**@AfterEach**

**void tearDown() throws Exception {**

**person=null;**

**}**

**@Test**

**void testPersonLongStringGenderTypLocalDateStringLong() {**

***assertEquals*(987676767891L, person.getAdharCard());**

**}**

**@Test**

**void testGetAdharCard() {**

***assertEquals*(987676767891L, person.getAdharCard());**

**}**

**@Test**

**void testSetAdharCardForTrue() {**

**person.setAdharCard(1L);**

***assertEquals*(1L,person.getAdharCard());**

**}**

**@Test**

**void testSetAdharCardForFalse() {**

**person.setAdharCard(1L);**

***assertNotEquals*(2L,person.getAdharCard());**

**}**

**}**

**—------------------------------------------------------------**

**package com.wipro.model;**

**import static org.junit.jupiter.api.Assertions.*assertEquals*;**

**import static org.junit.jupiter.api.Assertions.*fail*;**

**import java.time.LocalDate;**

**import org.junit.jupiter.api.Test;**

**public class PersonTest1 {**

**@Test**

**void testGetName() {**

**Person person = new Person();**

**person.setName("Clarke");**

***assertEquals*("Clarke",person.getName());**

**}**

**@Test**

**void testSetName() {**

**Person person = new Person();**

**person.setName("Clarke");**

***assertEquals*("Clarke",person.getName());**

**}**

**@Test**

**void testGetGender() {**

**Person person = new Person();**

**person.setGender(GenderTyp.*MALE*);**

***assertEquals*(GenderTyp.*MALE*,person.getGender());**

**}**

**@Test**

**void testSetGender() {**

**Person person = new Person();**

**person.setGender(GenderTyp.*MALE*);**

***assertEquals*(GenderTyp.*MALE*,person.getGender());**

**}**

**@Test**

**void testGetBirthdate() {**

**Person person = new Person(987676767891L,"Smith",GenderTyp.*MALE*,LocalDate.*of*(1998, 10,10),"Hyderabad",8767543255L);**

***assertEquals*(LocalDate.*of*(1998, 1, 10), person.getBirthdate());**

**}**

**@Test**

**void testSetBirthdate() {**

**Person person = new Person(987676767891L,"Smith",GenderTyp.*MALE*,LocalDate.*of*(1998, 10,10),"Hyderabad",8767543255L);**

**person.setBirthdate(LocalDate.*of*(2001, 1,1));**

***assertEquals*(LocalDate.*of*(2001, 1, 1), person.getBirthdate());**

**}**

**}**

**—-------------------------------------------------**

**package com.wipro.model;**

**import static org.junit.jupiter.api.Assertions.*assertEquals*;**

**import static org.junit.jupiter.api.Assertions.*assertNotEquals*;**

**import static org.junit.jupiter.api.Assertions.*fail*;**

**import java.time.LocalDate;**

**import org.junit.jupiter.api.Test;**

**public class PersonTest2 {**

**@Test**

**void testGetAddress() {**

**Person person = new Person(987676767891L,"Smith",GenderTyp.*MALE*,LocalDate.*of*(1998, 10,10),"Hyderabad",8767543255L);**

***assertEquals*("Hyderabad", person.getAddress());**

**}**

**@Test**

**void testSetAddress() {**

**Person person = new Person(987676767891L,"Smith",GenderTyp.*MALE*,LocalDate.*of*(1998, 10,10),"Hyderabad",8767543255L);**

**person.setAddress("Chennai");**

***assertEquals*("Chennai", person.getAddress());**

**}**

**@Test**

**void testGetMobile() {**

**Person person= new Person();**

**person.setMobile(8767898999L);**

***assertNotEquals*(9878999989L,person.getMobile());**

**}**

**@Test**

**void testSetMobile() {**

**Person person = new Person(987676767891L,"Smith",GenderTyp.*MALE*,LocalDate.*of*(1998, 10,10),"Hyderabad",8767543255L);**

**person.setMobile(9759871239L);**

***assertEquals*(9759871239L,person.getMobile());**

**}**

**}**

**—-----------------------------------------------------------**

**package com.wipro.suite;**

**import org.junit.platform.suite.api.SelectClasses;**

**import org.junit.platform.suite.api.SelectPackages;**

**import org.junit.platform.suite.api.Suite;**

**@Suite**

**//@SelectPackages("com.wipro.model")**

**@SelectClasses({com.wipro.model.PersonTest.class,**

**com.wipro.app.AppTest.class})**

**public class PersonSuite {**

**}**

**—-----------------------------------------------------------------**

### **Common Assertions in JUnit 5**

* assertEquals (expected, actual): Asserts that the expected and actual values are equal.
* assertNotEquals(expected, actual): Asserts that the expected values and the actual values are not equal.
* assertTrue(condition): This asserts whether the given condition is true. Test case passes if it’s true and fails if not.
* assertFalse(condition): This asserts whether the given condition is false. Test case passes if it’s false and fails if not.
* assertNull(value): This asserts whether the given value is null. Test case passes if it’s null and fails if not.
* assertNotNull(value): This asserts whether the given value is not null. Test case passes if it’s not null and fails if not.
* assertArrayEquals(expectedArray, actualArray): This asserts whether the expected and actual arrays are equal. Test case passes if they’re equal and fails if not.
* assertSame(expected, actual): This asserts whether the expected and actual references point to the same object. Test case passes if it’s true and fails if not.
* assertNotSame(expected, actual): This asserts whether the expected and actual references do not point to the same object. Test case passes if it’s true and fails if not.
* assertThrows(exceptionType, executable): This asserts whether the executable throws an exception of the specified type. Test case passes if it throws an exception and fails if not.

**Assignment:**

**Create Test class for a class that contains methods that perform basic arithmetic operations of two numbers.**

**public class Calculator{**

**public int add(int x, int y){**

**return x+y;**

**}**

**// other methods**

**}**

**public class CalculatorTest{**

**//Test methods**

**}**

**—-----------------------------------------------------------------------------------------------------------**

**Logger Frameworks**

Logging is writing the state of a program at various stages of its

execution to some repository such as a log file.

By logging, simple yet explanatory statements can be sent to text

file, console, or any other repository.

Using logging, a reliable monitoring and debugging solution can be

Achieved

Logging in Java requires using one or more logging frameworks. These frameworks provide the objects, methods, and configuration necessary to create and send log messages.

Java provides a built-in framework in the [java.util.logging](https://docs.oracle.com/en/java/javase/12/docs/api/java.logging/java/util/logging/package-summary.html) package. There are also many third-party frameworks, including [Log4j](https://logging.apache.org/log4j/2.x/), [Logback](https://logback.qos.ch/), and [tinylog](https://www.tinylog.org/).

You can also use an abstraction layer, such as [SLF4J](https://www.slf4j.org/) and [Apache Commons Logging](https://commons.apache.org/proper/commons-logging/), which decouples your code from the underlying logging framework so you can switch between logging frameworks on the fly.

Apache Log4j is a versatile, industrial-grade Java logging framework composed of an API, its implementation, and components to assist the deployment for various use cases.

Log4j comprises of three main components:

Logger

Appender

Layout

—---------------------------------------------------------------------------------------

Log4J PatternLayout conversion specifiers

<https://www.tutorialspoint.com/log4j/log4j_patternlayout.htm>

<dependency>

<groupId>log4j</groupId>

<artifactId>log4j</artifactId>

<version>1.2.17</version>

</dependency>

—----------------------------------------log4j.xml—----------------------------

1.Create a file, log4j.xml in src/main/resources folder

2. Create a folder called, log. Right-click on project name, new->folder

<?xml version=*"1.0"* encoding=*"UTF-8"* ?>

<!DOCTYPE log4j:configuration SYSTEM "log4j.dtd">

<log4j:configuration debug=*"true"*

xmlns:log4j=*'http://jakarta.apache.org/log4j/'*>

<appender name=*"CONSOLE-APPENDER"* class=*"org.apache.log4j.ConsoleAppender"*>

<layout class=*"org.apache.log4j.PatternLayout"*>

<param name=*"ConversionPattern"*

value=*"%d{yyyy-MM-dd HH:mm:ss} %-5p %c{1}:%L - %m%n"* />

</layout>

</appender>

<appender name=*"FILE-APPENDER"* class=*"org.apache.log4j.RollingFileAppender"*>

<param name=*"append"* value=*"false"* />

<param name=*"maxFileSize"* value=*"10MB"* />

<param name=*"maxBackupIndex"* value=*"2"* />

<param name=*"file"* value=*"./log/person.html"* />

<layout class=*"org.apache.log4j.HTMLLayout"*>

<param name=*"ConversionPattern"*

value=*"%d{yyyy-MM-dd HH:mm:ss} %-5p %c{1}:%L - %m%n"* />

</layout>

</appender>

<root>

<level value=*"DEBUG"* />

<appender-ref ref=*"CONSOLE-APPENDER"* />

<appender-ref ref=*"FILE-APPENDER"* />

</root>

</log4j:configuration>

App.java

**package** com.wipro.app;

**import** java.time.LocalDate;

**import** java.util.List;

**import** java.util.Scanner;

**import** org.apache.log4j.Logger;

**import** com.wipro.exception.PersonException;

**import** com.wipro.model.GenderTyp;

**import** com.wipro.model.Person;

**import** com.wipro.service.PersonService;

**import** com.wipro.service.PersonServiceImpl;

**public** **class** App {

**private** **static** PersonService *personService* = **new** PersonServiceImpl();

**private** **static** Scanner *scanner* = **new** Scanner(System.***in***);

**private** **static** Logger *logger* = Logger.*getLogger*(App.**class**);

**public** **static** **void** main( String[] args ){

**try** {

Person person = **new** Person(787567487688L,"Venkat",

GenderTyp.***MALE***,LocalDate.*of*(2005, 10, 15),"New Delhi",8693265789L);

String message = *personService*.addPerson(person);

System.***out***.println(message);

*logger*.info(message);

}**catch**(PersonException e) {

// e.printStackTrace();

*logger*.error(e.getMessage(), e);

}

**try** {

List<Person> personList = *personService*.getAllPersons();

personList.forEach(System.***out***::println);

*logger*.info("Displaying details all persons..");

}**catch**(PersonException e) {

// e.printStackTrace();

*logger*.error(e.getMessage(),e);

}

// try {

// System.out.println("Enter adharcard: ");

// long adharCard = Long.parseLong(scanner.nextLine());

// Person person = personService.getPersonById(adharCard);

// System.out.println(person);

//

// }catch(PersonException e) {

// e.printStackTrace();

// }

// try {

// System.out.println("Enter adharcard of the person to delete: ");

// long adharCard = Long.parseLong(scanner.nextLine());

// String message = personService.deletePerson(adharCard);

// System.out.println(message);

//

// }catch(PersonException e) {

// e.printStackTrace();

// }

// try {

// System.out.println("Enter adharcard of the person to update: ");

// long adharCard = Long.parseLong(scanner.nextLine());

// Person person = personService.getPersonById(adharCard);

//

// System.out.println("Hi, "+ person.getName()+ "Do want to change your name(yes/no)");

// String option = scanner.nextLine();

// if(option.equalsIgnoreCase("yes")) {

// System.out.println("Enter your new name: ");

// person.setName(scanner.nextLine());

// }

//

// System.out.println("Change Gender? (yes/no): ");

// option = scanner.nextLine();

// if(option.equalsIgnoreCase("yes")) {

// System.out.println("Enter Gender ");

// person.setGender( GenderTyp.valueOf(scanner.nextLine()));

// }

//

//

// System.out.println("Change Birthdate? (yes/no): ");

// option = scanner.nextLine();

// if(option.equalsIgnoreCase("yes")) {

// System.out.println("Enter New Birthdate(yyyy-mm-dd) ");

// //String -> LocalDate

// person.setBirthdate(LocalDate.parse(scanner.nextLine()));

// }

//

//

// System.out.println("Change Address? (yes/no): ");

// option = scanner.nextLine();

// if(option.equalsIgnoreCase("yes")) {

// System.out.println("Enter New Address: ");

// //String -> LocalDate

// person.setAddress(scanner.nextLine());

// }

//

//

// System.out.println("Change Mobile? (yes/no): ");

// option = scanner.nextLine();

// if(option.equalsIgnoreCase("yes")) {

// System.out.println("Enter New Mobile N umber: ");

// person.setMobile(Long.parseLong(scanner.nextLine()));

// }

//

// String message = personService.updatePerson(person);

// System.out.println(message);

//

// }catch(PersonException e) {

// e.printStackTrace();

// }

}

}

—------------------------------VisualVM—-------------------------------------

<https://www.geeksforgeeks.org/how-to-install-visualvm-in-linux/>

Install from Terminal

$ sudo [apt](https://www.geeksforgeeks.org/apt-command-in-linux-with-examples/) update

$ sudo apt install visualvm

Open the Applications, click on the VisualVM icon. The VisualVM window appears.

—---------------------------------------------------------------------------------

package com.wipro.app;

import java.time.LocalDate;

import java.util.List;

import java.util.Scanner;

import org.apache.log4j.Logger;

import com.wipro.exception.PersonException;

import com.wipro.model.GenderTyp;

import com.wipro.model.Person;

import com.wipro.service.PersonService;

import com.wipro.service.PersonServiceImpl;

public class App {

private static PersonService personService = new PersonServiceImpl();

private static Scanner scanner = new Scanner(System.in);

private static Logger logger = Logger.getLogger(App.class);

public static void main( String[] args ){

try {

Person person = new Person(123123123898L,"Manisha",

GenderTyp.FEMALE,LocalDate.of(1999, 11, 18),"Kanput",7693265700L);

String message = personService.addPerson(person);

System.out.println(message);

logger.info(message);

}catch(PersonException e) {

// e.printStackTrace();

logger.error(e.getMessage(), e);

}

try {

List<Person> personList = personService.getAllPersons();

personList.forEach(System.out::println);

logger.info("Displaying details all persons..");

}catch(PersonException e) {

// e.printStackTrace();

logger.error(e.getMessage(),e);

}

while(true) {

try {

System.out.println("Enter adharcard: ");

long adharCard = Long.parseLong(scanner.nextLine());

Person person = personService.getPersonById(adharCard);

System.out.println(person);

}catch(PersonException e) {

e.printStackTrace();

}

System.out.println("Press X to stop");

if(scanner.nextLine().equalsIgnoreCase("X")) break;

}

// try {

// System.out.println("Enter adharcard of the person to delete: ");

// long adharCard = Long.parseLong(scanner.nextLine());

// String message = personService.deletePerson(adharCard);

// System.out.println(message);

//

// }catch(PersonException e) {

// e.printStackTrace();

// }

// try {

// System.out.println("Enter adharcard of the person to update: ");

// long adharCard = Long.parseLong(scanner.nextLine());

// Person person = personService.getPersonById(adharCard);

//

// System.out.println("Hi, "+ person.getName()+ "Do want to change your name(yes/no)");

// String option = scanner.nextLine();

// if(option.equalsIgnoreCase("yes")) {

// System.out.println("Enter your new name: ");

// person.setName(scanner.nextLine());

// }

//

// System.out.println("Change Gender? (yes/no): ");

// option = scanner.nextLine();

// if(option.equalsIgnoreCase("yes")) {

// System.out.println("Enter Gender ");

// person.setGender( GenderTyp.valueOf(scanner.nextLine()));

// }

//

//

// System.out.println("Change Birthdate? (yes/no): ");

// option = scanner.nextLine();

// if(option.equalsIgnoreCase("yes")) {

// System.out.println("Enter New Birthdate(yyyy-mm-dd) ");

// //String -> LocalDate

// person.setBirthdate(LocalDate.parse(scanner.nextLine()));

// }

//

//

// System.out.println("Change Address? (yes/no): ");

// option = scanner.nextLine();

// if(option.equalsIgnoreCase("yes")) {

// System.out.println("Enter New Address: ");

// //String -> LocalDate

// person.setAddress(scanner.nextLine());

// }

//

//

// System.out.println("Change Mobile? (yes/no): ");

// option = scanner.nextLine();

// if(option.equalsIgnoreCase("yes")) {

// System.out.println("Enter New Mobile N umber: ");

// person.setMobile(Long.parseLong(scanner.nextLine()));

// }

//

// String message = personService.updatePerson(person);

// System.out.println(message);

//

// }catch(PersonException e) {

// e.printStackTrace();

// }

}

}

—----------------------------Running Java In Debug Mode—--------

The most commonly used debug options are:

* ***Step Into (F5) –* This operation goes inside the methods** used in the current line (if any); else, it proceeds to the next line. In this example, it will take the debugger inside the method *isPerfectSquare()*
* ***Step Over (F6) –* This operation processes the current line and proceeds to the next line.** In this example, this will execute the method *isPerfectSquare()* and proceed to the next line
* ***Step Return (F7) –* This operation finishes the current method and takes us back to the calling method.** Since in this case, we have a breakpoint in the loop, it will be still within the method, else it would go back to the main method
* ***Resume (F8) –* This operation will simply continue with the execution until the program ends** unless we hit any further breakpoint

**package** com.wipro.app;

**public** **class** PerfectSquareCounter {

**private** **static** **int** *evenPerfectSquareNumbers* = 0;

**public** **static** **void** main(String[] args) {

**int** i = 100;

System.***out***.println("Total Perfect Squares: " + *calculateCount*(i));

System.***out***.println("Even Perfect Squares : " + *evenPerfectSquareNumbers*);

}

**public** **static** **int** calculateCount(**int** i) {

**int** perfectSquaresCount = 0;

**for** (**int** number = 1; number <= i; number++) {

**if** (*isPerfectSquare*(number)) {

perfectSquaresCount++;

**if** (number % 2 == 0) {

*evenPerfectSquareNumbers*++;

}

}

}

**return** perfectSquaresCount;

}

**private** **static** **boolean** isPerfectSquare(**int** number) {

**double** sqrt = Math.*sqrt*(number);

**return** sqrt - Math.*floor*(sqrt) == 0;

}

}

======================================================================================================================

User Interface

Front-End Technologies:

HTML5 , CSS3, Javascript, Bootstrap, React JS

**HTML5**

### **Introduction to HTML/CSS/Javascript**

If you are the content provider, read HTML. If you are the graphic designer, read CSS. If you are a programmer and want to add dynamic effects to your web page, read JavaScript. But if you operate in OMO (one-man-operated) and are expected to create a reasonably good-looking website, you need to understand HTML, CSS and JavaScript

## **What is HTML?**

* HTML stands for Hyper Text Markup Language
* HTML is the standard markup language for creating Web pages
* HTML describes the structure of a Web page
* HTML consists of a series of elements
* HTML elements tell the browser how to display the content

**HTML5 Structure:**

**<!DOCTYPE html>**

**<html>**

**<head>**

**</head>**

**<body>**

**<h1>Welcome To HTML5 </h1>**

**</body>**

**</html>**

—-----------------------------------------------

**HTML Element**

The HTML element is everything from the start tag to the end tag:

**<tagname>Content goes here...</tagname>**

**Examples of some HTML elements:**

<h1 align=’center’>My First Heading</h1>

Here align is attribute of h1

<p>My first paragraph</p>

**—-----------------------------------------------------------------**

**HTML DOM (Document Object Model)**

**The HTML DOM is an Object Model for HTML. It defines:**

* HTML elements as objects
* Properties for all HTML elements
* Methods for all HTML elements
* Events for all HTML elements

**The HTML DOM is an API (Programming Interface) for JavaScript:**

* JavaScript can add/change/remove HTML elements
* JavaScript can add/change/remove HTML attributes
* JavaScript can add/change/remove CSS styles
* JavaScript can react to HTML events
* JavaScript can add/change/remove HTML events

When a web page is loaded, the browser creates a **D**ocument **O**bject **M**odel of the page.

The **HTML DOM** model is constructed as a tree of **Objects**:

### 

### **The HTML DOM Tree of Objects**

**![](data:image/png;base64,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)**

## **Web Browsers**

The purpose of a web browser (Chrome, Edge, Firefox, Safari) is to read HTML documents and display them correctly.

A browser does not display the HTML tags, but uses them to determine how to display the document:

## **HTML Headings**

HTML headings are defined with the <h1> to <h6> tags.

<h1> defines the most important heading. <h6> defines the least important heading:

## **HTML Links**

HTML links are defined with the <a> tag:

**<!DOCTYPE html>**

**<html>**

**<head>**

**<title>My HTML5 Page </title>**

**</head>**

**<body>**

**<h2>HTML Links</h2>**

**<p>HTML links are defined with the a tag:</p>**

**<a href="**[**https://www.google.com**](https://www.google.com)**">Google Home Page</a>**

**</body>**

**</html>**

**HTML Images**

**<!DOCTYPE html>**

**<html>**

**<body>**

**<h2>HTML Images</h2>**

**<p>HTML images are defined with the img tag:</p>**

**<img src="w3schools.jpg" alt="W3Schools.com" width="104" height="142">**

**</body>**

**</html>**

## **Empty HTML Elements**

HTML elements with no content are called empty elements.

The <br> tag defines a line break, and is an empty element without a closing tag:

**<!DOCTYPE html>**

**<html>**

**<body>**

**<p>This is a <br> paragraph with a <br>line break.</p>**

**</body>**

**</html>**

## **HTML Attributes**

* All HTML elements can have attributes
* Attributes provide additional information about elements
* Attributes are always specified in the start tag
* Attributes usually come in name/value pairs like: name="value"

<img src="img\_girl.jpg" width="500" height="600">

C:\

images html

rose.jpg home.html

Absolute Path

<img src=’c:\images\rose.jpg’ </img>

Relative Path

<img src=’ ..\images\rose.jpg’ </img>

## **The style Attribute**

The style attribute is used to add styles to an element, such as color, font, size, and more.

<p style="color:red;">This is a red paragraph.</p>

Note: Not recommended

Note:

Double quotes around attribute values are the most common in HTML, but single quotes can also be used.

In some situations, when the attribute value itself contains double quotes, it is necessary to use single quotes:

<p title='John "ShotGun" Nelson'>

## **HTML Horizontal Rules**

The <hr> stands for **horizontal ruler** tag defines a thematic break in an HTML page, and is most often displayed as a horizontal rule.

**<!DOCTYPE html>**

**<html>**

**<body>**

**<h1>This is heading 1</h1>**

**<p>This is some text.</p>**

**<hr>**

**<h2>This is heading 2</h2>**

**<p>This is some other text.</p>**

**<hr>**

**<h2>This is heading 2</h2>**

**<p>This is some other text.</p>**

**</body>**

**</html>**

## **The HTML Style Attribute**

Setting the style of an HTML element, can be done with the style attribute.

The HTML style attribute has the following syntax:

<*tagname* style="*property*:*value;*">

The ***property*** is a CSS property. The ***value*** is a CSS value.

**<body style="background-color:powderblue;">**

**<h1>This is a heading</h1>**

**<p>This is a paragraph.</p>**

**</body>**

**HTML Formatting Elements**

**<!DOCTYPE html>**

**<html>**

**<body>**

**<p><b>This text is bold</b></p>**

**<p><i>This text is italic</i></p>**

**<p>This is<sub> subscript</sub> and <sup>superscript</sup></p>**

**</body>**

**</html>**

## **HTML Comment Tag**

You can add comments to your HTML source by using the following syntax:

**<!-- Write your comments here →**

**—--------------------------------------------------------------------------------------**

[**https://www3.ntu.edu.sg/home/ehchua/programming/webprogramming/HTML\_CSS\_Basics.html**](https://www3.ntu.edu.sg/home/ehchua/programming/webprogramming/HTML_CSS_Basics.html)

**<!DOCTYPE html>**

**<html>**

**<head>**

**<title>My HTML5 Document</title>**

**</head>**

**<body>**

**<header> <h2><font color="green">Welcome To My HTML5 Demo Page</font></h2></header>**

**<hr>**

**<section>**

**Understanding basics of HTML5<br>**

**ThanQ**

**</section>**

**<hr>**

**<footer><h5 align="center">Wipro 2024</h5></footer>**

**</body>**

**</html>**

##### **Most Frequently-Used HTML Elements**

The most frequently-used HTML elements are:

* block elements: <p> (paragraph), <br> (line break), <h1> to <h6> (heading level 1 to 6), <hr> (horizontal rule), <ul><li> (unordered list), <ol><li> (ordered list), <div>, <header>,<footer>,

<section>

* inline elements: <b> (bold), <i> (italic), <img> (image), <a> (anchor for hyperlink).
* table <table><tr><th><td>.
* Forms:

—----------------------------------------------------------------------------------------------

**<!DOCTYPE html>**

**<html>**

**<head>**

**<meta charset="utf-8">**

**<title>Table and Images</title>**

**<style>**

**table { /\* table \*/**

**border: 1px solid black;**

**border-spacing: 5px;**

**border-collapse: separate;**

**}**

**th, td { /\* cells \*/**

**border: 1px solid #aaa;**

**padding: 5px 10px;**

**}**

**</style>**

**</head>**

**<body>**

**<h1>Table and Images</h1>**

**<table>**

**<caption>Logo of Languages</caption>**

**<tr>**

**<th>S/No</th>**

**<th>Language</th>**

**<th>Logo</th>**

**</tr>**

**<tr>**

**<td>1.</td>**

**<td>HTML5</td>**

**<td><img src="../images/html5-logo.png" alt="HTML Logo" height="64" width="64"></td>**

**</tr>**

**<tr>**

**<td>2.</td>**

**<td>CSS3</td>**

**<td><img src="../images/css3-logo.png" alt="CSS Logo" height="64" width="64"></td>**

**</tr>**

**<tr>**

**<td>3.</td>**

**<td>JavaScript</td>**

**<td><img src="../images/js-logo.png" alt="JavaScript Logo" height="64" width="64"></td>**

**</tr>**

**</table>**

**</body>**

**</html>**

##### **Division <div>...</div> and Span <span>...</span>**

<!DOCTYPE html>

<html>

<head>

<style>

.myDiv {

border: 5px outset red;

background-color: lightblue;

text-align: center;

}

</style>

</head>

<body>

<div class="myDiv">

<h2 style="color:green;">This is a heading in a div element</h2>

<p>This is <span style ="color:red;font-size:40px">Inline styling</span> in a div element.</p> </div>

</body>

</html>

##### **Header <header>...</header>, Footer <footer>...</footer> and Section <section>...</section>**

**<!DOCTYPE html>**

**<html>**

**<head>**

**<style>**

**.myDiv {**

**border: 5px outset red;**

**background-color: lightblue;**

**text-align: center;**

**}**

**</style>**

**</head>**

**<body>**

**<header>HTML5 New Semantic Blocks</header>**

**<section class="myDiv">**

**<h2 style="color:green;">This is a heading in a div element</h2>**

**<p>This is <span style ="color:red;font-size:40px">Inline styling</span>**

**in a div element.</p>**

**</section>**

**<!-- <div class="myDiv">**

**<h2 style="color:green;">This is a heading in a div element</h2>**

**<p>This is <span style ="color:red;font-size:40px">Inline styling</span>**

**in a div element.</p>**

**</div> -->**

**<footer>Copyright 2024@Wipro</footer>**

**</body>**

**</html>**

#### **HTML Tables**

Table-related tags are meant for tabulating data. (Older HTML documents tend to use <table> for formatting the document to divide the document into columns/sections, which should be avoided. Use style sheet for formatting instead.)

The basic unit of a table is a *cell*. Cells are grouped into *row*. Rows are grouped to form the *table*. This corresponds well to the "row-centric" approach in the display.

The essential tags used by table are:

* <table>...</table>: contains the entire table.
* <tr>...</tr>: contains a row.
* <th>...</th> and <td>...</td>: contain a *header* cell and a *data* (*detail*) cell respectively.

Additional tags are:

* <caption>...</caption>: specifies a caption.
* <thead>...</thead>, <tbody>...</tbody>, and <tfoot>...</tfoot>: for marking out the table header, body and footer.
* <colgroup>...</colgroup> and <col>...</col>: for applying styles to column group and column respectively.

**<!DOCTYPE html>**

**<html>**

**<head>**

**<style>**

**thead,tfoot {**

**background-color: #2c5e77;**

**color: #fff;**

**}**

**tbody {**

**background-color: #e4f0f5;**

**}**

**table {**

**border-collapse: collapse;**

**border: 2px solid rgb(140 140 140);**

**font-family: sans-serif;**

**font-size: 0.8rem;**

**letter-spacing: 1px;**

**}**

**caption {**

**caption-side: bottom;**

**padding: 10px;**

**}**

**th, td {**

**border: 1px solid rgb(160 160 160);**

**padding: 8px 10px;**

**}**

**td {**

**text-align: center;**

**}**

**</style>**

**</head>**

**<body>**

**<table>**

**<caption>**

**Council budget (in $) 2024**

**</caption>**

**<thead>**

**<tr>**

**<th>Items</th>**

**<th>Expenditure</th>**

**</tr>**

**</thead>**

**<tbody>**

**<tr>**

**<th>Donuts</th>**

**<td>3,000</td>**

**</tr>**

**<tr>**

**<th>Stationery</th>**

**<td>18,000</td>**

**</tr>**

**</tbody>**

**<tfoot>**

**<tr>**

**<th>Totals</th>**

**<td>21,000</td>**

**</tr>**

**</tfoot>**

**</table>**

**</body>**

**</html>**

**HTML Forms**

[**https://www.almabetter.com/bytes/tutorials/html/html5-form**](https://www.almabetter.com/bytes/tutorials/html/html5-form)

**<!DOCTYPE html>**

**<html>**

**<head>**

**<title>Login Form</title>**

**<style>**

**thead,tfoot {**

**background-color: #2c5e77;**

**color: #fff;**

**}**

**tbody {**

**background-color: #e4f0f5;**

**}**

**table {**

**border-collapse: collapse;**

**border: 2px solid rgb(140 140 140);**

**font-family: sans-serif;**

**font-size: 0.8rem;**

**letter-spacing: 1px;**

**}**

**caption {**

**caption-side: bottom;**

**padding: 10px;**

**}**

**th, td {**

**border: 1px solid rgb(160 160 160);**

**padding: 8px 10px;**

**}**

**td {**

**text-align: center;**

**}**

**</style>**

**</head>**

**<body>**

**<header>**

**<h3 align="center">Login Form</h3>**

**</header>**

**<section >**

**<form id="frmId" action="#" method="GET"></form>**

**<table align="center">**

**<thead>**

**<tr>**

**<th colspan="2">Enter Credentials</th>**

**</tr>**

**</thead>**

**<tbody>**

**<tr>**

**<th><label for="username">UserName</label></th>**

**<td><input type="text" id= "username" size="30" /></td>**

**</tr>**

**<tr>**

**<th><label for="password">Password</label></th>**

**<td><input type="password" id= "password" size="30" /></td>**

**</tr>**

**<tr>**

**<td colspan="2"><input type="submit" id= "submit" size="30"/> </td>**

**</tr>**

**</tbody>**

**</table>**

**</form>**

**</section>**

**<footer>**

**<h5 align="center">Copyright 2024@ Wipro Pvt. Ltd.</h5>**

**</footer>**

**</body>**

**</html>**

#### **Anchors and Hyperlinks**

##### **<a href="*url*" target="...">...</a>**

**target="\_blank": opens the linked document in a new tab or window.**

**target="\_self" (default): opens the linked document in the same window/frame.**

**target="\_parent": opens the linked document in the parent frame.**

**target="\_top": opens the linked document in the full body of the window.**

**target="*frame-name*": opens the linked document in the named frame.**

##### **URLs (Uniform Resource Locators)**

**A URL uniquely identifies a piece of resource over the Internet. A URL is made up of 4 parts as follows:**

***protocol*://*hostname*:*port*/*path\_and\_filename***

1. **Protocol: e.g., http, ftp, mailto, file, telnet and others.**
2. **Server's domain name (e.g., www.w3c.org) or IP address (e.g., 127.0.0.1). The DNS (Domain Name Service) translates a domain name to an IP address.**
3. **Port number (optional): the TCP port number on which the server application is running. The default TCP port number is used if port number is omitted from the URL. For example, default TCP port number 80 will be used for HTTP, 21 for FTP.**
4. **Directory path and file name: Unix-style forward-slash '/' is used as the path separator (instead of Windows-style back-slash '\'). Directory path and filename of the URL are case sensitive.**

## **What is HTML Web Storage?**

**With web storage, web applications can store data locally within the user's browser.**

**Before HTML5, application data had to be stored in cookies, included in every server request. Web storage is more secure, and large amounts of data can be stored locally, without affecting website performance.**

**Unlike cookies, the storage limit is far larger (at least 5MB) and information is never transferred to the server.**

## **The localStorage Object**

**The localStorage object stores the data with no expiration date. The data will not be deleted when the browser is closed, and will be available the next day, week, or year.**

**<!DOCTYPE html>**

**<html>**

**<head>**

**<script>**

**function clickCounter() {**

**if (typeof(Storage) !== "undefined") {**

**if (localStorage.clickcount) {**

**localStorage.clickcount = Number(localStorage.clickcount)+1;**

**} else {**

**localStorage.clickcount = 1;**

**}**

**document.getElementById("result").innerHTML = "You have clicked the button " + localStorage.clickcount + " time(s).";**

**} else {**

**document.getElementById("result").innerHTML = "Sorry, your browser does not support web storage...";**

**}**

**}**

**</script>**

**</head>**

**<body>**

**<p><button onclick="clickCounter()" type="button">Click me!</button></p>**

**<div id="result"></div>**

**<p>Click the button to see the counter increase.</p>**

**<p>Close the browser tab (or window), and try again, and the counter will continue to count (is not reset).</p>**

**</body>**

**</html>**

## **The sessionStorage Object**

**The sessionStorage object is equal to the localStorage object, except that it stores the data for only one session. The data is deleted when the user closes the specific browser tab.**

**localStorage example**

**<!DOCTYPE html>**

**<html>**

**<head>**

**<script>**

**function clickCounter() {**

**if (typeof(Storage) !== "undefined") {**

**if (localStorage.clickcount) {**

**localStorage.clickcount = Number(localStorage.clickcount)+1;**

**} else {**

**localStorage.clickcount = 1;**

**}**

**document.getElementById("result").innerHTML = "You have clicked the button " + localStorage.clickcount + " time(s).";**

**} else {**

**document.getElementById("result").innerHTML = "Sorry, your browser does not support web storage...";**

**}**

**}**

**</script>**

**</head>**

**<body>**

**<p><button onclick="clickCounter()" type="button">Click me!</button></p>**

**<div id="result"></div>**

**<p>Click the button to see the counter increase.</p>**

**<p>Close the browser tab (or window), and try again, and the counter will continue to count (is not reset).</p>**

**</body>**

**</html>**

**sessionStorage Example**

**<!DOCTYPE html>**

**<html>**

**<head>**

**<script>**

**function clickCounter() {**

**if (typeof(Storage) !== "undefined") {**

**if (sessionStorage.clickcount) {**

**sessionStorage.clickcount = Number(sessionStorage.clickcount)+1;**

**} else {**

**sessionStorage.clickcount = 1;**

**}**

**document.getElementById("result").innerHTML = "You have clicked the button " + sessionStorage.clickcount + " time(s) in this session.";**

**} else {**

**document.getElementById("result").innerHTML = "Sorry, your browser does not support web storage...";**

**}**

**}**

**</script>**

**</head>**

**<body>**

**<p><button onclick="clickCounter()" type="button">Click me!</button></p>**

**<div id="result"></div>**

**<p>Click the button to see the counter increase.</p>**

**<p>Close the browser tab (or window), and try again, and the counter is reset.</p>**

**</body>**

**</html>**

**—------------------------------------------------------------------------------------------------------------**

**<!DOCTYPE html>**

**<html>**

**<head>**

**<script>**

**function clickCounter() {**

**if (typeof(Storage) !== "undefined") {**

**if (localStorage.clickcount) {**

**localStorage.clickcount = Number(localStorage.clickcount)+1;**

**} else {**

**localStorage.clickcount = 1;**

**}**

**document.getElementById("result").innerHTML = "You have clicked the button " + localStorage.clickcount + " time(s).";**

**} else {**

**document.getElementById("result").innerHTML = "Sorry, your browser does not support web storage...";**

**}**

**}**

**function resetCounter() {**

**if (typeof(Storage) !== "undefined") {**

**localStorage.setItem("clickcount","0");**

**} else {**

**document.getElementById("result").innerHTML = "Sorry, your browser does not support web storage...";**

**}**

**}**

**</script>**

**</head>**

**<body>**

**<p><button onclick="clickCounter()" type="button">Click me!</button></p>**

**<p><button onclick="resetCounter()" type="button">Reset</button></p>**

**<div id="result"></div>**

**<p>Click the button to see the counter increase.</p>**

**<p>Close the browser tab (or window), and try again, and the counter will continue to count (is not reset).</p>**

**</body>**

**</html>**

**—-------------------------------------------------------------------------**

# **HTML <nav> Tag**

**The <nav> tag defines a set of navigation links.**

**Notice that NOT all links of a document should be inside a <nav> element. The <nav> element is intended only for major blocks of navigation links.**

**<!DOCTYPE html>**

**<html>**

**<body>**

**<h1>The nav element</h1>**

**<p>The nav element defines a set of navigation links:</p>**

**<nav>**

**<a href="/html/">HTML</a> |**

**<a href="/css/">CSS</a> |**

**<a href="/js/">JavaScript</a> |**

**<a href="/python/">Python</a>**

**</nav>**

**</body>**

**</html>**

**—------------------------------------------------------------------------------------------------**

**CSS3**

**Cascading Style Sheet**

**Note:**

**A CSS comment is placed inside the <style> element, and starts with /\* and ends with \*/:**

##### **What is a Style Sheet?**

A *Style Sheet* is *a collection of style rules* that can be applied to *a selected set of HTML elements*. A style rule is used to control the appearance of HTML elements such as their font properties (e.g., type face, size and weight), color properties (e.g., background and foreground colors), alignment, margin, border, padding, and positioning.

The word *cascading* means that multiple style rules can be applied to the same HTML element. The browser follows a certain *cascading order* in finalizing a style to format the HTML element in a predictable fashion.

CSS Syntax:

![](data:image/png;base64,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)

We can divide CSS selectors into five categories:

* Simple selectors (select elements based on name, id, class)
* [Combinator selectors](https://www.w3schools.com/css/css_combinators.asp) (select elements based on a specific relationship between them)
* [Pseudo-class selectors](https://www.w3schools.com/css/css_pseudo_classes.asp) (select elements based on a certain state)
* [Pseudo-elements selectors](https://www.w3schools.com/css/css_pseudo_elements.asp) (select and style a part of an element)
* [Attribute selectors](https://www.w3schools.com/css/css_attribute_selectors.asp) (select elements based on an attribute or attribute value)

## **The CSS element Selector**

The element selector selects HTML elements based on the element name.

<!DOCTYPE html>

<html>

<head>

**<style>**

**p {**

**text-align: center;**

**color: red;**

**}**

**</style>**

</head>

<body>

<p>Every paragraph will be affected by the style.</p>

<p id="para1">Me too!</p>

<p>And me!</p>

</body>

</html>

## **2. The CSS id Selector**

The id selector uses the id attribute of an HTML element to select a specific element.

The id of an element is unique within a page, so the id selector is used to select one unique element!

To select an element with a specific id, write a hash (#) character, followed by the id of the element.

<!DOCTYPE html>

<html>

<head>

**<style>**

**#para1 {**

**text-align: center;**

**color: red;**

**}**

**</style>**

</head>

<body>

**<p id="para1">Hello World!</p>**

<p>This paragraph is not affected by the style.</p>

</body>

</html>

3. **The CSS class Selector**

The class selector selects HTML elements with a specific class attribute.

To select elements with a specific class, write a period (.) character, followed by the class name.

<!DOCTYPE html>

<html>

<head>

**<style>**

**.center {**

**text-align: center;**

**color: red;**

**}**

**</style>**

</head>

<body>

**<h1 class="center">Red and center-aligned heading</h1>**

**<p class="center">Red and center-aligned paragraph.</p>**

</body>

</html>

4. **The CSS Universal Selector**

The universal selector (\*) selects all HTML elements on the page.

<!DOCTYPE html>

<html>

<head>

**<style>**

**\* {**

**text-align: center;**

**color: blue;**

**}**

**</style>**

</head>

<body>

<h1>Hello world!</h1>

<p>Every element on the page will be affected by the style.</p>

<p id="para1">Me too!</p>

<p>And me!</p>

</body>

</html>

## **The CSS Grouping Selector**

The grouping selector selects all the HTML elements with the same style definitions.

**h1, h2, p {**

**text-align: center;**

**color: red;**

**}**

| [***element.class***](https://www.w3schools.com/cssref/sel_element_class.asp) | **p.intro** | **Selects only <p> elements with class="intro"** |
| --- | --- | --- |

**p.intro {**

**text-align: center;**

**color: red;**

**}**

<!DOCTYPE html>

<html>

<head>

**<style>**

**p.intro {**

**text-align: center;**

**color: blue;**

**}**

**</style>**

</head>

<body>

<h1>Hello world!</h1>

**<p class=”intro”>Every element on the page will be affected by the style.</p>**

<p id="para1">Me too!</p>

<p>And me!</p>

</body>

</html>

## **Three Ways to Insert CSS**

There are three ways of inserting a style sheet:

* External CSS
* Internal CSS
* Inline CSS

## **External CSS**

With an external style sheet, you can change the look of an entire website by changing just one file!

Each HTML page must include a reference to the external style sheet file inside the **<link>** element, inside the head section.

Create a folder, css and save mystyle.css in this folder

mystyle.css

—-----------------------------------

body {

background-color: lightblue;

}

h1 {

color: navy;

margin-left: 20px;

}

Create a folder, html and place the following file in this folder.

—-----------------------------demo.html—-------------------------

<!DOCTYPE html>

<html>

<head>

<link rel="stylesheet" href="../css/mystyle.css">

</head>

<body>

<h1>This is a heading</h1>

<p>This is a paragraph.</p>

</body>

</html>

—------------------------------------------------------------------------------------------------------------

## **Internal CSS**

An internal style sheet may be used if one single HTML page has a unique style.

The internal style is defined inside the <style> element, inside the head section.

<!DOCTYPE html>

<html>

<head>

**<style>**

**body {**

**background-color: linen;**

**}**

**h1 {**

**color: maroon;**

**margin-left: 40px;**

**}**

**</style>**

</head>

<body>

<h1>This is a heading</h1>

<p>This is a paragraph.</p>

</body>

</html>

## **Inline CSS**

An inline style may be used to apply a unique style for a single element.

To use inline styles, add the style attribute to the relevant element. The style attribute can contain any CSS property.

<!DOCTYPE html>

<html>

<body>

<h1 style="color:blue;text-align:center;">This is a heading</h1>

<p style="color:red;">This is a paragraph.</p>

<p>This is styling **<span style="color:green;">applied to part of a </span>**text</p>

</body>

</html>

**—---------------------------------------------------------------------------------------------------**

**<!DOCTYPE html>**

**<html>**

**<head>**

**<link rel="stylesheet" type="text/css" href="../css/mystyle.css">**

**<style>**

**h1 {**

**color: orange;**

**}**

**</style>**

**</head>**

**<body>**

**<h1>This is a heading</h1>**

**<p>The style of this document is a combination of an external stylesheet, and internal style</p>**

**</body>**

**</html>**

## **Cascading Order**

What style will be used when there is more than one style specified for an HTML element?

All the styles in a page will "cascade" into a new "virtual" style sheet by the following rules, where number one has the highest priority:

1. Inline style (inside an HTML element)
2. External and internal style sheets (in the head section)
3. Browser default

So, an inline style has the highest priority, and will override external and internal styles and browser defaults.

## **CSS Background Color**

<h1 style="background-color:DodgerBlue;">Hello World</h1>

<p style="background-color:Tomato;">Lorem ipsum...</p>

## **CSS Text Color**

<h1 style="color:Tomato;">Hello World</h1>

<p style="color:DodgerBlue;">Lorem ipsum...</p>

<p style="color:MediumSeaGreen;">Ut wisi enim...</p>

## **CSS Border Color**

<h1 style="border:2px solid Tomato;">Hello World</h1>

<h1 style="border:2px solid DodgerBlue;">Hello World</h1>

<h1 style="border:2px solid Violet;">Hello World</h1>

## **CSS Color Values**

In CSS, colors can also be specified using RGB values, HEX values, HSL values, RGBA values, and HSLA values:

<h1 style="background-color:rgb(255, 99, 71);">...</h1>

<h1 style="background-color:#ff6347;">...</h1>

<h1 style="background-color:hsl(9, 100%, 64%);">...</h1>

<h1 style="background-color:rgba(255, 99, 71, 0.5);">...</h1>

<h1 style="background-color:hsla(9, 100%, 64%, 0.5);">...</h1>

CSS Tables

<!DOCTYPE html>

<html>

<head>

**<style>**

**table, td, th {**

**border: 1px solid;**

**}**

**table {**

**width: 100%;**

**border-collapse: collapse;**

**}**

**</style>**

</head>

<body>

<h2>Let the table borders collapse</h2>

<table>

<tr>

<th>Firstname</th>

<th>Lastname</th>

</tr>

<tr>

<td>Peter</td>

<td>Griffin</td>

</tr>

<tr>

<td>Lois</td>

<td>Griffin</td>

</tr>

</table>

</body>

</html>

—-----------------------------------------------------------------------------------

**<!DOCTYPE html>**

**<html>**

**<head>**

**<style>**

**table, td, th {**

**border: 1px solid black;**

**}**

**table {**

**border-collapse: collapse;**

**width: 100%;**

**}**

**th {**

**height: 70px;**

**}**

**</style>**

**</head>**

**<body>**

**<h2>The width and height Properties</h2>**

**<p>Set the width of the table, and the height of the table header row:</p>**

**<table>**

**<tr>**

**<th>Firstname</th>**

**<th>Lastname</th>**

**<th>Savings</th>**

**</tr>**

**<tr>**

**<td>Peter</td>**

**<td>Griffin</td>**

**<td>$100</td>**

**</tr>**

**<tr>**

**<td>Lois</td>**

**<td>Griffin</td>**

**<td>$150</td>**

**</tr>**

**<tr>**

**<td>Joe</td>**

**<td>Swanson</td>**

**<td>$300</td>**

**</tr>**

**<tr>**

**<td>Cleveland</td>**

**<td>Brown</td>**

**<td>$250</td>**

**</tr>**

**</table>**

**</body>**

**</html>**

## **Hoverable Table**

**<!DOCTYPE html>**

**<html>**

**<head>**

**<style>**

**table {**

**border-collapse: collapse;**

**width: 100%;**

**}**

**th, td {**

**padding: 8px;**

**text-align: left;**

**border-bottom: 1px solid #ddd;**

**}**

**tr:hover {background-color: coral;}**

**</style>**

**</head>**

**<body>**

**<h2>Hoverable Table</h2>**

**<p>Move the mouse over the table rows to see the effect.</p>**

**<table>**

**<tr>**

**<th>First Name</th>**

**<th>Last Name</th>**

**<th>Points</th>**

**</tr>**

**<tr>**

**<td>Peter</td>**

**<td>Griffin</td>**

**<td>$100</td>**

**</tr>**

**<tr>**

**<td>Lois</td>**

**<td>Griffin</td>**

**<td>$150</td>**

**</tr>**

**<tr>**

**<td>Joe</td>**

**<td>Swanson</td>**

**<td>$300</td>**

**</tr>**

**<tr>**

**<td>Cleveland</td>**

**<td>Brown</td>**

**<td>$250</td>**

**</tr>**

**</table>**

**</body>**

**</html>**

**—------------------------------------------------------------------------------------------------------------**

# **CSS Pseudo-classes**

## **What are Pseudo-classes?**

**A pseudo-class is used to define a special state of an element.**

**For example, it can be used to:**

* **Style an element when a user mouses over it**
* **Style visited and unvisited links differently**
* **Style an element when it gets focus**

## **Syntax**

**The syntax of pseudo-classes:**

**selector:pseudo-class {**

**property: value;**

**}**

## **Anchor Pseudo-classes**

**Links can be displayed in different ways:**

**<!DOCTYPE html>**

**<html>**

**<head>**

**<style>**

**/\* unvisited link \*/**

**a:link {**

**color: red;**

**}**

**/\* visited link \*/**

**a:visited {**

**color: green;**

**}**

**/\* mouse over link \*/**

**a:hover {**

**color: hotpink;**

**}**

**/\* selected link \*/**

**a:active {**

**color: blue;**

**}**

**</style>**

**</head>**

**<body>**

**<h2>Styling a link depending on state</h2>**

**<p><b><a href="default.asp" target="\_blank">This is a link</a></b></p>**

**<p><b>Note:</b> a:hover MUST come after a:link and a:visited in the CSS definition in order to be effective.</p>**

**<p><b>Note:</b> a:active MUST come after a:hover in the CSS definition in order to be effective.</p>**

**</body>**

**</html>**

# **CSS Navigation Bar**

## **Navigation Bar = List of Links**

# **CSS Vertical Navigation Bar**

**<!DOCTYPE html>**

**<html>**

**<head>**

**<style>**

**body {**

**margin: 0;**

**}**

**ul {**

**list-style-type: none;**

**margin: 0;**

**padding: 0;**

**width: 25%;**

**background-color: #f1f1f1;**

**position: fixed;**

**height: 100%;**

**overflow: auto;**

**}**

**li a {**

**display: block;**

**color: #000;**

**padding: 8px 16px;**

**text-decoration: none;**

**}**

**li a.active {**

**background-color: #04AA6D;**

**color: white;**

**}**

**li a:hover:not(.active) {**

**background-color: #555;**

**color: white;**

**}**

**</style>**

**</head>**

**<body>**

**<ul>**

**<li><a class="active" href="#home">Home</a></li>**

**<li><a href="#news">News</a></li>**

**<li><a href="#contact">Contact</a></li>**

**<li><a href="#about">About</a></li>**

**</ul>**

**<div style="margin-left:25%;padding:1px 16px;height:1000px;">**

**<h2>Fixed Full-height Side Nav</h2>**

**<h3>Try to scroll this area, and see how the sidenav sticks to the page</h3>**

**<p>Notice that this div element has a left margin of 25%. This is because the side navigation is set to 25% width. If you remove the margin, the sidenav will overlay/sit on top of this div.</p>**

**<p>Also notice that we have set overflow:auto to sidenav. This will add a scrollbar when the sidenav is too long (for example if it has over 50 links inside of it).</p>**

**<p>Some text..</p>**

**<p>Some text..</p>**

**<p>Some text..</p>**

**<p>Some text..</p>**

**<p>Some text..</p>**

**<p>Some text..</p>**

**<p>Some text..</p>**

**</div>**

**</body>**

**</html>**

**CSS horizontal Nav Bar**

**<!DOCTYPE html>**

**<html>**

**<head>**

**<style>**

**ul {**

**list-style-type: none;**

**margin: 0;**

**padding: 0;**

**overflow: hidden;**

**border: 1px solid #e7e7e7;**

**background-color: #f3f3f3;**

**}**

**li {**

**float: left;**

**}**

**li a {**

**display: block;**

**color: #666;**

**text-align: center;**

**padding: 14px 16px;**

**text-decoration: none;**

**}**

**li a:hover:not(.active) {**

**background-color: #ddd;**

**}**

**li a.active {**

**color: white;**

**background-color: #04AA6D;**

**}**

**</style>**

**</head>**

**<body>**

**<ul>**

**<li><a class="active" href="#home">Home</a></li>**

**<li><a href="#news">News</a></li>**

**<li><a href="#contact">Contact</a></li>**

**<li><a href="#about">About</a></li>**

**</ul>**

**</body>**

**</html>**

# **CSS Forms**

**<!DOCTYPE html>**

**<html>**

**<style>**

**input[type=text], select {**

**width: 100%;**

**padding: 12px 20px;**

**margin: 8px 0;**

**display: inline-block;**

**border: 1px solid #ccc;**

**border-radius: 4px;**

**box-sizing: border-box;**

**}**

**input[type=submit] {**

**width: 100%;**

**background-color: #4CAF50;**

**color: white;**

**padding: 14px 20px;**

**margin: 8px 0;**

**border: none;**

**border-radius: 4px;**

**cursor: pointer;**

**}**

**input[type=submit]:hover {**

**background-color: #45a049;**

**}**

**div {**

**border-radius: 5px;**

**background-color: #f2f2f2;**

**padding: 20px;**

**}**

**</style>**

**<body>**

**<h3>Using CSS to style an HTML Form</h3>**

**<div>**

**<form action="/action\_page.php">**

**<label for="fname">First Name</label>**

**<input type="text" id="fname" name="firstname" placeholder="Your name..">**

**<label for="lname">Last Name</label>**

**<input type="text" id="lname" name="lastname" placeholder="Your last name..">**

**<label for="country">Country</label>**

**<select id="country" name="country">**

**<option value="australia">Australia</option>**

**<option value="canada">Canada</option>**

**<option value="usa">USA</option>**

**</select>**

**<input type="submit" value="Submit">**

**</form>**

**</div>**

**</body>**

**</html>**

**—------------------------------------------------------------------------------------------------------------**

**Search field example**

**<!DOCTYPE html>**

**<html>**

**<head>**

**<style>**

**input[type=text] {**

**width: 100%;**

**box-sizing: border-box;**

**border: 2px solid #ccc;**

**border-radius: 4px;**

**font-size: 16px;**

**background-color: white;**

**background-image: url('searchicon.png');**

**background-position: 10px 10px;**

**background-repeat: no-repeat;**

**padding: 12px 20px 12px 40px;**

**}**

**</style>**

**</head>**

**<body>**

**<h2>Input field with an icon inside</h2>**

**<form>**

**<input type="text" name="search" placeholder="Search..">**

**</form>**

**</body>**

**</html>**

**—------------------------------------------------------------------------------------------------------------ Bootstrap 5**

**Bootstrap 5 is the newest version of** [**Bootstrap**](https://www.w3schools.com/bootstrap/default.asp)**, which is the most popular HTML, CSS, and JavaScript framework for creating responsive, mobile-first websites.**

**Other popular libraries:**

**Bulma, Tailwind, Material UI etc.**

[**https://www.w3schools.com/bootstrap5/tryit.asp?filename=trybs\_default&stacked=h**](https://www.w3schools.com/bootstrap5/tryit.asp?filename=trybs_default&stacked=h)

**<!DOCTYPE html>**

**<html lang="en">**

**<head>**

**<title>Bootstrap 5 Example</title>**

**<meta charset="utf-8">**

**<meta name="viewport" content="width=device-width, initial-scale=1">**

**<link href="https://cdn.jsdelivr.net/npm/bootstrap@5.3.3/dist/css/bootstrap.min.css" rel="stylesheet">**

**<script src="https://cdn.jsdelivr.net/npm/bootstrap@5.3.3/dist/js/bootstrap.bundle.min.js"></script>**

**</head>**

**<body>**

**<div class="container-fluid p-5 bg-primary text-white text-center">**

**<h1>My First Bootstrap Page</h1>**

**<p>Resize this responsive page to see the effect!</p>**

**</div>**

**<div class="container mt-5">**

**<div class="row">**

**<div class="col-sm-4">**

**<h3>Column 1</h3>**

**<p>Lorem ipsum dolor sit amet, consectetur adipisicing elit...</p>**

**<p>Ut enim ad minim veniam, quis nostrud exercitation ullamco laboris...</p>**

**</div>**

**<div class="col-sm-4">**

**<h3>Column 2</h3>**

**<p>Lorem ipsum dolor sit amet, consectetur adipisicing elit...</p>**

**<p>Ut enim ad minim veniam, quis nostrud exercitation ullamco laboris...</p>**

**</div>**

**<div class="col-sm-4">**

**<h3>Column 3</h3>**

**<p>Lorem ipsum dolor sit amet, consectetur adipisicing elit...</p>**

**<p>Ut enim ad minim veniam, quis nostrud exercitation ullamco laboris...</p>**

**</div>**

**</div>**

**</div>**

**</body>**

**</html>**

**Topics to go through:**

**Bootstrap**

**Containers, Tables, Images, Buttons, Pagination,**

**Cards, NavBar, Carousel, Forms, Form Validation**

**Exercise:**

Design HTML form with styling for registering persons into a database.

Include the fields of Person class(Java) plus additional fields.

The form should contain the following fields:

AdharCardNumber, firstName, lastName, gender, birthdate, address, religion, city/town/village, state, pincode, education, email, mobile, password

—-------------------------register.css—---------------------------------------------------------

body{

background-color: #dee9ff;

}

.registration-form{

padding: 50px 0;

}

.registration-form form{

background-color: #fff;

max-width: 600px;

margin: auto;

padding: 50px 70px;

border-top-left-radius: 30px;

border-top-right-radius: 30px;

box-shadow: 0px 2px 10px rgba(0, 0, 0, 0.075);

}

.registration-form .form-icon{

text-align: center;

background-color: #5891ff;

border-radius: 50%;

font-size: 40px;

color: white;

width: 100px;

height: 100px;

margin: auto;

margin-bottom: 50px;

line-height: 100px;

}

.registration-form .item{

border-radius: 20px;

margin-bottom: 25px;

padding: 10px 20px;

}

.registration-form .create-account{

border-radius: 30px;

padding: 10px 20px;

font-size: 18px;

font-weight: bold;

background-color: #5791ff;

border: none;

color: white;

margin-top: 20px;

}

.registration-form .social-media{

max-width: 600px;

background-color: #fff;

margin: auto;

padding: 35px 0;

text-align: center;

border-bottom-left-radius: 30px;

border-bottom-right-radius: 30px;

color: #9fadca;

border-top: 1px solid #dee9ff;

box-shadow: 0px 2px 10px rgba(0, 0, 0, 0.075);

}

.registration-form .social-icons{

margin-top: 30px;

margin-bottom: 16px;

}

.registration-form .social-icons a{

font-size: 23px;

margin: 0 3px;

color: #5691ff;

border: 1px solid;

border-radius: 50%;

width: 45px;

display: inline-block;

height: 45px;

text-align: center;

background-color: #fff;

line-height: 45px;

}

.registration-form .social-icons a:hover{

text-decoration: none;

opacity: 0.6;

}

@media (max-width: 576px) {

.registration-form form{

padding: 50px 20px;

}

.registration-form .form-icon{

width: 70px;

height: 70px;

font-size: 30px;

line-height: 70px;

}

}

—--------------------------------------------------registration.html—------------

<!DOCTYPE html>

<html>

<head>

<meta charset="utf-8">

<meta http-equiv="X-UA-Compatible" content="IE=edge">

<meta name="viewport" content="width=device-width, initial-scale=1">

<title>The Easiest Way to Add Input Masks to Your Forms</title>

<link href="https://cdnjs.cloudflare.com/ajax/libs/simple-line-icons/2.4.1/css/simple-line-icons.min.css" rel="stylesheet">

<link rel="stylesheet" href="https://maxcdn.bootstrapcdn.com/bootstrap/4.0.0/css/bootstrap.min.css">

<link rel="stylesheet" href="../css/register.css">

</head>

<body>

<div class="registration-form">

<form id="frmid" action="#" method="GET">

<div class="form-group" align="center">

<h4>Registration Form</h4>

</div>

<div class="form-group">

<input type="text" class="form-control item" id="username" placeholder="Username">

</div>

<div class="form-group">

<input type="password" class="form-control item" id="password" placeholder="Password">

</div>

<div class="form-group">

<input type="email" class="form-control item" id="email" placeholder="Email">

</div>

<div class="form-group">

<input type="text" class="form-control item" id="phonenumber" placeholder="Phone Number">

</div>

<div class="form-group">

<input type="date" class="form-control item" id="birthdate" placeholder="Birth Date">

</div>

<div class="form-group">

<button type="button" class="btn btn-block create-account">Register</button>

</div>

</form>

<!-- <div class="social-media">

<h5>Sign up with social media</h5>

<div class="social-icons">

<a href="#"><i class="icon-social-facebook" title="Facebook"></i></a>

<a href="#"><i class="icon-social-google" title="Google"></i></a>

<a href="#"><i class="icon-social-twitter" title="Twitter"></i></a>

</div>

</div> -->

</div>

<!-- <script type="text/javascript" src="https://code.jquery.com/jquery-3.2.1.min.js"></script> -->

<script type="text/javascript" src="https://cdnjs.cloudflare.com/ajax/libs/jquery.mask/1.14.15/jquery.mask.min.js"></script>

</body>

</html>

<https://getbootstrap.com/docs/5.0/getting-started/introduction/>

[**https://bootsnipp.com**](https://bootsnipp.com)

[**https://epicbootstrap.com/snippets/registration**](https://epicbootstrap.com/snippets/registration)

**—----------------------------------------------------------------------------------------------------------------------------------------------------------------------------------- Javascript**

[**https://www.javascripttutorial.net/what-is-javascript/**](https://www.javascripttutorial.net/what-is-javascript/)

[**https://www3.ntu.edu.sg/home/ehchua/programming/webprogramming/JavaScript\_Introduction.html**](https://www3.ntu.edu.sg/home/ehchua/programming/webprogramming/JavaScript_Introduction.html)

[**https://www.codewithharry.com/blogpost/javascript-cheatsheet/**](https://www.codewithharry.com/blogpost/javascript-cheatsheet/)

1. **Interpreter:** An interpreter runs instructions directly from the programming language without changing them into machine code first.

2. **Compiler:** A compiler changes the entire program into object code (or binary code) and saves it. This code can then be run by the machine. Static compilation.

3. **JIT Compiler**: A JIT compiler converts code into byte code first. Then, at runtime, it changes the byte code into machine-readable code, which makes the program run faster. Dynamic Compilation.

JavaScript is mainly interpreted, but modern JavaScript engines, like V8 in Google Chrome, use JIT (Just-In-Time) compilation to boost performance.

They convert JavaScript code into optimised machine code right before it runs. This mix of interpretation and JIT compilation makes JavaScript fast and versatile for web applications.

Hence we can conclude that JS code is executed in three phases.

**Parsing -> Compiling -> Executing**

**JavaScript code is initially interpreted before any execution begins.**

Note: To enable paste feature in Firefox browser console, first type “allow paste”

{ console.log("Hello"); console.log("Hello Again"); var hello="HELLO"; console.log(hello); console.log("Thank You") }

Notable JavaScript engines include V8 in Chrome, SpiderMonkey in Firefox, and JavaScriptCore in Safari.

## **Client-side vs. Server-side JavaScript**

When JavaScript is used on a web page, it is executed in web browsers, serving as a client-side language.

JavaScript can run on both web browsers and servers. A popular JavaScript server-side environment is [Node.js](https://www.javascripttutorial.net/nodejs-tutorial/). Unlike client-side JavaScript, server-side JavaScript executes on the server and allows you to access databases, file systems, etc.

JavaScript is the most widely used *client-side* programming language that lets you supercharge your HTML with interactivity, animation and dynamic visual effect for better User Interface and User Experience (UI/UX). It is:

* a small, lightweight, object-oriented, cross-platform, special-purpose scripting language meant to be run under a host environment (typically a web browser).
* a *client-side scripting language* to enrich web user-interfaces and create dynamic web pages (e.g., for...input validation, and immediate response to user's actions).
* the engine that supports AJAX (Asynchronous JavaScript and XML - that can be used to update one part of the web page asynchronously), which generate renew interest in JavaScript.
* **JavaScript is Now Everywhere with Node.js**

JavaScript has grown beyond the client-side programming. With the introduction of Node.js in 2009 (an open-source, cross-platform JavaScript run-time environment), you can run your JavaScript standalone or inside the server (instead of a browser). This allows you to use one single language for both the server-side and client-side programming.

**Built-in objects provided by underlying OS.**

window

document

console

—------------------------------------------------------------------------------

### **JavaScript Basic Syntax**

#### **Comments**

Comments are ignored by the JavaScript runtime but greatly useful in explaining your codes to others (and also to yourself three days later). You should use comments liberally to explain or document your codes.

An *end-of-line comment* begins with // and lasts till the end of the current line. A *multi-line comment* begins with /\* and lasts till \*/.

Take note that:

* HTML comments are enclosed inside <!-- ... -->.
* CSS supports multi-line comment /\* ... \*/, but NOT end-of-line comment //.
* JavaScript supports both /\* ... \*/ and //, like Java/C/C++/C#.

#### **Whitespaces (blank, tab, newline)**

Like C/C++/Java, JavaScript ignores additional whitespaces (blanks, tabs, and newlines). I strongly recommend that you use additional whitespaces to format your program to make your code easier to read and understand.

#### **Expressions**

An *expression* is a combination of *variables*, *literals*, *operators*, and *sub-expressions* that can be evaluated to produce *a single value*.

#### **Statements, Semicolon and Blocks**

A *statement* is a single programming instruction. Unlike C/C++/Java, where you need to end a statement with a semicolon (;), in JavaScript the semicolon is *optional*. However, if semicolon is missing, you need to end the statement with a newline (and JavaScript engine will insert a semicolon for you).

Semicolons in JavaScript divide the community. Some prefer to use them always, no matter what. Others like to avoid them for brevity. I shall leave it to you.

A *block* consists of zero or more statements enclosed in a pair of curly braces { *statements* }. No semicolon is needed after the closing brace.

#### **Variables, Literals & Types**

##### **Variable declarations (var, let, const) and Assignment Operator (=)**

A variable is a *named* storage location that holds a *value*. Prior to ES6, you can only use var to declare global variables. ES6 introduces two new keywords: let to declare a *local block-scope* variable, and const to declare a local block-scope constant.

You should try const (safest), followed by let, and avoid var.

You can assign (and re-assign) a value to a variable using the assignment (=) operator. For example,

const magic = 88; // const-variable's value cannot change

for (let i = 0; i < 5; ++i) { // i has local block-scope

console.log(i);

}

var font\_size = 12; // var-variable is global

##### **Identifiers**

Identifiers are names given to identify entities (such as variables and functions). The rules for valid identifiers are:

* An identifier can contain letters (a-z, A-Z), digits (0-9), underscore (\_) and dollar sign ($). But it cannot begin with a digit (0-9).
* Identifiers are case-sensitive. A rose is NOT a Rose, and is NOT a ROSE.
* Identifiers cannot be keywords.
* Take note that hyphen (-) and space are NOT allowed. Hence, font-size, roman new, are NOT valid identifiers. You should use underscore (\_) instead of hyphen (-).

##### **Literals**

A *literal* is a fixed value, e.g., 5566, 3.14, "Hello", 'apple', true, null, that can be assigned to a variable, or form part of an expression.

##### **Types**

JavaScript is object-oriented. But, It supports both *primitive types* and *objects*.

Primitives are not objects and do not possess properties and methods. JavaScript supports these primitive types:

1. string: a sequence of characters. Strings literals are enclosed in a pair of single quotes or double quotes (e.g., "Hello", 'world').
2. number: takes both integer (e.g., 5566) or floating-point (e.g., 3.14159265).
3. boolean: takes boolean literal of either true or false (in lowercase).
4. undefined: takes a special literal value called undefined. Take note that undefined is both a type and a literal value.
5. symbol (ES6): A data type whose instances are unique and immutable.
6. bigint (ES2020/ES11): integers with arbitrary precision.

JavaScript also supports these object types and value (we shall discuss object later):

1. object: for general objects.
2. function: for function objects. Unlike Java, function is a *first class object* in JavaScript, e.g., you can assign a function to a variable.
3. null: A special literal value for unallocated (unconstructed) object. Take note that null is NOT undefined. The typeof(null) is object. null is meant to represent an absence of a constructed object. null is actually considered to be a primitive as it has no properties and methods.

Unlike most of the general programming languages (such as Java/C/C++/C#) which are strongly type, JavaScript is *loosely type* (similar to most of the scripting languages such as UNIX Shell Script, Perl, Python). You do not have to explicitly declare the type of a variable (such as int and float) during declaration. The type is decided *when a value is assigned to that variable*. If a number is assigned, the variable takes on the number type and can perform numeric operations such as addition and subtraction. If a string is assigned, the variable takes on the string type and can perform string operations such as string concatenation. In other words, *the type is associated with the value, instead of the variable*.

##### **Operator typeof**

You can use the operator typeof to check the type of the current value assigned to a variable. typeof returns a string.

typeof *varname* // typeof is an operator

typeof(*varname*) // You can also invoke using function format

For example,

let msg = 'hello'

console.log(typeof msg) //string

let num = 5

console.log(typeof (num)) //number

—-----------------------------------------------------------------------------------------

**!DOCTYPE html>**

**<html>**

**<head>**

**<meta charset="utf-8">**

**<script>**

**alert("Welcome To Javascript");**

**</script>**

**</head>**

**<body>**

**<script>**

**document.write("I'm coming from Javascript code-Line1");**

**</script>**

**<h2>My Home Page</h2>**

**<script>**

**document.write("Last Modifed on "+ document.lastModified);**

**</script>**

**</body>**

**</html>**

**—--------------------------------------------------------------------------------------------------------------**

There are three kinds of pop-up *dialog* boxes for interacting with the users:

1. The alert(*str*) function puts the *str* on a pop-up box with a OK button. User needs to click the OK button to continue.
2. The prompt(*promptingStr*, *defaultStr*?) function puts up an input pop-up box with the *promptingStr* with an OK and Cancel buttons. It returns the input entered by the user as a string; or a special value called null if the user hits the Cancel button. The optional parameter *defaultStr* specifies the initial string to be shown.
3. The confirm(*str*) function puts *str* on a pop-up box with OK and Cancel buttons. It returns true if user hits the OK button; or false otherwise.

**<!DOCTYPE html>**

**<!-- JSExVar.html -->**

**<html lang="en">**

**<head>**

**<meta charset="utf-8">**

**<title>JavaScript Example: Variables and functions prompt() and confirm()</title>**

**<script>**

**var username = prompt("Enter your name: ", "");**

**if (confirm("Your name is " + username)) {**

**document.write("<h1>Hello, " + username + "!</h1>");**

**} else {**

**document.write("<h1>Hello, world!</h1>");**

**}**

**</script>**

**</head>**

**<body>**

**<p>Welcome to JavaScript!</p>**

**</body>**

**</html>**

—----------------------------------------------------------------------------------------------

**<!DOCTYPE html>**

**<!-- Date is a built-in Javascript object-->**

**<html lang="en">**

**<head>**

**<meta charset="utf-8">**

**<title>JavaScript Example: The Date object</title>**

**<script>**

**var now = new Date(); // current date/time**

**var hrs = now.getHours(); // 0 to 23**

**var mins = now.getMinutes();**

**var secs = now.getSeconds();**

**document.writeln("<p>It is " + now + "</p>");**

**document.writeln("<p>Hour is " + hrs + "</p>");**

**document.writeln("<p>Minute is " + mins + "</p>");**

**document.writeln("<p>Second is " + secs + "</p>");**

**if (hrs < 12) {**

**document.writeln("<h2>Good Morning!</h2>");**

**} else {**

**document.writeln("<h2>Good Afternoon!</h2>");**

**}**

**</script>**

**</head>**

**<body></body>**

**</html>**

# **Standard built-in Javascript objects**

### [**Value properties**](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects#value_properties)

These global properties return a simple value. They have no properties or methods.

* [Infinity](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Infinity)
* [NaN](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/NaN)
* [undefined](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/undefined)

### [**Function properties**](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects#function_properties)

These global functions—functions which are called globally, rather than on an object—directly return their results to the caller.

* [eval()](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/eval)
* [isFinite()](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/isFinite)
* [isNaN()](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/isNaN)
* [parseFloat()](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/parseFloat)
* [parseInt()](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/parseInt)

### [**Fundamental objects**](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects#fundamental_objects)

These objects represent fundamental language constructs.

* [Object](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Object)
* [Function](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Function)
* [Boolean](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Boolean)

### [**Numbers and dates**](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects#numbers_and_dates)

These are the base objects representing numbers, dates, and mathematical calculations.

* [Number](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Number)
* [BigInt](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/BigInt)
* [Math](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Math)
* [Date](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Date)

### [**Text processing**](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects#text_processing)

These objects represent strings and support manipulating them.

* [String](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/String)
* [RegExp](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/RegExp)

**Use a conditional statement to print the day of the week in word (i.e., 0 for Sunday, 1 for Monday and etc.)**

**<!DOCTYPE html>**

**<!-- Date is a built-in Javascript object-->**

**<html lang="en">**

**<head>**

**<meta charset="utf-8">**

**<title>JavaScript Example: The Date object</title>**

**</head>**

**<body>**

**<p> Today is: </p>**

**<script>**

**var day = new Date().getDay(); // current date/time**

**switch(day){**

**case 0: document.writeln("Sunday"); break;**

**case 1: document.writeln("Monday"); break;**

**case 2: document.writeln("Tuesday"); break;**

**case 3: document.writeln("Wednesday"); break;**

**case 4: document.writeln("Thursday"); break;**

**case 5: document.writeln("Friday"); break;**

**case 6: document.writeln("Saturday"); break;**

**}**

**</script>**

**</body>**

**</html>**

—--------------------------==============================================

<!DOCTYPE html>

<html lang="en">

<head>

<meta charset="utf-8">

<title>JavaScript Example: Loop</title>

</head>

<body>

<h2>Testing Loop</h2>

<script>

var multiplier = prompt("Enter a multiplier: ");

for (var number = 1; number <= 100; number++) {

document.writeln(number \* multiplier);

}

</script>

</body>

</html>

==============================================================================

Declaring variables using **var** and **let** keywords

var is function-scoped while let is block-scoped.

Declaring a variable inside a function with **var** keyword will limit the scope of the variable to the function i.e cannot be accessed outside the function.

Note that variable declared with var keyword outside a function is called a global variable and is stored in **window** object

A block is one or more statements placed within curly braces {}.

Variable declared inside a block with **let** keyword is accessible only within that block.

**var x=5;**

**{**

**/\* defining function \*/**

**function sampleFn(){**

**var x=10;**

**console.log(x);**

**}**

**sampleFn(); //calling the function**

**console.log(window.x);**

**}**

—--------------------------------------------------------------------------------------------

var x=5;

{

/\* defining function \*/

function sampleFn(){

var x=10;

var y=x+5;

console.log(x);

}

sampleFn(); //calling the function

console.log(window.x); // refers to global variable, same as console.log(x);

**console.log(y); //error**

}

—----------------------------------------------------------------------------------------------------

let x111=5;

{

/\* defining function \*/

function sampleFn(){

let x=10;

{

let y=x+5;

}

// console.log(x+","+y); y is not defined

}

sampleFn(); //calling the function

//global variable declared with let keyword is not placed in window object

console.log(x111);

}

—----------------------------------------------------------------------------------------------------------------------------------

**const keyword**

**Like let const is also block-scoped variable**

**Declaring a constant:**

**const constant\_name = value;**

Note: C, C++, Java, C# are block-scoped languages i.e variables and constants scope is limited to the block where it is declared.

{

// Declare variables with initial values

let f\_name = "Alex";

const ZIP = 560089;

var age = 25;

// Reassign values

f\_name = "Bob"; // the f\_name value is 'Bob"

// ZIP = 65457; // Uncaught TypeError: Assignment to constant variable.

age = 78; // the age value is 78

console.log(f\_name+","+ZIP+","+age);

}

—------------------------------------------------------------------

**{**

**console.log(x); // output as undefined**

**var x=5;**

**console.log(y); //error,can't access lexical declaration 'y' before initialization**

**let y=10;**

**}**

**—----------------------------------------------------------------------**

**Note: The syntax of conditional controls ( if, if .. else, nested if, if else if else ladder, switch statement) and iterative controls( while, do ..while and for loop) are same as in C, C++ and Java.**

**—----------------------------------------------------------------------------------------**

**Javascript Arrays:**

**let arrayName = [<listOfValues>];**

**Ex.**

**Modifiable array:**

**let list = [1,2,3,4,5,6,7,8,9,10];**

**Unmodifiable array:**

**const list = [1,2,3,4,5,6,7,8,9,10];**

**Empty array:**

**list myList = [];**

**Creating an array with constructor:**

**const cars = new Array("Saab", "Volvo", "BMW");**

**same as**

**const cars = [ "Saab", "Volvo", "BMW"];**

**Note: Array indexing starts from 0.**

**Javascript methods on arrays**

## **Converting an Array to a String**

The JavaScript method toString() converts an array to a string of (comma separated) array values.

{

const cars = [ "Saab", "Volvo", "BMW"];

console.log(cars.toString());

}

**{**

**const fruits = ["Banana", "Orange", "Apple", "Mango"];**

**console.log(typeof(fruits)); //object**

**console.log(fruits.length);**

**console.log(fruits[0]);**

**console.log(fruits.at(0));**

**console.log(fruits.toString());**

**console.log(fruits.join("-"));**

**}**

**Popping items out of an array, or pushing items into an array**

**{**

**const fruits = ["Banana", "Orange", "Apple", "Mango"];**

**console.log(fruits);**

**let f1 = fruits.pop();**

**console.log(f1);**

**console.log(fruits);**

**fruits.push("Kiwi");**

**console.log(fruits);**

**}**

**shift() and unshift() methods**

shift() removes the first element and left-shifts the remaining elements.

unshift() adds new element in the first position and shifts all the elements to right by one position

{

const fruits = ["Banana", "Orange", "Apple", "Mango"];

console.log(fruits);

let f1 = fruits.shift();

console.log(f1);

console.log(fruits);

fruits.unshift("Kiwi");

console.log(fruits);

}

**delete() method : Use above methods rather than delete() method since it leaves holes within the array.**

**{**

**const fruits = ["Banana", "Orange", "Apple", "Mango"];**

**console.log(fruits);**

**let f1 = fruits.shift();**

**console.log(f1);**

**console.log(fruits);**

**fruits.unshift("Kiwi");**

**console.log(fruits);**

**delete fruits[0];**

**console.log(fruits.length); //4**

**console.log(fruits);//<1 empty slot>, "Orange", "Apple", "Mango" ]**

**}**

## **JavaScript Array concat()**

**The concat() method creates a new array by merging (concatenating) existing arrays:**

### **{**

**const myGirls = ["Cecilie", "Lone"];**

**const myBoys = ["Emil", "Tobias", "Linus"];**

**const myChildren = myGirls.concat(myBoys);**

**console.log(myChildren);**

**}**

## **JavaScript Array flat()**

**The flat() method creates a new array with sub-array elements concatenated to a specified depth.**

**{**

**const TwoDfruits = [["Banana", "Orange"], ["Apple", "Mango"]];**

**console.log(TwoDfruits);**

**const linearFruits = TwoDfruits.flat();**

**console.log(linearFruits);**

**}**

## **Splicing and Slicing Arrays**

**The splice() method adds new items to an array.**

**The slice() method slices out a piece of an array.**

## **JavaScript Array splice()**

**The splice() method can be used to add new items to an array:**

**{**

**const TwoDfruits = [["Banana", "Orange"], ["Apple", "Mango"]];**

**console.log(TwoDfruits);**

**const linearFruits = TwoDfruits.flat();**

**console.log(linearFruits);**

**linearFruits.splice(2,0,"Kiwi","Grapes");**

**console.log(linearFruits); //[ "Banana", "Orange", "Kiwi", "Grapes", "Apple", "Mango" ]**

**}**

**{**

**const fruits = ["Banana", "Orange", "Apple", "Mango"];**

**let f2 =fruits.splice(2, 2, "Lemon", "Kiwi");**

**console.log(fruits); console.log("Removed elements: " + f2);**

**}**

**Array(4) [ "Banana", "Orange", "Lemon", "Kiwi" ]**

**{**

**const fruits = ["Banana", "Orange", "Lemon", "Apple", "Mango"];**

**const citrus = fruits.slice(1);**

**console.log(fruits);**

**console.log(citrus);**

**}**

**Array(5) [ "Banana", "Orange", "Lemon", "Apple", "Mango" ]**

**debugger eval code:5:9**

**Array(4) [ "Orange", "Lemon", "Apple", "Mango" ]**

## **Array Find and Search Methods**

| [**indexOf()**](https://www.w3schools.com/js/js_array_search.asp#mark_indexof)**, find()**  [**lastIndexOf()**](https://www.w3schools.com/js/js_array_search.asp#mark_lastindexof)  [**includes()**](https://www.w3schools.com/js/js_array_search.asp#mark_includes)  **{**  **const numbers = [4, 9, 16, 25, 29];**  **let first = numbers.find(myFunction);**  **function myFunction(value, index, array) {**  **return value > 18;**  **}**  **console.log(first);**  **}** **Sorting an Array** **The sort() method sorts an array alphabetically:**  **New Method: toSorted()**  **Reversing an Array, reverse()** | [**find()**](https://www.w3schools.com/js/js_array_search.asp#mark_find)  [**findIndex()**](https://www.w3schools.com/js/js_array_search.asp#mark_findindex)  [**findLast()**](https://www.w3schools.com/js/js_array_search.asp#mark_findlast)  [**findLastIndex()**](https://www.w3schools.com/js/js_array_search.asp#mark_findlastindex) |
| --- | --- |

**New method: tpReversed()**

**{**

**const fruits = ["Banana", "Orange", "Apple", "Mango"];**

**fruits.sort();**

**console.log(fruits);**

**fruits.reverse();**

**console.log(fruits);**

**let fruitsNew = fruits.toSorted();**

**console.log(fruits);**

**console.log(fruitsNew);**

**let reversedFruits = fruits.toreversed();**

**console.log(fruits);**

**console.log(reversedFruits);**

**}**

## **Numeric Sort**

**By default, the sort() function sorts values as strings.**

**We need to pass callback function**

**Note: A callback is a function that is passed to another function as an argument.**

**{**

**const points = [40, 100, 1, 5, 25, 10];**

**points.sort(function(a, b){return a - b});**

**console.log(points); // [ 1, 5, 10, 25, 40, 100 ]**

**}**

## **Array Iteration Methods**

Note: We need to pass callback functions to the following methods.

**forEach(), map(), filter(), reduce()**

**Spread operator( … )**

**{**

**const numbers = [1,2,3,4,5];**

**numbers.forEach(myFunction );**

**function myFunction(value, index, array) {**

**console.log(value);**

**}**

**}**

## **JavaScript Array map()**

**The map() method creates a new array by performing a function on each array element.**

**{**

**const numbers1 = [45, 4, 9, 16, 25];**

**const numbers2 = numbers1.map(myFunction);**

**function myFunction(value, index, array) {**

**return value \* 2;**

**}**

**console.log(numbers1);**

**console.log(numbers2);**

**}**

**{**

**const numbers1 = [45, 4, 9, 16, 25];**

**const numbers2 = numbers1.map(myFunction);**

**function myFunction(value, index, array) { return value \* 2; }**

**console.log(numbers1);**

**console.log(numbers2);**

**}**

**Array(5) [ 45, 4, 9, 16, 25 ]**

**debugger eval code:8:9**

**Array(5) [ 90, 8, 18, 32, 50 ]**

**{**

**const numbers1 = [1,2,3,4,5,6];**

**const numbers2= numbers1.flatMap(myFunction);**

**function myFunction(value) {**

**return value\*value;**

**}**

**console.log(numbers1);**

**console.log(numbers2);**

**}**

## **JavaScript Array filter()**

**The filter() method creates a new array with array elements that pass a test.**

**{**

**const numbers = [1,2,3,4,5,6,7,8,9,10];**

**const evenNumbers= numbers.filter(myFunction);**

**function myFunction(value,index, array) {**

**return value%2 == 0;**

**}**

**console.log(numbers);**

**console.log(evenNumbers); //[ 2, 4, 6, 8, 10 ]**

**}**

## **JavaScript Array reduce()**

**The reduce() method runs a function on each array element to produce (reduce it to) a single value.**

**The reduce() method works from left-to-right in the array.**

**{**

**const numbers = [45, 4, 9, 16, 25];**

**let sum = numbers.reduce(myFunction);**

**function myFunction(total, value) { return total + value; }**

**console.log(sum);**

**}**

**99**

## **JavaScript Array every()**

**The every() method checks if all array values pass a test.**

**{**

**const numbers = [45, 4, 9, 16, 25];**

**let allOver18 = numbers.every(myFunction);**

**function myFunction(value, index, array) { return value > 18; }**

**console.log(allOver18);**

**}**

**false**

**Note: Complementary function for the above is called some()**

## **JavaScript Array.from()**

**The Array.from() method returns an Array object from any object with a length property or any iterable object.**

**{**

**let name="ADMIN";**

**const arr = Array.from(name);**

**console.log(arr);**

**}**

**Array(5) [ "A", "D", "M", "I", "N" ]**

## **JavaScript Array Spread (...)**

**The ... operator expands an iterable (like an array) into more elements:**

**{**

**let list1=[1,2,3,4,5];**

**let list2=[6,7,8,9];**

**let list3 = [...list1 , ...list2];**

**console.log(list3); //[ 1, 2, 3, 4, 5, 6, 7, 8, 9 ]**

**}**

**—-------------------------------------------------------------------------------------------------------------------------**

**Javascript built-in objects**

**Math, Date, Random**

# **JavaScript Set and Map objects**

A JavaScript Set is a collection of unique values.

Each value can only occur once in a Set.

The values can be of any type, primitive values or objects.

{

const letters = new Set(["a","b","c"]);

console.log(letters);

letters.add("d");

letters.add("a");

console.log(letters);

const digits= new Set();

digits.add(1);

digits.add(2);

digits.add(1);

digits.add(2);

console.log(digits);

}

# **JavaScript Maps**

A Map holds key-value pairs where the keys can be any datatype.

A Map remembers the original insertion order of the keys.

{

// Create a Map

const fruits = new Map([

["apples", 500],

["bananas", 300],

["oranges", 200]

]);

console.log(fruits.get("bananas"));

// Create a Map

const fruitsNew = new Map();

// Set Map Values

fruitsNew.set("apples", 500);

fruitsNew.set("bananas", 300);

fruitsNew.set("oranges", 200);

console.log(fruits);

console.log(fruitsNew);

}

# **JavaScript Objects**

Objects are containers for Properties and Methods. Properties are named Values. Methods are Functions stored as Properties.

In JavaScript, almost "everything" is an object.

* Objects are objects
* Maths are objects
* Functions are objects
* Dates are objects
* Arrays are objects
* Maps are objects
* Sets are objects

**All JavaScript values, except primitives, are objects.**

## **JavaScript Primitives**

A **primitive value** is a value that has no properties or methods.

**3.14** is a primitive value

A **primitive data type** is data that has a primitive value.

JavaScript defines 7 types of primitive data types:

* string
* number
* boolean
* null
* undefined
* symbol
* bigint

| **Value** | **Type** | **Comment** |
| --- | --- | --- |
| "Hello" | string | "Hello" is always "Hello" |
| 3.14 | number | 3.14 is always 3.14 |
| true | boolean | true is always true |
| false | boolean | false is always false |
| null | null (object) | null is always null |
| undefined | undefined | undefined is always undefined |

**const objectName= {**

**name: value,**

**name: value,**

**……**

**};**

**Empty object**

**// Create an Object**

**const person = {};**

**// Add Properties**

**person.firstName = "John";**

**person.lastName = "Doe";**

**person.age = 50;**

**person.eyeColor = "blue";**

**{**

**const person = {**

**adharcard: 123456789,**

**name: "Smith",**

**birthdate: "10-15-2001",**

**gender: "M"**

**};**

**console.log(person.name+","+person.gender);**

**}**

**—---------------------------------------------------------------------------------------**

**{**

**//Javascript objects are mutable**

**const person = {**

**firstName:"John",**

**lastName:"Doe",**

**age:50, eyeColor:"blue"**

**}**

**//person and samePerson are referring to same object**

**const samePerson = person;**

**console.log(person.age+","+samePerson.age);**

**samePerson.age = 55;**

**console.log(person.age+","+samePerson.age);**

**}**

## **JavaScript Object Methods**

1. **Objects** are containers for **Properties** and **Methods**.
2. **Properties** are named **Values**.
3. **Methods** are **Functions** stored as **Properties**.
4. **Properties** can be primitive values, functions, or even other objects.

**const objectName = {**

**propertyName: value,**

**…….**

**functionName: function(){**

**}**

**……..**

**};**

**{**

**const person = {**

**firstName: "John",**

**lastName : "Doe",**

**id : 5566,**

**fullName : function() {**

**return this.firstName + " " + this.lastName;**

**}**

**};**

**console.log(person.fullName());**

**}**

**—----------------------------------------------------------------------------------------**

**{**

**const person = {**

**firstName: "John",**

**lastName : "Doe",**

**id : 5566,**

**fullName : function(firstName,lastName) {**

**this.firstName=firstName;**

**this.lastName=lastName;**

**return this.firstName + " " + this.lastName;**

**}**

**};**

**console.log(person.firstName+" "+person.lastName);**

**console.log(person.fullName("Ravi","Kumar"));**

**console.log(person.firstName+" "+person.lastName);**

**}**

**—----------------------------------------------------------------------------**

**{**

**const person = {**

**firstName: "John",**

**lastName : "Doe",**

**id : 5566,**

**fullName : function(firstName,lastName) {**

**this.firstName=firstName;**

**this.lastName=lastName;**

**return this.firstName + " " + this.lastName;**

**}**

**};**

**console.log(person.firstName+" "+person.lastName);**

**console.log(person.fullName("Ravi","Kumar"));**

**console.log(person.firstName+" "+person.lastName);**

**//adding property ao JS object**

**person.nationality="India";**

**//adding functionality to JS object**

**person.getId = function(){**

**return this.id;**

**}**

**console.log(person);**

**console.log(person.getId() );**

**//deleting property**

**delete person.lastName;**

**console.log(person);**

**}**

**{**

**const person = {**

**firstName: "John",**

**lastName : "Doe",**

**id : 5566,**

**fullName : function(firstName,lastName) {**

**this.firstName=firstName;**

**this.lastName=lastName;**

**//return this.firstName + " " + this.lastName;**

**return (this.firstName + " " + this.lastName).toUpperCase();**

**},**

**//Nested object**

**myCars: {**

**car1: "Ciaz",**

**car2: "Benz",**

**car3: "BMW"**

**}**

**};**

**console.log(person.myCars.car1+" "+person.myCars.car2+","+person.myCars.car3);**

**}**

**—----------------------------------------------------------------**

**Arrays of objects**

**const arrayName = [ {},{},{}];**

**Const persons = [**

**{**

**adharcard: 123456789,**

**name: "Smith",**

**birthdate: "10-15-2001",**

**gender: "M"**

**},**

**{**

**adharcard: 123456789,**

**name: "Smith",**

**birthdate: "10-15-2001",**

**gender: "M"**

**},**

**{**

**adharcard: 123456789,**

**name: "Smith",**

**birthdate: "10-15-2001",**

**gender: "M"**

**}**

**];**

Display the above objects

{

const person = {

adharcard: 123456789,

name: "Smith",

birthdate: "10-15-2001",

gender: "M"

};

console.log(person.name+","+person.gender);

const arr = Object.values(person);

console.log(arr);//[ 123456789, "Smith", "10-15-2001", "M" ]

}

{

// Create an Object

const person = {

name: "John",

age: 30,

city: "New York"

};

// Stringify Object

**let myString = JSON.stringify(person);**

console.log(person);

}

**Some solutions to display JavaScript objects are:**

* Displaying the Object Properties by name
* Displaying the Object Properties in a Loop
* Displaying the Object using Object.values()
* Displaying the Object using JSON.stringify()

**{**

**const person = {**

**name: "John",**

**age: 30,**

**city: "New York"**

**};**

**// Build a Text**

**let text = "";**

**for (let x in person) {**

**text += person[x] + " ";**

**};**

**console.log(text);**

**for(let i in person){**

**console.log(person[i]+",");**

**}**

**}**

—--------------------------------------------------------------

**Displaying the Object using Object.values()**

**Object.values() creates an array from the property values:**

{

const person = {

name: "John",

age: 30,

city: "New York"

};

//Object.values() creates an array from the property values:

const perArr = Object.values(person)

console.log(perArr);

}

## **Using Object.entries()**

Object.entries() makes it simple to use objects in loops:

**{**

**const fruits = {Bananas:300, Oranges:200, Apples:500};**

**let text = "";**

**for (let [name, value] of Object.entries(fruits)) {**

**text += name + ": " + value ;**

**}**

**console.log(text);**

**}**

## **Using JSON.stringify()**

**{**

**const fruits = {Bananas:300, Oranges:200, Apples:500};**

**console.log(JSON.stringify(fruits));**

**}**

# **JavaScript Object Constructors**

**{**

**//Object Type, Person**

**function Person(first, last, age, eye) {**

**this.firstName = first;**

**this.lastName = last;**

**this.age = age;**

**this.eyeColor = eye;**

**}**

**const myFather = new Person("John", "Doe", 50, "blue");**

**const myMother = new Person("Sally", "Rally", 48, "green");**

**const mySister = new Person("Anna", "Rally", 18, "green");**

**{"firstName":"John","lastName":"Doe","age":50,"eyeColor":"blue"}//**

**console.log(JSON.stringify(myFather));**

**}**

—-----------------------------------------------------------------------------------------------

**Javascript String object**

**let stringName = “literal”;**

**let stringName= ‘literal’;**

**Javascript String methods**

## **Extracting String Parts**

**There are 3 methods for extracting a part of a string:**

* **slice(*start*, *end*)**
* **substring(*start*, *end*)**
* **substr(*start*, *length*)**

## **JavaScript String search()**

**The search() method searches a string for a string (or a regular expression) and returns the position of the match:**

## **JavaScript String match()**

**{**

**let text = "The rain in SPAIN stays mainly in the plain";**

**const myArr = text.match(/ain/);**

**console.log(myArr.toString());**

**}**

**ain**

**—-------------------------------------------------------------------------------------------------------------------------------------------------------------------**

# **JavaScript Events**

**HTML events are "things" that happen to HTML elements.**

**When JavaScript is used in HTML pages, JavaScript can "react" to these events.**

## **HTML Events**

**An HTML event can be something the browser does, or something a user does.**

**Here are some examples of HTML events:**

* **An HTML web page has finished loading**
* **An HTML input field was changed**
* **An HTML button was clicked**

**When events happens, you may want to do something.**

**JavaScript lets you execute code when events are detected.**

**HTML allows event handler attributes, with JavaScript code, to be added to HTML elements.**

**<button onclick="document.getElementById('demo').innerHTML = Date()">The time is?</button>**

**JavaScript can be used to handle many types of events, in response to a user's action or browser's action. For example,**

* **onload: fires *after* browser loaded the page.**
* **onmouseover and onmouseout: fires when the user points the mouse pointer at/away from the HTML element.**

## **Common HTML Events**

**Here is a list of some common HTML events:**

| **Event** | **Description** |
| --- | --- |
| **onchange** | **An HTML element has been changed** |
| **onclick** | **The user clicks an HTML element** |
| **onmouseover** | **The user moves the mouse over an HTML element** |
| **onmouseout** | **The user moves the mouse away from an HTML element** |
| **onkeydown** | **The user pushes a keyboard key** |
| **onload** | **The browser has finished loading the page** |

**For complete list of events:**

[**https://www.w3schools.com/jsref/dom\_obj\_event.asp**](https://www.w3schools.com/jsref/dom_obj_event.asp)

**—-------js-demo7.html—------------------------------------------**

<!DOCTYPE html>

<html>

<head>

<script>

function handleClick(){

document.getElementById('demo').innerHTML= Date();

}

</script>

</head>

<body>

<h1>JavaScript HTML Events</h1>

<h2>The onclick Attribute</h2>

**<button onclick="handleClick()">The time is?</button>**

<p id="demo">This is placeholder</p>

</body>

</html>

—----------------------------------------------------------------------------------

## **JavaScript Event Handlers**

Event handlers can be used to handle and verify user input, user actions, and browser actions

**<!DOCTYPE html>**

**<html lang="en">**

**<head>**

**<meta charset="utf-8">**

**<title>JavaScript Example: Events onload, onmouseover and onmouseout</title>**

**<script>**

**var msgLoad = "Hello!";**

**</script>**

**</head>**

**<body onload="alert(msgLoad)">**

**<p>"Hello" alert Box appears <em>after</em> the page is loaded.</p>**

**<p onclick='this.style.color="blue"' onmouseover="this.style.color='red'"**

**onmouseout="this.style.color=''">Point your mouse pointer here!!!</p>**

**</body>**

**</html>**

**—----------------------------------------js-demo9.html—-----------**

**<!DOCTYPE html>**

**<html lang="en">**

**<head>**

**<meta charset="utf-8">**

**<title>JavaScript Example: Separating HTML, CSS and JavaScript</title>**

**<link rel="stylesheet" href="../css/demo9.css">**

**</head>**

**<body>**

**<p>"Hello" alert Box appears <em>after</em> the page is loaded.</p>**

**<p id="magic">Point your mouse pointer here!!!</p>**

**<script src="../js/demo9.js"></script>**

**</body>**

**</html>**

**—----------------------------------demo9.css—----------**

**.highlightMouseover {**

**color: red;**

**}**

**.highlightClick {**

**color: powderblue;**

**}**

**—--------------------------demo9.js—---------------------------------------------window.onload = function() {**

**init();**

**alert("Hello!");**

**}**

**function init() {**

**document.getElementById("magic").onmouseover = function() {**

**this.className = "highlightMouseover";**

**}**

**document.getElementById("magic").onmouseout = function() {**

**this.className = "";**

**}**

**document.getElementById("magic").onclick = function() {**

**this.className = "highlightClick";**

**}**

**}**

**—----------------------------------------------------------------------**

We can select HTML element(s) within the current page via these JavaScript built-in functions:

1. document.getElementById(*idName*): returns the HTML element with id="*idName*", or null if the id does not exist. The id value should be unique within an HTML document.
2. document.getElementsByTagName(*tagName*): returns an array of HTML elements with the given HTML tag.
3. document.getElementsByClassName(*className*): returns an array of HTML elements having attribute class="*className*".
4. document.getElementsByName(*name*): returns an array of HTML elements having attribute name="*name*".

—-------------------------for .. of loop--------------------------------------

for (variable of iterable) {

// code block to be executed

}

{

const list = [1,2,3,4,5];

for(let i of list){

console.log(i);

}

}

—------------js-demo10.html—------------------------------------

**<!DOCTYPE html>**

**<html lang="en">**

**<head>**

**<meta charset="utf-8">**

**<title>JavaScript Example: Modifying the Text Content of HTML Elements</title>**

**</head>**

**<body>**

**<h1 id="heading1">Heading 1</h1>**

**<h2>Heading 2</h2>**

**<h2>Heading 2</h2>**

**<p class="para">Paragraph 1</p>**

**<p class="para">Paragraph 2</p>**

**<p class="para">Paragraph 3</p>**

**<input type="button" id="btn1" value="Change Heading 1" />**

**<input type="button" id="btn2" value="Change Heading 2" />**

**<input type="button" id="btn3" value="Change Paragraph" />**

**<script src="JSExInnerHtml.js"></script>**

**</body>**

**</html>**

**—--------------------------------------------------demo10.js—--------------------**

**window.onload = init;**

**function init() {**

**document.getElementById("btn1").onclick = changeHeading1;**

**document.getElementById("btn2").onclick = changeHeading2;**

**document.getElementById("btn3").onclick = changeParagraph;**

**}**

**function changeHeading1() {**

**//document.getElementById("heading1").innerHTML = "hello";**

**//same as given below, the below approach is recommended**

**//replace innerHTML with textContent**

**const elm = document.getElementById("heading1"); // id is unique**

**elm.textContent = "hello";**

**// Create a new element and insert after h1**

**const newElm = document.createElement('p');**

**newElm.textContent = "hello, hello";**

**elm.after(newElm);**

**}**

**function changeHeading2() {**

**const elms = document.getElementsByTagName("h2"); // Array of elements**

**for (let i = 0; i < elms.length; i++) { // using traditional for(;;) loop**

**elms[i].textContent = "hello, again";**

**}**

**}**

**function changeParagraph() {**

**const elms = document.getElementsByClassName("para"); // Array of elements**

**for (const elm of elms) { // using JavaScript's for...of loop**

**// using const-declaration as a new block-scope elm is created for each iteration**

**elm.textContent = "hello, again and again";**

**}**

**}**

**—------------------------------------------------------------------------------**

# **JavaScript HTML DOM EventListener**

### **Example**

Add an event listener that fires when a user clicks a button:

document.getElementById("myBtn")

.addEventListener("click", displayDate);

is same

document.getElementById("myBtn").onclick = displayDate;

**Assignment:**

Create a basic calculator that takes two numbers and displays the result. The basic operations

1. Add b. Subtract c. Multiply 4. divide

Create an html file, css and JS file and link them.

—----------------------------------------------------------------------------------------------------------------------js-demo11.html-----------------------------

#### **Intercepting a Hyperlink**

<!DOCTYPE html>

<html lang="en">

<head>

<meta charset="utf-8">

<title>JavaScript Example: Intercept an Hyperlink</title>

</head>

<body>

<h4>Interceptin Hyperlink</h4>

<a href="js-demo1.html" id="myLink">JavaScript Example 1</a>

<h5>ThanQ</h5>

<script src="../js/demo11.js" ></script>

</body>

</html>

—------------------demo11.js—---------------------------

window.onload = init;

function init() {

document.getElementById("myLink").onclick = showWarning;

}

function showWarning() {

return confirm("Warning! Proceed with care!");

}

—---------------------------------------------------------------------

**Javascript Functions**

1. Named functions
2. Anonymous functions
3. IIFE functions
4. Arrow functions

Higher-order functions:

1. Callback functions
2. Function returning Function
3. Closures
4. **Named Functions**

**function functionName([<parameter(s)>]){**

**}**

**{**

**//Named Functions**

**function sayHello(){**

**return "Hello";**

**}**

**function sayHi(name){**

**return "Hi, "+name;**

**}**

**const greet = sayHello();**

**console.log(greet);**

**console.log(sayHi("Ravi") );**

**}**

—---------------------------------------------------------------------------

The function arguments/parameters can have default values

**function functionName(parameterName=value){**

**}**

**We can call the function passing no value or a value.**

**{**

**function sayHi(name="Smith"){**

**return "Hi, "+name;**

**}**

**console.log(sayHi("Ravi") );**

**console.log(sayHi());**

**}**

**—-----------------------------------------------------------------------**

**Function Hoisting**

**We can all the named functions before its definition, is**

**called function hoisting.**

**{**

**console.log(sayHi("Ravi") );**

**console.log(sayHi());**

**function sayHi(name="Smith"){**

**return "Hi, "+name;**

**}**

**}**

**Note: Function hoisting applicable only for named functions**

**—--------------------------------------------------------------**

1. **Anonymous Function**

**A function without a name is called anonymous function.**

**Note: Function hoisting not allowed for anonymous functions.**

**const functionRef = function([<parameters>]){**

**}**

**{**

**//Anonymous function**

**const funRef = function(firstName, lastName){**

**let fullName = (firstName+" "+ lastName).toUpperCase();**

**return fullName;**

**}**

**const name = funRef("Ravi","Kumar");**

**console.log(name);**

**}**

**4. IIFE : Immediately Invoke Function Expression**

**In this method, the function is not only defined but executed at same time.**

**(function(){**

**})();**

**{**

**const name= (function(firstName, lastName){**

**let fullName = (firstName+" "+ lastName).toUpperCase();**

**return fullName;**

**})("Ravi","Kumar");**

**console.log(name);**

**}**

**5. Arrow function**

**Introduce in ES6 and is short-cut verion of defining a function.**

**const funRef = ([<parameters>]) => {**

**};**

**{**

**const funRef = () => {**

**console.log("Hi, I'm a arrow function");**

**};**

**funRef();**

**const funRef1 = (fn,ln) => {**

**let fullName= (fn+" "+ ln).toUpperCase();**

**return fullName;**

**};**

**console.log(funRef1("Ravi","Kumar"));**

**const funRef2 = (fn,ln) => {**

**return (fn+" "+ ln).toUpperCase();**

**};**

**console.log(funRef2("Ravi","Kumar"));**

**//same as**

**const funRef3 = (fn,ln) => (fn+" "+ ln).toUpperCase();**

**console.log(funRef3("Ravi","Kumar"));**

**console.log( (()=>"Hello" )());**

**}**

**{**

**const f = (nm) => "Hi, "+nm ;**

**console.log(f("Smith"));**

**console.log( (()=>"Hello" )());**

**}**

**II. Higher-order Functions**

1. **Callback function**

**A function that is passed as an argument to another function is called callback function.**

**It is called so because the receiving function invokes the callback function when it requires.**

**receivingFunction( cb ){**

**—-----------—-----;**

**cb(); //invoking callback function**

**—--------------------;**

**}**

**//callback function**

**function f(){**

**//task**

**}**

**//passing reference of function f()**

**receivingFunction( f );**

**—---------------------------------------------**

**{**

**function fun1(){**

**return "hello";**

**}**

**const fun2 = function(){**

**return "hello";**

**}**

**const fun3 = () => "hello";**

**//cb is called formal parameter**

**function fun(cb){**

**console.log("I'm receving a callback function");**

**let m = cb();//invoking the callback function**

**console.log(m);**

**}**

**//fun1,fun2,fun3 are called as actual parameters**

**//here actual parameters are callback functions**

**fun(fun1);**

**fun(fun2);**

**fun(fun3);**

**//fun( fun3() ); //invoking fun3() and its response is sent to fun()**

**}**

**—--------------------------------------------**

**{**

**const f1 = ( cb) =>{**

**return cb() + " again";**

**}**

**// const f2 = () => "Hello";**

**//f1(f2);**

**//same as**

**const m = f1( () => "Hello" );**

**console.log(m);**

**}**

**—--------------------------------------------------------------**

1. **Function returning a function**

**const f = () => {**

**—------------;**

**return () => { } ;**

**}**

**const f1 = f()**

**f1();**

**—--------------------------------------------------------------**

**{**

**//function returning a function**

**const f1 = (m) => {**

**const greet = "Hi, "+ m;**

**console.log(greet);**

**return ()=> greet; //returning arrow function**

**};**

**const f2 = f1("Ravi"); //Hi, Ravi**

**console.log( f2() ); //Hi, Ravi**

**}**

**The inner function is returning a variable that belongs to the outer function.**

**When the inner function is executed, it is able to access the variables even after the execution of outer function.**

**This concept is called as closures.**

**Even after execution of outer function, the inner is able to access variables that belong to outer function.**

**In the above example, f1() is the outer function and f2() is the inner function.**

**—------------------------------------------------------------**

**{**

**//function that receives a callback function and returns a function**

**const f1 = (cb) => {**

**const x = cb(); //invoking f2()**

**//const f = () => x;**

**//return f;**

**// the above 2 statements are same as following statement**

**return () => x; //returning inner function**

**}**

**const f2 = () => "Hello";**

**const f3 = f1( f2 );**

**console.log( f3() );**

**}**

**—--------------------------------------------------------------------------------------------------------------------------------------------------------------------------------**

**Javascript : Asynchronous Vs Synchronous, Callbacks, Promises and async/await**

**Asynchronous Vs Synchronous**

<https://www.freecodecamp.org/news/asynchronous-javascript-explained/>

Execution of the statements sequentially is synchronous coding where the next statement gets executed only after execution of previous statement.

All the scrips written so far are synchronous.

**In Asynchronous programming, the long running tasks will not block the execution of remaining tasks.**

**{**

**const fun1 = () => { —------}**

**funi1();**

**const fun2 = () => {**

**//fetch data from remote server**

**}**

**// long-running task**

**fun2();**

**const fun3 = () => { —------}**

**funi3();**

**}**

By default, JavaScript is a synchronous, single threaded programming language. This means that instructions can only run one after another, and not in parallel.

To further understand the asynchronous nature of JavaScript, we will go through **callback functions, promises, and async and await.**

**Callback Function**

**Callbacks are those functions which are passed as arguments to another function and are executed when a particular task is completed.**

**{**

**console.log('fired first');**

**console.log('fired second');**

**//setTimeout() is an Javascript asynchronous function that //takes a callback function and**

**//time in milliseconds as parameters. The callback function is //executed after a delay of ateast 2 seconds**

**setTimeout(()=>{**

**console.log('fired third');**

**},2000);**

**console.log('fired last');**

**}**

**Execution of long-running tasks can be sent as callback functions to setTimeout() function to achieve asynchronous programming.**

**{**

**function fetchData(callback) {**

**setTimeout(() => {**

**callback('Data fetched');**

**}, 2000);**

**}**

**fetchData((result) => {**

**console.log(result); // Output: Data fetched**

**});**

**console.log("main code section");**

**}**

**This method was very efficient, but only to a certain point. Sometimes, developers have to make multiple calls to different sources in their code. In order to make these calls, callbacks are being nested until they become very hard to read or maintain. This is referred to as Callback Hell**

**Advantages of Callbacks**

* **They are very simple to use and are widely supported.**
* **Efficient when working with simple asynchronous operations.**

**Disadvantages of Callbacks**

* **Quite complicated when dealing with multiple asynchronous operations which leads to callback hell.**
* **Error handling is challenging task as the code becomes complicated and hard to understand.**

**To fix this problem, promises were introduced.**

# **Promises**

**Promises is a representation of completion or failure of any asynchronous operation. It allows chaining of multiple asynchronous operations. There are basically 3 states in promises i.e., resolve, pending and reject.**

**{**

**function fetchData() {**

**return new Promise((resolve, reject) => {**

**setTimeout(() => {**

**resolve('Data fetched');**

**}, 1000);**

**});**

**}**

**fetchData()**

**.then((result) => {**

**console.log(result); // Output: Data fetched**

**})**

**.catch((error) => {**

**console.error(error);**

**});**

**}**

**In the above code, we have a fetchData() function which returns a promise. If the promise is resolved, the result will be displayed and if it is rejected then the catch block will be executed which will display the error.**

**Chaining Promise:**

**fetchData()**

**.then((result) => {**

**return processData(result);**

**})**

**.then((processedData) => {**

**console.log(processedData);**

**})**

**.catch((error) => {**

**console.error(error);**

**});**

**In the above code, fetchData() function is either resolved or rejected. If the request is resolved, .then will be executed step-by-step. But is the request is rejected then the chain will be executed till it reaches the .catch block to display the error.**

**Advantages of Promises**

* **Promises solves the main problem of callback hell by providing chaining. This makes code more readable and clean.**
* **Error handling is improved with the help of promises as we can use .catch() for error handling in promises.**

**Disadvantages of Promises**

* **It requires deep understanding of Promises API as it includes multiple properties and methods.**

# **Async/Await**

**Async/await is a feature that is built on top of promises to make it better and efficient. It is more concise and provides a synchronous-like way to write asynchronous programs. await keyword is always used inside the async function scope.**

**{**

**async function fetchData() {**

**return new Promise((resolve, reject) => {**

**setTimeout(() => {**

**resolve('Data fetched');**

**}, 1000);**

**});**

**}**

**async function getData() {**

**try {**

**const result = await fetchData();**

**console.log(result); // Output: Data fetched**

**} catch (error) {**

**console.error(error);**

**}**

**}**

**getData();**

**}**

**In the above code, fetchData() function returns a promise. getData() is a async function which contains a try catch block . We have result which waits for the fetchData() function to get the result. If the promise is resolved then the result will be displayed otherwise catch block will be executed.**

**Advantages of Async/Await**

* **It is much more readable as compared to promises and callbacks. It is much alike synchronous code which is easier to understand.**
* **It is built on top of the promises which provides compatibility between the two.**

**Disadvantages of Async/Await**

* **It has limited support in the older versions.**

[**https://medium.com/womenintechnology/callbacks-vs-promises-vs-async-await-detailed-comparison-d1f6ae7c778a**](https://medium.com/womenintechnology/callbacks-vs-promises-vs-async-await-detailed-comparison-d1f6ae7c778a)

**—-----------------------------------------------------------------------**

**AJAX**

**Asynchronous Javascript and XML**

Asynchronous JavaScript and XML (AJAX) is a combination of web application development technologies that make web applications more responsive to user interaction.

Whenever your users interact with a web application, such as when they click buttons or checkmark boxes, the browser exchanges data with the remote server.

Data exchange can cause pages to reload and interrupt the user experience. With AJAX, web applications can send and receive data in the background so that only small portions of the page refresh as required.

<https://aws.amazon.com/what-is/ajax/>

<https://www.loginradius.com/blog/engineering/ajax-and-xhr-using-plain-javascript/>

AJAX is a developer's dream, because you can:

* Update portion/part of a web page without reloading the entire page
* Request data from a server - after the page has loaded
* Receive data from a server - after the page has loaded
* Send data to a server - in the background

**AJAX Use Cases**

### Autocomplete

Search engines provide autocomplete options in real time when users search for a specific keyword in the search bar. AJAX allows the webpage to relay each character input to the web server and return a list of relevant recommendations on the existing page.

### Form verification

AJAX allows web applications to validate specific information in forms before users submit them. For example, when a new user creates an account, the webpage can automatically verify if a username is available before the user moves to the next section.

### Chat functionality

Text messengers and chatbots use AJAX to display real-time conversations on browsers. AJAX sends the text written by a user to the server and publishes it simultaneously in other users' chat interfaces.

### Social media

Social media platforms use AJAX to update users' feeds with the latest content without loading a new page on the browser. For example, Twitter refreshes your feed immediately whenever someone you follow tweets an update.

Ajax stands for Asynchronous Javascript and XML. Ajax is a programming technique that allows us to create dynamic, complex, and asynchronous web applications.

Ajax allows us to send and receive data from the webserver asynchronously without interfering with the current state or behavior of the web page or application.

XHR is the XMLHttpRequest Object which interacts with the server.

Ajax technique in the nutshell leverages the XHR request to send and receive data from the webserver.

This object is provided by the browser’s javascript environment. It transfers the data between the web browser and server.

#### **Key technologies for incorporating AJAX -**

* HTML DOM(document object model)
* JSON/XML
* XMLHttpRequest
* Javascript

### **Sending an XHR request**

To send and receive data from the server and implement the Ajax simple steps are explained below:

* Create a XMLHttpRequest object.
* Send the request to retrieve data from the server.
* Receive the response and display information to the end-user.

**Create XHR object**

var xhrobj = new XMLHttpRequest();

**Send the XHR object**

xhrobj.open('GET','[example.com/get](http://example.com/get)');

xhrobj.send();

|  |  |
| --- | --- |
| open(method, url[, async[, user[, password]]]) | It initializes the request. |
| method | request type such as GET,POST etc |
| url | Request URL |
| Async | true or false |
| user | Username for basic authentication |
| password | Password for basic authentication |
| send(body) | It sends the request to the server body : it is optional to send body of data with request. |

#### **3. Receiving the response :**

On completion of the request, the server sends the response to the request

**xhrobj.onreadystatechange = function () {**

**if (this.readyState == 4 && this.status == 200) {**

**document.getElementById("response").innerHTML = xhrobj.responseText;**

**}**

**}**

| onreadystatechange = callback() | It is a EventHandler called when the readyState attribute changes. |
| --- | --- |
| readyState attribute | It is an attribute that returns the current state of XMLHttpRequest object |
| status attribute | It is an attribute that returns the status code to the HTTP XHR request. |
| responseText attribute | It is an attribute that returns the DOMstring response as the text. |

| **Property** | **Description** |
| --- | --- |
| onreadystatechange | Defines a function to be called when the readyState property changes |
| readyState | Holds the status of the XMLHttpRequest.  0: request not initialized  1: server connection established  2: request received  3: processing request  4: request finished and response is ready |
| status | 200: "OK"  403: "Forbidden"  404: "Page not found"  For a complete list go to the [Http Messages Reference](https://www.w3schools.com/tags/ref_httpmessages.asp) |
| statusText | Returns the status-text (e.g. "OK" or "Not Found") |

—----------------------------------------------------------------------------------------------------------------------------------------------

<https://jsonplaceholder.typicode.com>

**Sample JSON object**

**{**

**"userId": 1,**

**"id": 1,**

**"title": "delectus aut autem",**

**"completed": false**

**}**

**Javascript object of the the above is:**

**{**

**userId: 1,**

**id: 1,**

**title: "delectus aut autem",**

**completed: false**

**}**

—------------------------------------------------------------------------------------ajax-demo.html—------------------------------------

<!DOCTYPE html>

<html>

<head>

<script src="https://ajax.googleapis.com/ajax/libs/jquery/2.1.1/jquery.min.js"></script>

<script src="../js/ajax-demo.js"></script>

</head>

<body>

<div>Ajax Application</div>

<div style="background-color:powderblue;">

Asynchronous JavaScript and XML (AJAX) is a combination of web application <br>

development technologies that make web applications more responsive to user interaction. <br>

Whenever your users interact with a web application, such as when they click buttons or checkmark <br>

boxes, the browser exchanges data with the remote server. Data exchange can cause pages to <br>

reload and interrupt the user experience. With AJAX, web applications can send and receive data<br>

in the background so that only small portions of the page refresh as required.

</div>

<div style="background-color:rgb(175, 174, 120);" id="divId">This portion will be changed</div>

<div class="append-to-me"></div>

<div style="background-color:rgb(218, 233, 245);">

You can use AJAX to create various features in web applications.

Autocomplete

Search engines provide autocomplete options in real time when users search for a <br>

specific keyword in the search bar. AJAX allows the webpage to relay each character <br>

input to the web server and return a list of relevant recommendations on the existing page.

<br>Form verification

<br>AJAX allows web applications to validate specific information in forms before users

<br>submit them. For example, when a new user creates an account, the webpage can

<br>automatically verify if a username is available before the user moves to the next section.

</div>

<button type="button" onclick="loadDoc1()">Get External Content</button>

<!-- <button>Get External Content</button> -->

</body>

</html>

—----------------ajax-demo.js—------------

function loadDoc1() {

var xhttp = new XMLHttpRequest();

xhttp.onreadystatechange = function() {

if (this.readyState == 4 && this.status == 200) {

document.getElementById("divId").textContent =

this.responseText;

}

};

xhttp.open("GET", "https://jsonplaceholder.typicode.com/posts/1", true);

xhttp.send();

}

function loadDoc2() {

var xhttp = new XMLHttpRequest();

xhttp.onreadystatechange = function() {

if (this.readyState == 4 && this.status == 200) {

document.getElementById("divId").textContent =

this.responseText;

}

};

xhttp.open("GET", "https://jsonplaceholder.typicode.com/posts/2", true);

xhttp.send();

}

// $(document).ready(function(){

// $("button").click(function(){

// $.ajax({

// type: 'GET',

// url: 'https://jsonplaceholder.typicode.com/posts/1',

// // url: 'https://jsonplaceholder.typicode.com/posts',

// success: function(response) {

// // if your response is in JSON format, you can access response keys

// // in the following format (both ways give same result)

// var title = response.title; // OR var title = response['userId']);

// // ...and then append to the DOM (your HTML) by selecting the

// // element you want to append to, and using the append method

// $('div.append-to-me').append(title);

// // $('div.append-to-me').append(response);

// },

// error: function(error) {

// console.log('not implemented');

// }

// });

// });

// });

—--------------------------------------------------------------------

# **JavaScript Classes**

ES6, introduced JavaScript Classes. JavaScript Classes are templates for JavaScript Objects.

class ClassName {

constructor() { ... }

}

Ex.

**{**

**class Car {**

**constructor(name, year) {**

**this.name = name;**

**this.year = year;**

**}**

**age(x) {**

**return x - this.year;**

**}**

**getName(){**

**return this.name;**

**}**

**}**

**const myCar = new Car("Ford", 2014);**

**const date = new Date();**

**let year = date.getFullYear();**

**console.log("My Car,"+myCar.getName()+" is "+ myCar.age(year) +" years old");**

**}**

—---------------------------------------------------------------------

**React JS**

[**https://react.dev/**](https://react.dev/)

[**https://legacy.reactjs.org/tutorial/tutorial.html#overview**](https://legacy.reactjs.org/tutorial/tutorial.html#overview)

React is a declarative, efficient, and flexible JavaScript library for building user interfaces. It lets you compose complex UIs from small and isolated pieces of code called “components”.

React components can be be created as class components or as functional components.

Functional components are preferred over class components by the developer community.

# **Introduction to React Js**

<https://taglineinfotechus.medium.com/why-is-react-js-called-as-single-page-application-87864595d2ba>

React.js, also known as React, is a popular open-source JavaScript library developed and maintained by Facebook. It is primarily used for building user interfaces and has become one of the most widely adopted front-end frameworks in the web development industry. React.js is known for its component-based architecture, which allows developers to create reusable UI components and efficiently manage the state of these components.

React.js is often associated with the concept of Single Page Applications (SPAs), which is a web application model that loads a single HTML page and dynamically updates that page as the user interacts with the app. This approach is in contrast to traditional multi-page web applications, where each user action triggers a full page reload.

# **Understanding Single Page Applications**

A Single Page Application (SPA) is a web application that loads a single HTML page and dynamically updates that page as the user interacts with the app. Instead of the traditional approach of loading a new page from the server for each user action, an SPA uses JavaScript to update the current page, providing a seamless and efficient user experience.

In an SPA, the initial page load fetches all the necessary resources (HTML, CSS, JavaScript, and data) required for the application to function. Subsequent user interactions are handled by the client-side JavaScript, which communicates with the server through APIs to fetch or update data, without requiring a full page reload.

# **Features of React Js that make it ideal for Single Page Applications**

React.js is particularly well-suited for building Single Page Applications due to several key features:

1. **Component-based Architecture**: React’s component-based approach allows developers to break down the user interface into reusable, modular pieces. This makes it easier to manage the complexity of large-scale applications and facilitates efficient state management.
2. **Virtual DOM**: React uses a Virtual DOM (Document Object Model) to efficiently update the actual DOM, minimizing the number of DOM manipulations required. This improves the overall performance of the application, which is crucial for a smooth user experience in an SPA.
3. **Declarative Programming**: React’s declarative programming model simplifies the process of building and updating the user interface. Developers can focus on describing the desired UI state, and React will handle the necessary updates.
4. **Unidirectional Data Flow**: React’s unidirectional data flow, where data flows from parent to child components, promotes a predictable and maintainable application structure, making it well-suited for building complex SPAs.
5. **Efficient Routing**: React provides robust routing solutions, such as React Router, which allow developers to implement client-side routing and navigation within an SPA, without the need for full page refreshes.
6. **Ecosystem and Community**: React has a thriving ecosystem of libraries, tools, and community support, which makes it easier to build and scale SPA applications with React.js.

**Install NodeJS**

**sudo apt install nodejs**

**Install NPM**

**sudo apt install npm**

**Uninstalling**

**sudo apt-get remove nodejs**

**sudo apt-get remove npm**

**sudo apt-get update**

**Install curl**

**To run uri at CLI**

**sudo apt install curl**

**# installs nvm (Node Version Manager)**

**curl -o- https://raw.githubusercontent.com/nvm-sh/nvm/v0.39.7/install.sh | bash**

**Close the terminal and open a new terminal and execute the foll. command:**

**# download and install Node.js (you may need to restart the terminal)**

**nvm install 20**

**# verifies the right Node.js version is in the environment**

**node -v # should print `v20.16.0`**

**# verifies the right npm version is in the environment**

**npm -v # should print `10.8.1`**

**Insta**

Create folder, react, open the terminal in VSCode, go to the folder and at prompt

**Install create-react-app module**

**npm install create-react-app**

Create React application:

**npx create-react-app react-app**

Note: react-app is your project name

got to the folder react-app at the terminal

**cd react-app**

**Run the foll. at the terminal:**

**npm start**

**—-----------------------react-app—---------------------**

**App.js**

**—--------------------------------------**

**function App() {**

**return (**

**<div>**

**<h3>Welcome To My First React Application</h3>**

**<h5>ThanQ For Visiting My Site!</h5>**

**</div>**

**);**

**}**

**export default App;**

**—-------------index.js—---------------------------**

**import React from 'react';**

**import ReactDOM from 'react-dom/client';**

**import App from './App';**

**const root = ReactDOM.createRoot(document.getElementById('root'));**

**root.render(**

**<App />**

**);**

**—------------------------------------------App.js----------------------------------**

**//Functional Component**

**// function App(){**

**// return (**

**// <div>**

**// <h3>Welcome To My First React Application</h3>**

**// <h5>ThanQ For Visiting My Site!</h5>**

**// </div>**

**// );**

**// }**

**// export default App;**

**import React from 'react';**

**//Class Component**

**class App extends React.Component{**

**render(){**

**return (**

**<div>**

**<h4>Welcome to my page</h4>**

**</div>**

**);**

**}**

**}**

**export default App;**

**-----------------Standard Procedure---------------------------**

**//Functional Component**

**const App = () => {**

**return (**

**<div>**

**<h3>Welcome To My First React Application</h3>**

**<h5>ThanQ For Visiting My Site!</h5>**

**</div>**

**);**

**}**

**export default App;**

**—-------------------------------------App.js—--------------**

**//Functional Component**

**// const App = () => {**

**// return (**

**// <div>**

**// <h3>Welcome To My First React Application</h3>**

**// <h5>ThanQ For Visiting My Site!</h5>**

**// </div>**

**// );**

**// }**

**// export default App;**

**// import React from 'react';**

**//Class Component**

**// class App extends React.Component{**

**// render(){**

**// return (**

**// <div>**

**// <h4>Welcome to my page</h4>**

**// </div>**

**// );**

**// }**

**// }**

**// function sample1(){**

**// return <h1>Hello</h1>;**

**// }**

**// function sample2(){**

**// return <h1>Hello Again</h1>;**

**// }**

**// export default App;**

**// export {sample1,sample2};**

**//same as**

**// export {sample1};**

**// export {sample2};**

**—-----------------------props—---------------------------------**

**The parent component can send data to the child component and child component can receives the data as properties or shortly called as props.**

**The data flow in React is unidirectional i.e data flows from parent component to child component not otherwise.**

**Data flows from top to bottom in React component hierarchy.**

**props is always read-only, i.e the child component that receives props from the parent component cannot be modify them.**

**C1**

**C2**

**C3**

**If C1 has to send data to C3, it is not possible to bypass C2.**

**C1 —-data—>C2—--data—--->C3**

**import React from 'react';**

**// class App extends React.Component {**

**// render() {**

**// return (**

**// <ChildComponent name="First Child" />**

**// );**

**// }**

**// }**

**const App = () =>{**

**return (**

**<ChildComponent name="First Child" />**

**);**

**}**

**const ChildComponent = (props) => {**

**return <p>{props.name}</p>;**

**};**

**// class ChildComponent extends React.Component{**

**// render(){**

**// return <p>{this.props.name}</p>**

**// }**

**// }**

**export default App;**

**—-----------------------------------------------------------**

**// const ChildComponent = (props) => {**

**// return <p>Mr.{props.fname} {props.lname}</p>;**

**// };**

**const ChildComponent = ( {fname, lname }) => {**

**return <p> Mr.{fname} {lname}</p>;**

**};**

—-----------------------------------------------------------------------

Though a child component cannot send data to its parent component but can alter the data that belongs to parent component through event handlers.

The state of parent component can be altered by the child component. The current values in the variables of a component indicates its state.

—-----------------------------------------------------

By default functional components are stateless components i.e they do not state means cannot declare any variables in it. That is why functional component are called stateless components.

Class components have state i.e we can declare variables.

React has introduced React Hooks which provides state to functional components.

Hooks allow us to "hook" into React features such as state and lifecycle methods.

**The React useState Hook allows us to track state in a function component.**

State generally refers to data or properties that need to be tracking in an application.

**Array Destructuring**

**{**

**//Array destructuring**

**let arr= ["Welcome","To","My","React","program"];**

**//let greet = arr[0];**

**//let appl = arr[3];**

**let [greet,,,appl] = arr;**

**console.log(greet+","+appl);**

**let[greet1, ...temp] = arr;**

**console.log(greet1);//Welcome**

**console.log(temp);**

**}**

**{**

**//Array destructuring**

**function getArray() {**

**return ["Hello", "I" , "am", "Sarah"];**

**}**

**let [greeting,pronoun] = getArray();**

**console.log(greeting);//"Hello"**

**console.log(pronoun);//"I"**

**let [greetings = "hi",name = "Sarah"] = ["hello"];**

**console.log(greetings);//"Hello"**

**console.log(name);//"Sarah"**

**}**

**Object Destructuring**

{

//object destructuring

let person = {name: "Sarah", country: "Nigeria", job: "Developer"};

//let name = person.name;

//let country = person.country;

let { name,country,job } = person;

console.log(name+","+country+","+job);

}

**Note: The variable names have to be same as the property names of the JS object.**

**—-----------------------------------------------------------------------------------------------------------------------------**

**const App = ()=>{**

**const greeting = () =>{**

**alert("Welcome to React");**

**}**

**return(**

**<>**

**<button onClick = {greeting}>Click me</button>**

**</>**

**);**

**}**

**export default App;**

**—----------------------------------------------------------------------------------------**

**import { useState } from "react";**

**const App = () => {**

**const [counter,setCounter] = useState(0);**

**// const handleCounter = () => {**

**// setCounter(counter+1);**

**// }**

**return (**

**<div>**

**{/\* <button onClick={handleCounter} >Click Me</button> \*/}**

**<button onClick={() => { setCounter(counter+1);}} >Click Me</button>**

**<h4>{counter}</h4>**

**</div>**

**);**

**}**

**—---------------------------------------------------------**

**import { useState } from "react";**

**const App = () =>{**

**const [counter,setCounter] = useState(0);**

**return (**

**<div>**

**<ChildComponent onChangeC={ () => setCounter(counter+1)} />**

**<h4>{counter}</h4>**

**</div>**

**);**

**}**

**const ChildComponent = ({onChangeC}) =>{**

**return (**

**<div>**

**<button onClick={()=> onChangeC()}>Click Me </button>**

**</div>**

**)**

**}**

**export default App;**

**—-------------------------------App.js--------------------------**

**import { useState } from "react";**

**import Child from "./Child";**

**export default function App() {**

**let [state, setState] = useState("Initial");**

**// function handleState(newValue) {**

**// setState(newValue);**

**// }**

**return (**

**<div>**

**<h2>**

**Handling the <i> parent state from child component </i> in ReactJS.**

**</h2>**

**<div>**

**The input value in child state accessing from parent state is {state}.**

**</div>**

**<br></br>**

**{/\* pass handleState function as a prop of child component \*/}**

**{/\* <Child change = {handleState} /> \*/}**

**<Child onChangeC={ (newValue)=>{setState(newValue)} }/>**

**</div>**

**);**

**}**

**—-------------------------Child.js—----------------------------**

**import { useState } from "react";**

**// accessing the change function from the prop.**

**function Child({ onChangeC }) {**

**const [value, setValue] = useState("");**

**function handleChange(event) {**

**let value = event.target.value;**

**setValue(value);**

**onChangeC(value);**

**}**

**return (**

**<div>**

**<input**

**placeholder = "Enter some text"**

**value = {value}**

**onChange = {handleChange}**

**/>**

**</div>**

**);**

**}**

**export default Child;**

**—-----------------------------------------------------------------------------------------------------------**

**Understanding DOM and VIrtual DOM**

**https://code.pieces.app/blog/dom-virtual-dom-react**

DOM, or Real DOM, is an acronym for Document Object Model. It’s simply the UI of an application. When your application changes, the DOM updates to reflect the change. DOM represents the structure and content of a website in the form of a tree. With DOM, scripts and webpages can manipulate, modify and identify the components of a website.

### The Inefficiency of DOM

DOM is slow, unlike modern-day websites, which are fluid and reflect modifications almost immediately. DOM was intended for earlier websites, which were static because they were rendered by the server. By contrast, modern-day websites carry out rendering in the browser. Therefore, when using React DOM for modern websites, it’s slow. This is why Virtual DOM exists.

## **What is Virtual DOM?**

Virtual DOM is simply a copy of DOM. It has all the components and features of the DOM, but it cannot display the page of a website in a browser.

When there are a large number of elements in your DOM, it can be taxing to carry out updates using DOM. However, because of React Virtual DOM’s [observable pattern](https://en.m.wikipedia.org/wiki/Observer_pattern), it’s considerably faster.

### **Why is Virtual DOM Faster?**

When new elements are added to the UI, it creates a new Virtual DOM tree. On the tree, the elements are represented by colored spots. If any of the elements change, it creates a new tree. We then compare the new tree to the former tree to see which method is best to apply changes to the DOM.

Here's a visual representation of the explanation:
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**As a result, the DOM does less work, which reduces the performance cost of updating it.**

## **How Does React Work with Virtual DOM?**

In React, each piece of UI is a component, and each component has a given state or condition. React pays attention to the [observable pattern](https://en.m.wikipedia.org/wiki/Observer_pattern) and to changes in state. When there is a change in a component, React immediately updates the Virtual DOM tree. After it updates, React compares the new tree with the former tree in a process called '[diffing](https://www.geeksforgeeks.org/what-is-diffing-algorithm/)'.

After identifying the changed tree, React updates the [objects](https://www.techtarget.com/searchapparchitecture/definition/object) that have been changed in the Real DOM.

### **React’s Rendering Function**

Render() is the process that updates and renders UI. The lifecycle method in React is render()*.*

The render() function creates the tree containing the React elements. When the state of a component is updated, render() provides a different tree containing the new React elements. By using setState() in the component, React immediately identifies the change in the state of the component and then re-renders it.

After that, React finds a way to update the UI so that the recent changes can be reflected. At this point, React updates its Virtual DOM, and in turn, updates the changed objects on the real DOM.

#### 

**—----------------------------------------------------------------------------------------------------------------------------------------------**

**React Component Lifecycle**

React Lifecycle is defined as the series of methods that are invoked in different stages of the component’s existence.

A React component undergoes the following phases:

### **Initialization phase**

This is the stage where the component is constructed with the given Props and default state. This is done in the constructor of a Component Class. This is for class components.

### **2. Mounting Phase**

Mounting is the stage of rendering the JSX returned by the render method itself.

### **3. Updating**

Updating is the stage when the state of a component is updated and the application is repainted.
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**React Hooks**

React Hooks provide [functional components](https://www.geeksforgeeks.org/reactjs-functional-components/) with the ability to use states and manage side effects.

They were first introduced in React 16.8, and allow developers to hook into the state and other React features without having to write a class.

They provide a cleaner and more concise way to handle state and side effects in React applications.

[**https://legacy.reactjs.org/docs/hooks-overview.html**](https://legacy.reactjs.org/docs/hooks-overview.html)

In React, side-effects are operations that interact with the external world, such as API calls, timers, manual DOM manipulations, or subscriptions. Given React’s declarative nature, managing side-effects requires specific patterns and tools to ensure smooth integration with the component lifecycle.

## **State Hook :** useState()

useState is a *Hook* that we call inside a function component to add some local state to it. React will preserve this state between re-renders.

useState returns a pair: the *current* state value and a function that lets you update it.

**function ExampleWithManyStates() {**

**// Declare multiple state variables!**

**const [age, setAge] = useState(42);**

**const [fruit, setFruit] = useState('banana');**

**const [todos, setTodos] = useState([{ text: 'Learn Hooks' }]);**

**// ...**

**}**

**Effect Hook: UseEffect()**

**The Effect Hook, useEffect, adds the ability to perform side effects from a function component. It serves the same purpose as componentDidMount, componentDidUpdate, and componentWillUnmount in React classes, but unified into a single API.**

In class components, developers typically manage side-effects within lifecycle methods. For instance, the `componentDidMount` method is a common place to initiate side-effects like fetching data, while `componentWillUnmount` is used to clean up, such as clearing timers or cancelling API requests.

However, the introduction of hooks in React brought a more unified and streamlined approach to handle side-effects in functional components using the `useEffect` hook.

The `useEffect` hook takes two arguments: a function containing the side-effect logic and an optional dependency array. The function runs after the component’s render, combining the roles of both `componentDidMount` and `componentDidUpdate` from class components.

The dependency array plays a vital role in optimizing the side-effect’s behavior. If the array is:

1. **Omitted:** The side-effect runs after every render.
2. **Empty (`[]`):** The side-effect runs once, similar to `componentDidMount`.
3. **Contains Values:** The side-effect runs only when the specified values change.

**import React, { useState, useEffect } from 'react';**

**function Example() {**

**const [count, setCount] = useState(0);**

**// Similar to componentDidMount and componentDidUpdate:**

**useEffect(() => {**

**// Update the document title using the browser API**

**document.title = `You clicked ${count} times`;**

**});**

**return (**

**<div>**

**<p>You clicked {count} times</p>**

**<button onClick={() => setCount(count + 1)}>Click me </button>**

**</div>**

**);**

**}**

## **Rules of Hooks**

Hooks are JavaScript functions, but they impose two additional rules:

* Only call Hooks at the top level. Don’t call Hooks inside loops, conditions, or nested functions.
* Only call Hooks from React function components. Don’t call Hooks from regular JavaScript functions.

**import React, { useState, useEffect } from 'react';**

**import axios from 'axios';**

**function App() {**

**const [count, setCount] = useState(0);**

**const fetchData = async () => {**

**try {**

**const response = await axios.get("https://api.github.com/users/mapbox");**

**console.log(response.data);**

**console.log(response.status);**

**console.log(response.statusText);**

**console.log(response.headers);**

**console.log(response.config);**

**} catch (error) {**

**// Handle error**

**console.error(error);**

**}**

**};**

**// Similar to componentDidMount and componentDidUpdate:**

**useEffect(() => {**

**// Update the document title using the browser API**

**// document.title = `You clicked ${count} times`;**

**fetchData();**

**},[count]);**

**return (**

**<div>**

**<p>You clicked {count} times</p>**

**<button onClick={() => setCount(count + 1)}>Click me </button>**

**</div>**

**);**

**}**

**export default App;**

**—-----------------------------------PersonsList.js-------------------------------**

**import { useState, useEffect } from 'react';**

**import axios from 'axios';**

**const PersonsList = () => {**

**const [persons, setPersons] = useState([]);**

**useEffect( async ()=> {**

**await axios.get(`https://jsonplaceholder.typicode.com/users`)**

**.then(res => {**

**setPersons(res.data);**

**})**

**},[]);**

**return (**

**<div>**

**<ul>**

**{persons.map((p) => (**

**<li key={Math.random().toString()}>**

**{p.id} {p.name}**

**</li>**

**))}**

**</ul>**

**</div>**

**);**

**}**

**export default PersonsList;**

**—------------------------------------------------App.js—--**

**import PersonsList from './PersonsList';**

**const App = () => {**

**return(**

**<PersonsList/>**

**);**

**}**

**export default App;**

**—-----------------------------------------------------------**

**Conditional Rendering**

In React, you can create distinct components that encapsulate behavior you need. Then, you can render only some of them, depending on the state of your application.

Conditional rendering in React works the same way conditions work in JavaScript. Use JavaScript operators like [if](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Statements/if...else) or the [conditional operator](https://developer.mozilla.org/en/docs/Web/JavaScript/Reference/Operators/Conditional_Operator) to create elements representing the current state, and let React update the UI to match them.

Ex. We design buttons suitable for different layouts.We can choose one of the buttons for a particular layout based on some condition. This is called conditional rendering.

**import Goal from "./Goal";**

**const App = () => {**

**return(**

**<Goal isGoal={false}/>**

**);**

**}**

**export default App;**

**—--------------------------------------Goal.js—---------------------------**

**import React from 'react';**

**function MissedGoal() {**

**return <h1>MISSED!</h1>;**

**}**

**function MadeGoal() {**

**return <h1>GOAL!</h1>;**

**}**

**function Goal(props) {**

**const isGoal = props.isGoal;**

**console.log(isGoal);**

**if (isGoal === true) {**

**return <MadeGoal/>;**

**}**

**return <MissedGoal/>;**

**}**

**export default Goal;**

# **React Router v6**

[**https://code.pieces.app/blog/react-router-v6-a-comprehensive-guide-to-page-routing-in-react**](https://code.pieces.app/blog/react-router-v6-a-comprehensive-guide-to-page-routing-in-react)

Users can navigate through web pages due to a process called routing.

Routing in web applications is crucial, as it enables users to access different pages in an application upon request.

Since React does not provide its own router, install an external library called **React Router**.

React Router is [a library that provides the functionality](https://reactrouter.com/en/main) for client-side routing in React. It’s widely used in building [single-page applications (SPAs)](https://developer.mozilla.org/en-US/docs/Glossary/SPA).

With this library, users can navigate to pages on a website without triggering a page reload every time a new page is clicked. This also improves the speed and performance of an application.

## **Features of React Router**

The need for React Router and its importance expands beyond the navigation of web pages. It provides additional helpful features, some of which we will discuss in this section.

* **Client-side Routing**: Client-side routing allows users to access content from a web page without an additional server request. This removes the need for a page to reload as its content becomes available immediately after its link is clicked. This is a major upgrade to traditional websites where a page reload is initiated every time a user clicks a link.
* **Dynamic Routing**: React React Router adopts the dynamic approach of routing which allows routes to be defined during an application’s rendering state. This leads to faster load times and the development of more complex applications.
* **Redirects**: With React Router, you can conditionally navigate to a new route. Redirects allow users to navigate to a new location that overrides the history stack's current location. For example, a login page should redirect to a dashboard page after successful user authentication.
* **Error Handling**: React Router 6 handles most of the errors in your application, catching errors that are thrown while rendering, loading, or updating data.

**1. Install React Router**

**npm install react-router-dom@latest**

**2. Open index.js file and wrap your App component in the BrowserRouter component**

**import React from 'react';**

**import ReactDOM from 'react-dom/client';**

**import App from './App';**

**// import sample1 from './App';**

**import { BrowserRouter } from 'react-router-dom';**

**const root = ReactDOM.createRoot(document.getElementById('root'));**

**root.render(**

**<BrowserRouter>**

**<App />**

**</BrowserRouter>**

**);**

**3. Implementing Page Routing with React Router v6**

**—------------------------------Navbar.js—-------------------**

**import { Link } from "react-router-dom";**

**const Navbar = () => {**

**return (**

**<nav>**

**<ul>**

**<li>**

**<Link to="/">Home</Link>**

**</li>**

**<li>**

**<Link to="/about">About Pieces</Link>**

**</li>**

**<li>**

**<Link to="/snippet">Code Snippet</Link>**

**</li>**

**</ul>**

**</nav>**

**);**

**}**

**export default Navbar;**

**4. Create components**

**Home.js**

**—----------------------------------------**

**import React from 'react'**

**import Navbar from './Navbar'**

**const Home = () => {**

**return (**

**<div>**

**<Navbar />**

**<h3>Welcome to the Pieces Tutorial</h3>**

**</div>**

**)**

**}**

**export default Home;**

**About.js**

**—-------------------------------------------------**

**import Navbar from "./Navbar";**

**const About = () => {**

**return (**

**<div>**

**<Navbar />**

**<h3>**

**Pieces is your AI-enabled productivity tool designed to supercharge**

**developer efficiency**

**</h3>**

**<h3>Unify your entire toolchain with an on-device copilot</h3>**

**</div>**

**);**

**};**

**export default About;**

**Snippet.js**

**—------------------------------------------------------------**

**import Navbar from "./Navbar";**

**const Snippet = () => {**

**return (**

**<div>**

**<Navbar />**

**<h3>Code Snippet</h3>**

**<h3>Have a full explanation and use case of the code provided</h3>**

**<h3>Determine possibilities and limitations of code</h3>**

**<h3>Ask specific questions based on the code provided.</h3>**

**</div>**

**);**

**};**

**export default Snippet;**

**—----------------------App.js—-------------------------**

**import { Route, Routes } from 'react-router-dom';**

**import Home from './Home';**

**import About from './About';**

**import Snippet from './Snippet';**

**function App() {**

**return (**

**<div>**

**<Routes>**

**<Route path='/' element={<Home/>} />**

**<Route path='/about' element={<About/>} />**

**<Route path='/snippet' element={<Snippet/>} />**

**</Routes>**

**</div>**

**);**

**}**

**export default App;**

**----------------------------------------------------------**

### **Concept of passing parameters to routes**

Passing parameters to routes in a React router enables components to access the parameters in a route's path.

These parameters can be anything from a user object to a simple string or number, which can be very helpful when, for example, you want to pass data related to a specific user from one component to another.

Parameters, often referred to as **params**, are dynamic parts of the URL that can change and are set to a specific value when a particular route is matched.

In React Router, parameters can be used to capture values from the URL, which can then be used to further personalize or specify what to render in a particular view.

By passing parameters, we're making routes dynamic, allowing us to reuse the same component for different data based on the parameter value.

#### **The Relation Between Parameters and React Router**

When defined in a route, parameters allow React Router to understand which part of the URL should be captured as a dynamic argument.

These parameters can then be accessed in the routed components using the **props** passed by React Router. This way, parameters help in creating dynamic and personalized routes in a React application.

For example, if you have a user component that takes a user ID as a parameter, you can define the route path as "**/user/:userId"**.

Here ":userId" is a parameter, and its value can be accessed in the matched component as a prop - **props.match.params.userId**. This mechanism enables the creation of a detail view for each user in the application using the same User component.

Note:

**props.match.params.userId is deprecated instead apply useParams React Hook method**

import { useParams } from 'react-router-dom';

Const {userId} = useParams()

—--------------------Navbar.js—-----------------

import { Link } from "react-router-dom";

const Navbar = () => {

return (

<nav>

<ul>

<li>

<Link to="/">Home</Link>

</li>

<li>

<Link to="/about">About Pieces</Link>

</li>

<li>

<Link to="/snippet">Code Snippet</Link>

</li>

<li>

<Link to="/user">User Details</Link>

</li>

</ul>

</nav>

);

}

export default Navbar;

—--User.js—------------

**import Navbar from "./Navbar";**

**import { useParams } from "react-router-dom";**

**const User = (props) => {**

**const {userId} = useParams();**

**return (**

**<>**

**<Navbar/>**

**<div>User ID: {userId}</div>**

**</>**

**)**

**}**

**export default User;**

**—---------------App.js—--------------------**

**import { Route, Routes} from 'react-router-dom';**

**import Home from './Home';**

**import About from './About';**

**import Snippet from './Snippet';**

**import User from './User';**

**function App() {**

**return (**

**<div>**

**<Routes>**

**<Route path='/' element={<Home/>} />**

**<Route path='/about' element={<About/>} />**

**<Route path='/snippet' element={<Snippet/>} />**

**<Route path="/user/:userId" element={<User/>} />**

**</Routes>**

**</div>**

**);**

**}**

**Export default App;**

**=========================================App.js==========**

**import { Route } from "react-router-dom";**

**import UserProfile from "./UserProfile";**

**function App() {**

**return (**

**<div>**

**<Routes>**

**<Route path="/user/:userId" element={<UserProfile/>} />**

**</Routes>**

**</div>**

**);**

**}**

**export default App;**

**—--------------------------------UserProfile.js—--------------------------------**

**import { useEffect, useState } from 'react';**

**import axios from 'axios';**

**import { useParams } from 'react-router-dom';**

**function UserProfile(props) {**

**const [user, setUser] = useState(null);**

**const {userId} = useParams();**

**useEffect(() => {**

**axios.get(`https://jsonplaceholder.typicode.com/users/${userId}`)**

**.then(response => {**

**setUser(response.data);**

**});**

**}, [userId]);**

**return user ? (**

**<div>{user.name}</div>**

**) : (**

**<div>Loading...</div>**

**);**

**}**

**export default UserProfile;**

**—--------------------------------------------------------------------------React CRUD Application—---------------------------**

[**https://www.freecodecamp.org/news/how-to-perform-crud-operations-using-react/**](https://www.freecodecamp.org/news/how-to-perform-crud-operations-using-react/)

[**https://mockapi.io/**](https://mockapi.io/)

**npx create-react-app react-crud**

**cd react-crud**

**npm install semantic-ui-react semantic-ui-css**

**Add the following to index.js file**

**import 'semantic-ui-css/semantic.min.css'**

**App.css**

**—---------------------------------------------------**

**.main{**

**display: flex;**

**justify-content: center;**

**align-items: center;**

**height: 100vh;**

**}**

**@import url('https://fonts.googleapis.com/css2?family=Montserrat&display=swap');**

**.main-header{**

**font-family: 'Montserrat', sans-serif;**

**}**

**App.js**

**—----------------------------------------**

**import './App.css';**

**function App() {**

**return (**

**<div className="main">**

**<h2 className="main-header">React Crud Operations</h2>**

**</div>**

**);**

**}**

**export default App;**

**After creating account in** [**https://mockapi.io**](https://mockapi.io)**, create a project and add resource. You will get API end-point.**

**To create React form, go the foll website and type form in search bar**

[**https://react.semantic-ui.com/**](https://react.semantic-ui.com/)

**—------------create.js—----------------**

**import React, { useState } from 'react';**

**import { Button, Checkbox, Form } from 'semantic-ui-react'**

**export default function Create() {**

**const [firstName, setFirstName] = useState('');**

**const [lastName, setLastName] = useState('');**

**const [checkbox, setCheckbox] = useState(false);**

**return (**

**<div>**

**<Form className="create-form">**

**<Form.Field>**

**<label>First Name</label>**

**<input placeholder='First Name' onChange={(e) => setFirstName(e.target.value)}/>**

**</Form.Field>**

**<Form.Field>**

**<label>Last Name</label>**

**<input placeholder='Last Name' onChange={(e) => setLastName(e.target.value)}/>**

**</Form.Field>**

**<Form.Field>**

**<Checkbox label='I agree to the Terms and Conditions' onChange={(e) => setCheckbox(!checkbox)}/>**

**</Form.Field>**

**<Button type='submit'>Submit</Button>**

**</Form>**

**</div>**

**)**

**}**

**—------------------------------------create.js—----------------**

**import React, { useState } from 'react';**

**import { Button, Checkbox, Form } from 'semantic-ui-react'**

**import axios from 'axios';**

**export default function Create() {**

**const [firstName, setFirstName] = useState('');**

**const [lastName, setLastName] = useState('');**

**const [checkbox, setCheckbox] = useState(false);**

**// const postData = () => {**

**// console.log(firstName);**

**// console.log(lastName);**

**// console.log(checkbox);**

**// }**

**const postData = () => {**

**axios.post(`https://66a39ba544aa63704581df17.mockapi.io/fakeData`, {**

**firstName,**

**lastName,**

**checkbox**

**})**

**}**

**return (**

**<div>**

**<Form className="create-form">**

**<Form.Field>**

**<label>First Name</label>**

**<input placeholder='First Name' onChange={(e) => setFirstName(e.target.value)}/>**

**</Form.Field>**

**<Form.Field>**

**<label>Last Name</label>**

**<input placeholder='Last Name' onChange={(e) => setLastName(e.target.value)}/>**

**</Form.Field>**

**<Form.Field>**

**<Checkbox label='I agree to the Terms and Conditions' onChange={(e) => setCheckbox(!checkbox)}/>**

**</Form.Field>**

**<Button onClick={postData} type='submit'>Submit</Button>**

**</Form>**

**</div>**

**)**

**}**

As you can see, we are using axios.post. And inside axios.post, we have the API endpoint, which

we created earlier. Then, we have the form fields wrapped in curly brackets.

When we click Submit, this function will be called and it will post data to the API server.

Ex.

<https://mockapi.io/projects/66a39ba544aa63704581df18/fakeData>

## **Implement the Read and Update Operations**

To start the read operation, we need to create a Read Page. We also need the React Router

package to navigate to different pages.

Install the package using

npm i react-router-dom.

After it has been installed, import a few things from React Router:

import { BrowserRouter as Router, Route } from 'react-router-dom'

In our **App.js**, wrap the whole return into a Router.

This basically means that whatever is inside this Router will be able to use routing in React.

**import './App.css';**

**import Create from './components/create';**

**import { BrowserRouter as Router, Route } from 'react-router-dom’**

**function App() {**

**return (**

**<Router>**

**<div className="main">**

**<h2 className="main-header">React Crud Operations</h2>**

**<div>**

**<Create />**

**</div>**

**</div>**

**</Router>**

**);**

**}**

**export default App;**

Our App.js will look like the above now.

Replace the Create inside the return and add the following code:

**import './App.css';**

**import Create from './components/create';**

**import { BrowserRouter as Router, Route } from 'react-router-dom'**

**function App() {**

**return (**

**<Router>**

**<div className="main">**

**<h2 className="main-header">React Crud Operations</h2>**

**<div>**

**<Route exact path='/create' component={Create} />**

**</div>**

**</div>**

**</Router>**

**);**

**}**

**export default App;**

Here, we are using the Route component as Create. We have set the path of Create to '/create'.

So, if we go<http://localhost:3000/create>, we will see the create page.

Similarly, we need routes for read and update.

**import './App.css';**

**import Create from './components/create';**

**import Read from './components/read';**

**import Update from './components/update';**

**import { BrowserRouter as Router, Route } from 'react-router-dom'**

**function App() {**

**return (**

**<Router>**

**<div className="main">**

**<h2 className="main-header">React Crud Operations</h2>**

**<div>**

**<Route exact path='/create' component={Create} />**

**</div>**

**<div style={{ marginTop: 20 }}>**

**<Route exact path='/read' component={Read} />**

**</div>**

**<Route path='/update' component={Update} />**

**</div>**

**</Router>**

**);**

**}**

**export default App;**

### **The Read Operation**

For the Read operation, we will need a Table component.

So, head over to React Semantic UI and use a table from the library.

Now, let's send the GET Request to get the data from the API.

We need the data when our application loads. So, we are going to use the useEffect Hook.

**import React, { useEffect } from 'react';**

**useEffect(() => {**

**}, [])**

Create one state that will contain the incoming data. This will be an array.

**import React, { useEffect, useState } from 'react';**

**const [APIData, setAPIData] = useState([]);**

**useEffect(() => {**

**}, [])**

**//https://66a39ba544aa63704581df17.mockapi.io/fakeData**

**useEffect(() => {**

**axios.get(`https://66a39ba544aa63704581df17.mockapi.io/fakeData`)**

**.then((response) => {**

**setAPIData(response.data);**

**})**

**}, [])**

So, we are using axios.get to send the GET request to the API. Then, if the request is

fulfilled, we are setting the response data in our *APIData* state.

Now, let's map our Table rows according to the API Data.

We are going to use the Map function to do this

**<Table.Body>**

**{APIData.map((data) => {**

**return (**

**<Table.Row>**

**<Table.Cell>{data.firstName}</Table.Cell>**

**<Table.Cell>{data.lastName}</Table.Cell>**

**<Table.Cell>{data.checkbox ? 'Checked' : 'Unchecked'}</Table.Cell>**

**</Table.Row>**

**)})}**

**</Table.Body>**

**—--------------------Read.js—-----------------------------------------**

**import React from 'react';**

**import { Table } from 'semantic-ui-react'**

**import React, { useEffect, useState } from 'react';**

**export default function Read() {**

**const [APIData, setAPIData] = useState([]);**

**useEffect(() => {**

**axios.get(`https://66a39ba544aa63704581df17.mockapi.io/fakeData`)**

**.then((response) => {**

**setAPIData(response.data);**

**})**

**}, []);**

**return (**

**<div>**

**<Table singleLine>**

**<Table.Header>**

**<Table.Row>**

**<Table.HeaderCell>First Name</Table.HeaderCell>**

**<Table.HeaderCell>Last Name</Table.HeaderCell>**

**<Table.HeaderCell>Checked</Table.HeaderCell>**

**</Table.Row>**

**</Table.Header>**

**<Table.Body>**

**{APIData.map((data) => {**

**return (**

**<Table.Row>**

**<Table.Cell>{data.firstName}</Table.Cell>**

**<Table.Cell>{data.lastName}</Table.Cell>**

**<Table.Cell>{data.checkbox ? 'Checked' : 'Unchecked'}</Table.Cell>**

**</Table.Row>**

**)})}**

**</Table.Body>**

**</Table>**

**</div>**

**)**

**}**

Following is the updated version of Read.js file

import { Table, Button} from 'semantic-ui-react'

import React, { useEffect, useState } from 'react';

import axios from 'axios';

import {Link} from 'react-router-dom';

export default function Read() {

const [APIData, setAPIData] = useState([]);

useEffect(() => {

axios.get(`https://66a39ba544aa63704581df17.mockapi.io/fakeData`)

.then((response) => {

setAPIData(response.data);

})

}, []);

// const setData = (data) => {

// console.log(data);

// }

const setData = (data) => {

let { id, firstName, lastName, checkbox } = data;

localStorage.setItem('ID', id);

localStorage.setItem('First Name', firstName);

localStorage.setItem('Last Name', lastName);

localStorage.setItem('Checkbox Value', checkbox)

console.log(data);

}

return (

<div>

<Table singleLine>

<Table.Header>

<Table.Row>

<Table.HeaderCell>First Name</Table.HeaderCell>

<Table.HeaderCell>Last Name</Table.HeaderCell>

<Table.HeaderCell>Checked</Table.HeaderCell>

<Table.HeaderCell>Update</Table.HeaderCell>

</Table.Row>

</Table.Header>

<Table.Body>

{APIData.map((data) => {

return (

<Table.Row>

<Table.Cell>{data.firstName}</Table.Cell>

<Table.Cell>{data.lastName}</Table.Cell>

<Table.Cell>{data.checkbox ? 'Checked' : 'Unchecked'}</Table.Cell>

<Link to='/update'>

<Table.Cell> <Button onClick={() => setData(data)}>Update</Button></Table.Cell>

</Link>

</Table.Row>

)})}

</Table.Body>

</Table>

</div>

)

}

### **The Update Operation**

### Create one more header for Update and one column in the table row for an update button.

### Use the button from Semantic UI React.

**<Table.HeaderCell>Update</Table.HeaderCell>**

**<Table.Cell>**

**<Button>Update</Button>**

**</Table.Cell>**

### Now, when we click this button, we should be redirected to the update page.

### For that, we need **Link** from React Router.

### Import Link from React Router. And wrap the table cell for the update button into

### Link tags.

### 

**import { Link } from 'react-router-dom';**

**<Link to='/update'>**

**<Table.Cell>**

**<Button>Update</Button>**

**</Table.Cell>**

**</Link>**

So, if we click update button, we will be redirected to the update page.

In order to update the column data, we need their respective ID's, which comes

from the APIs.

Create a function called setData. Bind it to the Update button.

**<Button onClick={() => setData(data)}>Update</Button>**

Now, we need to pass the data as a parameter to the top function.

Let's set this data into the localStorage.

**const setData = (data) => {**

**let { id, firstName, lastName, checkbox } = data;**

**localStorage.setItem('ID', id);**

**localStorage.setItem('First Name', firstName);**

**localStorage.setItem('Last Name', lastName);**

**localStorage.setItem('Checkbox Value', checkbox)**

**}**

We are destructuring our data into id, firstName, lastName, and checkbox, and

then we are setting this data into local storage. You can use local storage to store

data locally in the browser.

Now, in the Update component, we need one form for the update operation.

Let's reuse the form from our Create component

**—--------------------Update.js—---------------------------------**

**import React, { useState } from 'react';**

**import { Button, Checkbox, Form } from 'semantic-ui-react'**

**import axios from 'axios';**

**export default function Update() {**

**const [firstName, setFirstName] = useState('');**

**const [lastName, setLastName] = useState('');**

**const [checkbox, setCheckbox] = useState(false);**

**return (**

**<div>**

**<Form className="create-form">**

**<Form.Field>**

**<label>First Name</label>**

**<input placeholder='First Name' onChange={(e) => setFirstName(e.target.value)}/>**

**</Form.Field>**

**<Form.Field>**

**<label>Last Name</label>**

**<input placeholder='Last Name' onChange={(e) => setLastName(e.target.value)}/>**

**</Form.Field>**

**<Form.Field>**

**<Checkbox label='I agree to the Terms and Conditions' onChange={(e) =>**

**setCheckbox(!checkbox)}/>**

**</Form.Field>**

**<Button type='submit'>Update</Button>**

**</Form>**

**</div>**

**)**

**}**

Create a useEffect hook in the Update component.

We will use it to get data we previously stored in Local Storage. Also, create one

more state for the ID field.

**const [id, setID] = useState(null);**

**useEffect(() => {**

**setID(localStorage.getItem('ID'))**

**setFirstName(localStorage.getItem('First Name'));**

**setLastName(localStorage.getItem('Last Name'));**

**setCheckbox(localStorage.getItem('Checkbox Value'))**

**}, []);**

Set the respective data according to your keys from Local Storage.

We need to set these values in form fields. It will automatically populate the fields

when the Update page loads.

Setting the form fields

**<Form className="create-form">**

**<Form.Field>**

**<label>First Name</label>**

**<input placeholder='First Name' value={firstName} onChange={(e) =>**

**setFirstName(e.target.value)}/>**

**</Form.Field>**

**<Form.Field>**

**<label>Last Name</label>**

**<input placeholder='Last Name' value={lastName} onChange={(e) =>**

**setLastName(e.target.value)}/>**

**</Form.Field>**

**<Form.Field>**

**<Checkbox label='I agree to the Terms and Conditions' checked={checkbox} onChange={(e) =>**

**setCheckbox(!checkbox)}/>**

**</Form.Field>**

**<Button type='submit'>Update</Button>**

**</Form>**

Now, if we click the Update button in Read Page, we will be redirected to the

update page, where we will see all the auto populated form data.

Now, let's create the Update request to update the data.

Create a function called updateAPIData. Inside this function, we are going to use

axios.put to send a PUT request that will update our data.

const updateAPIData = () => {

axios.put(`https://66a39ba544aa63704581df17.mockapi.io/fakeData/${id}`, {

firstName,

lastName,

checkbox

})

}

Here, you can see we are appending the API endpoint with an id field.

When we click the field in the table, its ID is getting stored into Local Storage. And

in the Update page, we are retrieving it. Then, we are storing that ID in the *id*

state.

After that, we pass the id to the endpoint. This allows us to update the field of

which we are passing the ID.

Bind the updateAPIData function to the Update button.

**<Button type='submit' onClick={updateAPIData}>Update</Button>**

Click the Update button in the table in Read page, change your last name, and

then click the Update button in the Update page.

### **The Delete Operation**

Add one more Button in the Read table, which we'll use for the Delete operation.

**<Table.Cell>**

**<Button onClick={() => onDelete(data.id)}>Delete</Button>**

**</Table.Cell>**

Create a function called onDelete, and bind this function to the Delete button.

This function will receive an ID parameter on the Delete button click.

We are going to use axios.delete to delete the respective columns.

**const onDelete = (id) => {**

**axios.delete(`**[**https://**](https://60fbca4591156a0017b4c8a7.mockapi.io/fakeData/$%7Bid)66a39ba544aa63704581df17[**.mockapi.io/fakeData/${id**](https://60fbca4591156a0017b4c8a7.mockapi.io/fakeData/$%7Bid)**}`**

**)**

**}**

Click the Delete button and check the API. You will see the data has been deleted.

We need to load the table data after it has been deleted.

So, create a function to load the API data.

**const getData = () => {**

**axios.get(`https://**66a39ba544aa63704581df17**.mockapi.io/fakeData`)**

**.then((getData) => {**

**setAPIData(getData.data);**

**})**

**}**

Now, in the onDelete function, we need to load the updated data after we delete a field.

**const onDelete = (id) => {**

**axios.delete(`https://**66a39ba544aa63704581df17**.mockapi.io/fakeData/${id}`)**

**.then(() => {**

**getData();**

**})**

**}**

So, now if we click Delete on any field, it will delete that field and refresh the table

automatically.

## **Some Improvements to our CRUD App**

So, when we post our data in the Create page, we are just getting the data in the

mock database. We need to redirect to the Read page when our data is created in

the Create page.

Note: In **react-router-dom v6** useHistory() is replaced by useNavigate()

Import useNavigate from React Router.

**import { useNavigate } from 'react-router';**

Create a variable called navigate with let, and set it to useNavigate():

**const navigate = useNavigate();**

**navigate('/home');**

Then, use the **navigate** function to push to the Read page just after the post

API gets called.

**const postData = () => {**

**axios.post(`https://**66a39ba544aa63704581df17**.mockapi.io/fakeData`, {**

**firstName,**

**lastName,**

**checkbox**

**}).then(() => {**

**navigate('/read')**

**})**

**}**

It will push to the Read page using the useHistory hook.

Do the same for the Update page.

—-----------------------Update.js—-----------------------

**import React, { useState, useEffect } from 'react';**

**import { Button, Checkbox, Form } from 'semantic-ui-react'**

**import axios from 'axios';**

**import { useNavigate} from 'react-router';**

**export default function Update() {**

**let navigate = useNavigate();**

**const [id, setID] = useState(null);**

**const [firstName, setFirstName] = useState('');**

**const [lastName, setLastName] = useState('');**

**const [checkbox, setCheckbox] = useState(false);**

**useEffect(() => {**

**setID(localStorage.getItem('ID'))**

**setFirstName(localStorage.getItem('First Name'));**

**setLastName(localStorage.getItem('Last Name'));**

**setCheckbox(localStorage.getItem('Checkbox Value'));**

**}, []);**

**const updateAPIData = () => {**

**axios.put(`https://**66a39ba544aa63704581df17**.mockapi.io/fakeData/${id}`, {**

**firstName,**

**lastName,**

**checkbox**

**}).then(() => {**

**navigate('/read')**

**})**

**}**

**return (**

**<div>**

**<Form className="create-form">**

**<Form.Field>**

**<label>First Name</label>**

**<input placeholder='First Name' value={firstName} onChange={(e) => setFirstName(e.target.value)}/>**

**</Form.Field>**

**<Form.Field>**

**<label>Last Name</label>**

**<input placeholder='Last Name' value={lastName} onChange={(e) => setLastName(e.target.value)}/>**

**</Form.Field>**

**<Form.Field>**

**<Checkbox label='I agree to the Terms and Conditions' checked={checkbox} onChange={() =>**

**setCheckbox(!checkbox)}/>**

**</Form.Field>**

**<Button type='submit' onClick={updateAPIData}>Update</Button>**

**</Form>**

**</div>**

**)**

**}**

**================================================================**